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# Load packages

library(tidyverse)  
library(osfr)  
library(readxl)  
library(readbulk)  
library(ez)  
library(psych)

# Load custom functions

source("R/utils.R")  
source("R/arcsine\_transformation.R")

# Exp1

## Outcome neutral test

### Test sentence reading time

#### Import data

outcome\_neutral\_sentence\_data <- read\_tsv("Data/Processed/Exp1/Kan\_Processed\_Exp1\_OutcomeNeutral\_Sentence\_data.tsv")

## Parsed with column specification:  
## cols(  
## sentence\_region\_no = col\_double(),  
## participant\_id = col\_double(),  
## Congruent = col\_double(),  
## Incongruent = col\_double(),  
## sentence\_region\_type = col\_character()  
## )

#### Nest the data

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 nest(data = c(participant\_id, Congruent, Incongruent))

#### Performing the t-tests

We calculate the t test for each sentence region separately.

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(t\_value = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(statistic)),  
 df = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(parameter)),  
 p\_value = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(p.value)),  
 raw\_effect = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(estimate)))

#### Calculating the SE

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(se = map2\_dbl(raw\_effect, t\_value,  
 ~ abs(.x / .y)))

#### Calculating the Bayes factor

We are calculating the Bf for all the regions, but our main interest is the the temporarily ambiguous and disambiguating region.

Checking the number of observations for each sentence region.

map(outcome\_neutral\_sentence\_data$data, nrow)

## [[1]]  
## [1] 133  
##   
## [[2]]  
## [1] 133  
##   
## [[3]]  
## [1] 133  
##   
## [[4]]  
## [1] 133  
##   
## [[5]]  
## [1] 133  
##   
## [[6]]  
## [1] 133  
##   
## [[7]]  
## [1] 133

Creating a plots to visualize the difference.

We are creating a plot function for visualization.

sentence\_region\_plot <- function(df, name) {  
 df %>%  
 select(Congruent, Incongruent) %>%   
 gather(key = "congruency", value = "resid\_mean\_reading\_time") %>%   
 group\_by(congruency) %>%   
 summarise(n = n(),  
 mean = mean(resid\_mean\_reading\_time),  
 sd = sd(resid\_mean\_reading\_time, na.rm = T),  
 se = sd / sqrt(n)) %>%   
 ggplot() +  
 aes(x = congruency,  
 y = mean) +  
 geom\_point(size = 2) +  
 geom\_errorbar(aes(ymin = mean - (se \* 1.96),  
 ymax = mean + (se \* 1.96)),  
 width = .1) +  
 labs(title = paste("Sentence region", name),  
 x = "Congruency of the sentence region",  
 y = "Mean residual reading time") +  
 theme\_minimal() +  
 theme(  
 title = element\_text(size = 8),  
 # axis.title = element\_text(size = 5),  
 axis.text.y = element\_text(size = 5)  
 # strip.text.x = element\_text(size = 5)  
 )  
}  
  
outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(sentence\_plot = map2(data, as.character(sentence\_region\_no),   
 ~ sentence\_region\_plot(.x, .y)))

## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)

Create one plot to show all of the sentence plots together.

plot\_1 <- outcome\_neutral\_sentence\_data$sentence\_plot[[1]] +  
 theme(axis.title.x = element\_blank())  
plot\_2 <- outcome\_neutral\_sentence\_data$sentence\_plot[[2]] +  
 theme(axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())  
plot\_3 <- outcome\_neutral\_sentence\_data$sentence\_plot[[3]] +  
 theme(axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())  
plot\_4 <- outcome\_neutral\_sentence\_data$sentence\_plot[[4]] +  
 theme(axis.title.x = element\_blank())  
plot\_5 <- outcome\_neutral\_sentence\_data$sentence\_plot[[5]] +  
 theme(axis.title.y = element\_blank())  
plot\_6 <- outcome\_neutral\_sentence\_data$sentence\_plot[[6]] +  
 theme(axis.title.y = element\_blank())  
plot\_7 <- outcome\_neutral\_sentence\_data$sentence\_plot[[7]]  
  
reading\_time\_plot <-  
 cowplot::plot\_grid(plot\_1, plot\_2, plot\_3,  
 plot\_4, plot\_5, plot\_6,  
 plot\_7)  
  
ggsave("Kan\_Exp1\_ReadingTime\_Plot.png", device = "png", plot = reading\_time\_plot, dpi = 300, width = 208, height = 118, units = "mm")  
  
reading\_time\_plot
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Assigning SD theory for the Bayes factor analysis.

outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(sd\_theory = case\_when(sentence\_region\_no == 3 ~ 40L,  
 sentence\_region\_no == 4 ~ 18L,  
 TRUE ~ 18L))

Running the Bf analysis for all sentence regions.

outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(bf = pmap\_dbl(list(se, raw\_effect, df, sd\_theory),  
 ~ Bf(sd = ..1,  
 obtained = ..2,  
 dfdata = ..3,  
 meanoftheory = 0,  
 sdtheory = ..4,  
 dftheory = 10^10,  
 tail = 1)))

Create table with results.

outcome\_neutral\_sentence\_table <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(raw\_effect = round(raw\_effect, 2),  
 bf = round(bf, 2),  
 t\_value = round(t\_value, 2),  
 p\_value = round(p\_value, 2),  
 se = round(se, 2)) %>%   
 rename(`Sentence region id` = sentence\_region\_no,  
 `t value` = t\_value,  
 DF = df,  
 `p value` = p\_value,  
 `Raw effect` = raw\_effect,  
 SE = se,  
 B = bf) %>%   
 select(-sentence\_region\_type,  
 -data,  
 -sentence\_plot,  
 -sd\_theory)  
  
papaja::apa\_table(  
 outcome\_neutral\_sentence\_table,  
 caption = "Results of the Comparison of the Mean Residual Reading Times in Each Sentence Region",  
 escape = TRUE  
)

(#tab:unnamed-chunk-12)

*Results of the Comparison of the Mean Residual Reading Times in Each Sentence Region*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Sentence region id | t value | DF | p value | Raw effect | SE | B |
| 1.00 | 1.37 | 132.00 | 0.09 | 3.88 | 2.83 | 0.71 |
| 2.00 | 1.41 | 132.00 | 0.08 | 5.37 | 3.81 | 0.98 |
| 3.00 | 6.53 | 132.00 | 0.00 | 17.76 | 2.72 | 14,756,807.27 |
| 4.00 | 2.14 | 132.00 | 0.02 | 7.85 | 3.67 | 3.44 |
| 5.00 | 4.04 | 132.00 | 0.00 | 16.48 | 4.08 | 697.00 |
| 6.00 | -1.37 | 132.00 | 0.91 | -5.88 | 4.30 | 0.11 |
| 7.00 | -4.58 | 132.00 | 1.00 | -56.50 | 12.35 | 0.13 |

Calculating the robustness region for temporarily ambiguous region.

temporarily\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 filter(sentence\_region\_type == "temporarly ambiguous")  
  
sd <-   
 temporarily\_data %>%   
 pull(se)  
  
obtained <-   
 temporarily\_data %>%   
 pull(raw\_effect)  
  
df <-   
 temporarily\_data %>%   
 pull(df)  
  
# lower  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 0.6,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.071107

# upper  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 6325,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.072294

Calculating the robustness region for disambuguating region.

disambiguating\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 filter(sentence\_region\_type == "disambiguating ambiguous")  
  
sd <-   
 disambiguating\_data %>%   
 pull(se)  
  
obtained <-   
 disambiguating\_data %>%   
 pull(raw\_effect)  
  
df <-   
 disambiguating\_data %>%   
 pull(df)  
  
# lower  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 2.6,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.053729

# upper  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 21,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.043466

## Crucial tests

### Reaction time analysis

#### Import data

main\_analysis\_rt\_data <- vroom::vroom("Data/Processed/Exp1/Kan\_Processed\_Exp1\_Main\_Rt\_data.tsv")

## Rows: 4,738  
## Columns: 16  
## Delimiter: "\t"  
## chr [ 4]: lab, stim\_type, stimulus, stim\_color  
## dbl [12]: participant\_id, trial\_id, response\_time, is\_previous\_congruent, is\_congruent, is...  
##   
## Use `spec()` to retrieve the guessed column specification  
## Pass a specification to the `col\_types` argument to quiet this message

#### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 count(participant\_id)

## # A tibble: 132 x 2  
## participant\_id n  
## <dbl> <int>  
## 1 109 32  
## 2 1010 34  
## 3 1012 42  
## 4 1013 40  
## 5 1014 30  
## 6 1015 30  
## 7 1016 36  
## 8 1017 37  
## 9 1018 14  
## 10 1021 32  
## # ... with 122 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 132

#### Figures

The congruency sequence effect for the reaction time responses.

kan\_exp1\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(participant\_mean\_rt = mean(response\_time, na.rm = T)) %>%  
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(participant\_mean\_rt, na.rm = T),  
 sd\_rt = sd(participant\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%   
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 legend.position = c(.85, .4))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp1\_rt\_cse\_plot

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAB4FBMVEUAAAAAADUAADoAAF4AAGYANTUANV4ANYQAOjoAOmYAOpAAXqgAZmYAZrY1AAA1NTU1XoQ1hMk6AAA6AGY6OgA6Ojo6OmY6OpA6Zjo6ZmY6ZpA6ZrY6kLY6kNtNTU1NTW5NTY5Nbm5Nbo5NbqtNjsheAABeqOtmAABmOgBmOjpmOmZmZgBmZjpmZmZmZpBmkJBmkLZmkNtmtrZmtttmtv9uTU1ubk1ubm5ubo5ujqtujshuq8huq+SENQCEXjWEyeuOTU2Obk2Obm6Ojk2Ojo6Oq6uOq8iOq+SOyOSOyP+QOgCQOjqQZgCQZjqQZmaQkGaQkLaQtraQttuQ29uQ2/+oXgCohF6oyeuo6+urbk2rjk2rjm6rjo6ryOSr5P+2ZgC2Zjq2ZpC2kDq2kGa2kJC2tma2tpC2tra2ttu225C229u22/+2/9u2///Ijk3Ijm7IjqvIq27Iq47IyI7IyOTI5OTI5P/I/+TI///JhDXJ6+vbkDrbkGbbtmbbtpDbtrbb25Db27bb29vb2//b/9vb///kq27kq47kyI7kyKvk5Mjk5P/k///rqF7ryYTryajr66jr68nr6+v/tmb/yI7/25D/27b/29v/5Kv/5Mj/5OT//7b//8j//9v//+T////XFk2OAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO2djX8cx1nHFyFAMrjAEbnUjs+xE4jd1rVTS4G4ApJSimOqtHVTigntuXGpQ9xcSCChIOTEDlKVxA3Upxenzmn/Veb9fW9353Z3Zk7P7/NJrL3d23lmvjczz7xnOWimlYU2ANSuAPCMCwDPuADwjAsAz7gA8IxrNgA/CG1ADXVsax3Aw77UU/iDX7/9LPrzz9/lD3z6de2yOwHgQk0DeGeFXazS+zv06tSLbRg6UQC4UF5F9LD/xM/z/OFK/8w7KNte7/cJUnT95Lv48tSPmrWxXAC4UD6AdyjRLYI5zw+u95+8n2Ps5B90+VSTFlYRAC6UB+DPnicEJcgdkmfRxy+ySwq+QwHgQnkAHppl8MMV/IHgKkh3JwBcqPqAUVW7qn9Cc/AWLaFJ1l51fK9NAeBC1Qc8tEpg+slQAdx1JQyAC1UbMKuBFaEsjT8Zis+HAHiCYge8ZdbAKMOSLO0E/AAUSL6AeZtI/YD6VJCDqynyHIzKY81FxnypSwWAqylywFu6iyX5BnGyMlMdhTuN4gZslNCfvdDvX2F/h2wmpQCWK27AyIdW4H36vDKyELKjAwAXqmbSaFUwIql41CG7KgFwoWomzY6C9MAYNwo42ACAC1UzaVQfa6uvF8UBhwsBcKFqJs1Q+lioSJYiFfN2sAF/AFyo2oBF8ftwxQQcbsoOAC5USklTrJRiAYA9lFIsALCHUooFAPZQSrEAwB5KKRYA2EMpxQIAeyilWABgD6UUCwDsoZRiAYA9lFIsALCHEoiFNfmkI5sTSJoKSikWHduaUtIUK6VYAGAPpRQLAOyhlGIBgD2UUiwAsIdSigUA9lBKsQDAHkopFgDYQynFAgB7KKVYAGAPpRQLAOyhlGIBgD2UUiwAsIdSigUA9lBKsQDAHkopFrMFuKMtZbKOwmlCHdnaEeCOlFIsZisHd6SUYhEB4P2bS71s/o380Rdf79YYX6WxvQ5TcMDjG2RKGAb8dHaiW2s8BYBrBDe+mimAs5PdmuOlVHbIogoNeJBli9cQWgQ438iyuZe7tcdHALhGcCOedzFgTDv+LJzOJndEgQFTpBwwwn1ks1uDaiuhXQyJwgJGNTAulDlg/m/MSmmfSqywgBnRhACntRNpDoDrCgDXCs4oouOvg1PbTDg0YMPJQldHu7WnrgBwzeB2ezgLy3ZwttytPTWV3n7goQHjTDt3iQDex32WcWfgBDd8Dw6Yd1VSLcbtYpmAU2AcGjAfbCA6npCHxfhGzzk4YDJciNNo6cLtbm2prQkZON4MHQHgVOTgaxGNjzMArqwqgPVHu7XPLQBcVU6+kyHGwDkCwPfeuyX1Wtx+FlXNRAvKOTTg8ZqeIWLviybyS7QwnAMDxtN0Dgtg/uVuQQcGvI6jeuy81FdmsIgueEk3nIOPJsU+fuRSk4nWNufg48EpTLMz1UKitcW560rfPeCfmlrMb01zDgwYFdEA2BVAU5w799sd02YLR4CHylFn9AA046izmT/5bHqHOzjgfJDNF40xWIB39MMKjcsO1Xlb1pdz901vu6PjRjZ38Z7UB44vDekZpMZxo4fv9NHauDpucpMgrU/eP1vW0bHDzpU1Dgw+tOcHV6eWdU/YCupGaU/WZ89TgsaR34f+BPBydkqydmeVcT0iwS9JHbMAD1kZLEBStMZlp4oCMNMEghEAxj1Zi5MncqCqlp4WvMUPi0aF8qp12aliAszkIKmVjJ3ZoV9W6Mka8pw6VIg+ZV12qggBcyk8IwFc0tHBa2D1NPAhBaxddqqIATNllroKWL8s78naEq2gKoC72TIoiW2UTMAtB1cAGA8XTlzLgMpfVhJDDq6nQFnY1ZM1KQsjF4u7yAC4juwyuhujnT1Zl4pHhLdkIxecrDqKBPCjc0tLuhV6flZKaGgm1ZGDbzeEbS/akA4Y+dACHnR01FAqgJUqGLoqa8jJtxPCNcPYUYeKYLDBR6HnRU/Wlpo7D/1woZfiBjyUPhbStj7Cv31oBvynUTDA+2Rsf/+eIX3A32jiHrYpO00oFGDaC13mZEUqAFweHADuSMEAn8Nj+7ijQ5c94B+hAHAswbWklGIBgD2UUiwCLz57SVtOOL659PkUlqIB4KrBGTM6UlmqBICrBmcQ3e0B4KYVCvD4Jl7u/eVeNvcFufq7l8hqYQBcIbiRe8Aj7s0qmQBwleAGLr5JZGAAXCm48a1bt36Kiujvyi2U7iWBFwBXDy4Vt9kQAK4a3Pi9NHY+MwSAYwmuJaUUCwBcQ0GmsU0pAOyhB+WPRCMA7CEAHEtwLQkAxxJcSwLAsQTXkgBwLMG1JAAcS3AtCQDHElxLAsA1gyvZ6S46AeAawd0p3ekuPgHg6sHdSHHiOwCuHByd17HQ1MT3lreSiUa/+vvfR8n2W3/wg/JHO9oRqAgwOV12GqRBFDgHK+d5lh/nGXzAH58AnprCAsb7Px5/Hf1xd63CHKfggJOodA2FBTyQ2z9ulM9SBMAeCgpYOwVhULrXZ+ApO1eTPFYnJGCUZEqm3e0tXCN/3DmHauRj19iH2fIevj5+m6b4+OZj6Obt3R5O7N3e/M9QJb74Mn6MPD/iEO4WvYRoA71k7iKuElC+ZBUr+kvbqfCOYytDqINrSWBRJdyuE5v0EbyGAAmBy2iljXWBA/4SaY9agPlLjlgvyeVLyM0Br/tHWgmMzTAtSzILhwQ8ciXYgKDF6YtzN2KTLb6ej1/Flxkpx5/ZzDd6lBW++/jm+LXcBLyOP8/H/92zX0KDQHc3aIYURgw0H2Bgz2Lafx/50ce/C12VlbXu8FoQjJPsJkNIn8EbgWYCJPqX3aXZzwCMLi/pl/IlMggaPC+j9RIaP1NzI7RIFRaw3TIS0GnCC94jAlh8Y8DJ0bsGYPliki21l8gg2JdYGa2X0OskOE0AuLYcgBW/iyS8Ri6Td0XWpHd1wOgx7g2tWy8xy+Kc+mv6pyQgx2akCe7REVkRPZFNJl1e7kU7AWt5DQVh4T9qB6mX0OQzGA+eVg4nSyKk+NsBrLd2yC9pZC7fB8DTy2h5DhYubjaVgzWEk3MwfZdebkMObkZaqiIsRxurg41a1lkH88cwTaNJ7qqDie6ukQb1AulAT0LxdFXSMy9sL1oBLHslBgWABwyhVrlbPja9KzI6Kis2DHfA4UXnsocEq+SMrGgU22CD3Q5WAdvtYHqX5P5cHF6129Myqd1KVtrB5Ftzj1nFttUOFg2lhV46jaTQgB+d5cOF51CeYJ0RRk+WChj/Ii7l+R3Zk8VKANo5hedMsTYP6Xe+e9b+leT8JRs9UVPjbiuj09TRk0Xy7wnSfbV/I0tlC4fQA/5r5oC/1Re9bPYv4D7l8wbgPZq55v+ZIhQvmVvObcBaXzT93MqPjr7okfoz0C5iVvA5WXsvPUa8Flml0dEk6sVobLCtbDRpxDsdeSLvIe9n7sSmaHmRlyzQ/GaPNeHRpAU5/cZ0u+kbHFN2lKfWE9llJzjgGnpQNPQzrZyjHiXjwaIfPHKlBXhdDvg1mX0GTlazsZVhWoBRtsHNk721RkdmN9xvA8Bd6wGp+ajz1Nj8VTLb+YTrjl1Eq27VKBE3OjHAxJnSXLJphZvUzzjvOJwsiRTjBierYXVsqwkYTww5ygiPB1mjtUR7AsCFsnqycP0wd+HWvXu3SI90GjPwAHCh7L5o3n2SFdbb8QkAF8oxmrTRyxr38lpWHIDHP8YtDuc0WkWt2EqDdl07x4P3foJ3A/+Ow8n79JWVfv/0FX683YfkqLN3xN1QJ59FAXijNx8KMAvadV1vwH97hR5PyA4wfJNe8SOFd4KdXRgFYDZwFwKwOS9Mua4FGBE8825+8FafnmCILi/fx8eN0oODA54+CoArAC4/nFKc704PmeUHBfOPA54fDIDLAVc4u1CcDk3PARdHfm8FOwHcGmLtKFyH2JEXy3SR2BryUEVHlbqETAEs147ZszXEcjT2Rz5pIZoI2jZl/md1AOuHB2OitPKlgAVXQbo7RTB1UAV8XpsOw9udrIeQAdbG623AfDka+2PiQrRJgL9U43BKVPauqlHiRTMrk7c4fvO5DhQBYLWIzha/JxeJ6UvIBGBt7Zg930osR6N/lCxEKyii8WM1kgbnzIPtZ3EziX6ws4KdrF//Iy25hwrgrivhyAAbi8TUJWQcsD5nzgYslqOJPyYsRJsA+EiNpEE175XrWjPp4Qvk6gxp+crDwYeHHbC+SExbQsYB62vHCmZMqrMzJy1EmwDYnFU56XDKh7gRjLLswZusmZT/gjaLT5Ec7QTczZZBXW1NNFn/mf3mP6B/Pvlc9qfk+pfZb/zVg1/9RfaH4v7v/Jd4+PvZ7ypf1b8jL/kf5luM53nQqincoa8x4I8Bc6+KFcr9r1Heq0WAO1JkOXjCCiOWg43ZOnYO1qfCT16nNCkHlwDWDqfEHRm0aKb+847OGwDXA6yO03UBuPxwSgSYgaNu1FBpF62Ck1UI2Bhx9czBExaiVczBpYdTinYvy6NDnTc0k1yA7ZmT1MkalCxL0QGXLESrWESXHU4pcybPwdrlIe/oKABsLiEzvWhjdVrxcrRJC9EqAi49nHJLL5ONyxBdlVwRA+ZLyOy8o++hYiw7MwBPXojm72TpEpUwrX3RpeFUBxtsiAIwS2x7kZi6hEzYqq8d05ed2YBLFqKZixoUU2odTrnV7z/3sWgX4WaS2iwOOFwYBeBdOofNWiTGe5Hn6MfMVn3tmL7szAF48kK0XWP6nGJKvaThI/yXydXBdX5JvavtYAP+UQAmc51swPoSMsVWbe2YtuzMAbhkIRoN2mXKhKS55/jsIzIp54f88kP9MtiUnTgAV1PoLf3xj4mMIKHq+FgiC/wBcI3gcGE/zwCz9cvxCwBXD27Au9TGf6f3c8QsAFw5uJGSbfF4chor/AFw5eDSXOEPgKsGx7pSuLTRpIgFgKsGl+gCcABcNTjIwa0L6mAPAeDKwWEvWqwp3AAvunkFBkz6wBcuvnbv3nt4s640tugAwDWCe6SdLpsGXwBcJ7jxTbkA/GIafAFwzeDoAvCLyWwXDYCjCa4lpRQLAOyhlGIRAWC5CPzuT9f+CDo6mlVowMpp1nI2fuwCwJWDU09sAMB1hBNr4gPjm0u4jyHrcprM+Meunqy5P+6h/5Z66TSUwgPm+aHwAaVkPN5Zmm705h190UfJ/5fZvpVd2TKVQgNWizz3E7hkpAd3dNl9tJ6ZgNl2wutiZ4E0NiMNDFiv1JyPyKN3so3uso0NmA0Aj+T+EknsRho9YOXwrEw9Z6llFQLme0OkcmZDWMCGW+owRl0diA/GWqC7Id0p3BkpFyez8PMNxcZK5rT6su2VdEsYYD6TA2Z0VAq9FLC6QkGuyOZu1wl7ZyTZnLnAAfONlQzA/CWF2yvplrBTV/jhKwC4SuCWrEfUxWHirnU6mrYzEirHn9kkS1DMjZWMdYUl2ys5vOhl+Q9M2akSeDlgdXknv7trnW9o7L60zJ4yN1YyFqeWbK/kaAfjN7G5OuvTuvTN7mNTqKC77NiArUfUDXYy8RnbGef//gRvofPJ59hGOr8kn4tvfJ/vu0PvGvvryBeTbXuUlxQBxgtWjpBdPrIT9272wIuuEHiVHCzziVw+yv0u+4zhvPoZw8UnUedOwPyIQ360TxIldPROlqOInsymkWPg3YDz3bPEmBuKRxe9YgfscLKUjXPWbTZtAuba+/b589dSaATnoQGXd3QgEGozabBwcbOpHFy2vVLoXtxmFDtgsWsSfphuudJUHVy2vRIAbiT8Er56V+U66+8XZ7NrOynx3ZeYW1a8sZJjk6aKgPdvLpH21KMvpjLtLjTg8uFCe7DBbge79kKT7WB6195wqWR7Jce02Ru8ykYvSeRgrPCAywb88XRzMVy4yDojjJ4sY/clvM3SnZ6xsZKx4VL59kr2lJ2rmQI4iWbw5KSNROM1UYizAX+rL1rffYlymDtvANY3XKqwvZJpCPpJLF5jfdAbKbSTygrHaLT3El4LpE7ZoaNJtB60RhHYaNJI3xLe2HApL99eybBixPMuqbwH0WfhUvcmOlUzUzhZoyn7mtzLRzng6A+ILm+gRKdqVq7LUcPppn+4hwuTGQ+OCnC18Ks9hQrbxdu4PJ62kkx7wD/LIiJcMfyKRvLBgGlPgAXATRpT6bGKr8POVLZwfNpZ1JOL6MjrYJNvUMJVw49ijw7Fi455YnR8gIsMUIaTAgOmXWOyHRz1Hh024HCEJ4cvAHduo6ujY+4SAbx/I4s7A7tycCjmJaExwAF+hoVdlVSLMbtYFZ2sTphXARykpCkcbCDqbpmUn3zBNc687EUYcNu/sQLLHJ/tk3WO2dKF+PcDby7RpmNe9rVCwMop0Xk7Sx1qpUJ0ajVXOJgXBFH6CB63c7xJP5mjnaUODSdK12qRb2l4MtjSH0EBYO2U6JaWOpREaCP6PTq6xDvRgEmIXecGykkd4pToNpY6aHaM37t1S/Wr9tbi7qqkCoo3dxB2Fu4OwPop0fYkLedB02KSljhDWgVsnyStGLpHdzEU3Z9kz7sEAIeesuOdgwdqN0NbSx0UI/gWhswb2yW8jwDgssB9AetjvW0tdRAB0HukgYRzOXXpYBOWCoFXIOxwsrTslre31EEEgAcgH6dOHPoKdcqPmC3hT19Z6fdPX7lfcHkYTz5z8bUIFwFuIQebSx3E32LkCP9B+Npjzdsr9HhCdhS0cblzKM8urArY6Oig09aVSc1tLXXgf7L9dXI6CPytzHXqGSJ45t384C123KhxeThPH3XzNQm7AeunRLe01IH/KSdvkLNJXVNFDq6zvEqPhjYuD/35wZNkDTZobZ2idnAjSx24CRIwqagXHf3QOzxvorz6onV56E8AnyRzuFBbvqCcEt3CUgdugg7Y2fod8srWebmjnPjedS2cCmBaOMrrkr7oRpY6cBN0wK55HKjsXS2+RAU1423e6EAJAaYnNouhH+2U6FaWOvB3a4CdGRjnzIPtZ3G7yHEpM3SASjh6wIo8bfVd6lADMKpqr1yX7SLjEgHmWIcAeII8bfVd6lAPcL9/+X5+8CZpFxmXbsDNb1rkVNBtlGrK09ZPPpf99g8ePPjfvyTbJ5XLEzCtXLew/2xcQg6uKF9bPZc61APMallU/a6alwC4orxt9VvqoAKe+wI+Lun8l3v8L6yviP4sRJSBI26UcQlOVkWFmviujUMokpmZZlQinEeNS2gmVVS8gGXOJH8Zl9DRUVGhAOPZOi69JoccthSEq9YldFVWU+C1SZMkat0hQWhcwmBDNUUMGOXZ/nMfk4bvquPycA4X1lbMgPM3ac9V/7LzcvtQDvjXVdSA84/IpJwfFlweyik7dRU34EiVUiwAsIdSigUA9lBKsQDAHkopFgDYQynFAgB7KKVYAGAPpRQLAOyhlGIBgD2UUiwAsIdSigUA9lBKsQDAHkopFgDYQynFAgB7KKVYAGAPpRQLAOyhlGIBgD2UUiwAsIdSigUA9lBKsQDAHkopFgDYQynFAgB7KKVYAGAPpRQLAOyhlGIBgD2UUiwAsIdSigUA9lBKsZgtwH47ytTWIdhlp646AtyySvZ4jVKzlYM70oPyR6IRAPYQAI4luJYEgGMJriUB4FiCa0kAOJbgWhIAjiW4lpQAYHuLuY7C7SaYlpUAYKGObQXAXQsAewgAFwoAdy0A7CEAXCgA3LUAsIcAcKEAcNcCwB4CwIUCwF0LAHsIABcKAHctAOwhAFyo2QAMKhQAnnEB4BkXAJ5xAeAZFwCecQHgGRcAnnEB4BlXTIAP3v6zfr9/+rkuz8Y7+NfqR+HuBDh206k6RscD+IAfddnvP3e/q0C3V2qcdRwL4FpGRwP44DoC+w7646NX+vyw+Pa1Vecw61gA1zI6GsBDmXrb/c6OmAbAXWmn35fHDg87S0kA3JH0c+EfrpymZxJ/qJxP/HCl/yI5oJg7YQdvP4tPK364gpP94coT/4Eq8TM/wo+R2wLHR4Uv2aFVftUDrdkbLUPybWTIqW/yaiUuoyMBLGKoSrhdl+/TR76xQo8YJ2mAK22sv+Fp9dfo4omfW2nFX/Kk/RJvwE5DqOMQm9GRAHaWfkOSSjjFcO5G0eyfeSc/eIvV0Kgc/9v7yKOk0cZ3v3b/4N9zM6228Of5wS9WnC/xKaJtQ3AIyHFYjdHoSAC7bEbxWmU3WWrQZ4bkX54m6F92l+YgI63Q5RX9Un2JL2DDkFUZheiMjgaw3TIS8fjseZxoIul2yOfiG0OeCPSukVbyxUP88zde4gtYN4S+ggYcndHxAlb8riG+qyeCvCt+5fSu9diqGoRdFnoBVt8xVN3D+IyOBrBl8+Ro0gyCxR1SZ1qhx6RQEM0D1v3/+IyOBLDDyZKpQWMUPq2KAK/KR+IzOhLAKE6q3z88/c37TWUGJfmt4jXaHNyc0ZEA1msyFMOnGqvOtF7PFutgElR8RscCWOuq3Oq7HVI9XU2H1EirIXtMS4wWAPNXUCujMzoWwI7BBrtJabQVjSYlvUtyP/2Xfa5ksDYAl7WDAxsdDeDPXuDDhV/v98+wdr3RKaRFE/0iruT5h7JTiJUAtGPpwxf6/DHShfvRC64Erzd+4AbMDNleKejJCmx0NIDzg1fMAX+rW1eLJuvWPfUNI60+pT7oE//GHuMvOfWi4yW4F1D3aCaoAHBJX3Rgo+MBjGL5T8/29Sk7dGDmHfK31SHPBmZ2tE5A/JpXUAF4+b74nZOXnL78sfMluFt4SsB0NOn0lTiNjglwLQl/ZadOjRRYAYxOFvCWHIDravrH9ApgdLKAUbl15l1ctNXxOEIrgNHJAsaNZeqHXCl/Nhp1b3S6gIlf0vEs6unVudEJAwZVEQCecQHgGRcAnnFND3jvpaUsy+aOXWvAmkAa33wMReHzm8pHG8+QG1ezuZe7sODR09n8G9O/hlqtv3fKV945Kw6ZmLs05btCCWHEOiIB753NTrI7CQHmVuvvne6d69o5IubrE9GIWn9UfrKepQh43SYwLeAbOOMefx39tX+zh/5enuptoYQS5sht85NuATciB+Ap62D80xdJgwu6JuqR7mUnDAAmQvlfrbgw4SQL6XWr6AHARCgDa9EfySx85xzK3NyxRsk0/wbxVOeOi6KQXp/Y3O2Ryg89c2TzDvro2G0lVdFN9gsabyyVvTHfW0PVxMLFTf2b2Cwj3qp1+FdqVMHrwqWgpmwQSz8QlmumCKEXHdkc3+hpVvI4mV8byN/UCOcSpQ42k85Oizvneo5mi2Y1D3e6OnigOSbImp+8Ri3Y46714m1m5fy/9JirvSzMpdcXJOAN/AEC54jULn8jvXS9cXyDe/Mv6ykzMHKhbl0p4O8NDMt1U4Qw4P+5aljJ42R+bSTDG+CABGA76cy0YD6/eMRpNQ93KsA4aZxelUgzlqOlSfwTwVckLXpmoUcvHJFSHjciKd6YD/QPRHlFclaxdaWAHyu0XCeMw/mWaSWPk/k1aRT6C8WWA3YknZEWatQ1l0ezmoc7FWAUoruCwkn9+GY+flXCw63kTZrJTrJPcLN5by1Tn0EO23izIFKL13Ap15Pf199IHD5cjOJHjuZK5jdLaNO6kjoYhXPRsFwzRYiwmXtmk0ZKWCnipH9NFCs0L3PAjqQz0mJEI07fpJutWU3DnQrwqMBr3hUhs0qa4KRmDkTqsw/WFcDsbc5Iyd87fsp+o/Tw0HfYI/R9Bj7LujLAejiWKUIYsIwU/12yR6yviZ8drY3Zp66kM9JCelIjo4bUrGbhTgvYqIZEOFr9orrX7DvSSnxPB+SIlFKLUhj2GxlWFuiyeFKCLrKuDLAejmWKEAZ8UvzJf9gneVDG15hvycmyf1xJZwPWsU60upUcrHuIR2mA0rc6ohXC3GDlGStSai1KE8Z6o/1z5knIU7LQujLAWji2KUKMqvJ9+W1nDEjiMRsYYFfS2aUZ8kxfL8hZptVtAFbpWTxFMolvjqzKxnpc88gy5xsdkFgSGjds6yq2g4tMEVIhjozs5/gaC5QhpSlSIemEk7Vw8YPckMPqNpwstUykka6QJacGPLA9evrRQP8V2ta1BPhoCWD00clc9Z4p4LKkQzfE8M6CMbrTNGC7mbT7nQ8iAjxiDUy9rR4LYNIbIWqJGoDVEbwTZVY329FBHYNWimjDm6tSRNMkGhmfT19EOx3LvLSItr62jtOA/y6rF9FU771Em+fL+hsbBmx2VTI3o9xTcDtZDsDUdbXH0py+B/+xiT+x6zowv1rXySr+aRpSbw24r8++7foaeuGy+LyCk2U1Wu70jAzWOGBc36thDoT7UMHXt5tJCmAezXVeIBsE7Dcqv2/xcpQkX71qZp26zSTrp1k0JqrUWLKZxL7t+hquPMRvcUIzyUoLkTfMlkPjgI3hwgErMiq01p0dHcJwUfTjN7Hfw/xtEQln60Hr6JD55veeNgcaKnV0jIoA26YIYcCy15TZxL/t+tqAdG2KdpSzo8OZFjxUc/TIYfW0A/6k/1cZ8BedMyX9bfgR3FVJBwhMwBj6CfR98krWc0v75+6uFf1kRFelWnBhQyxHv0pXJS8O7XAsU4RoV+U11v+6nJsJbX2NTCSRPU7Orko7LTBomuKvmpFzWD0tYDGCozl15T3mzsEGYa38/lefth8/6X6jOdjAk9BybkzrCgBnhsPostzsi17oaXcMn8n8GjHkqPjbOdjgSAt1lpTu4zqsnn7S3YY0XE66Kx/zksOF37YB5yN286TwTHcLk068UfzY5Cia0nuoyLCuoJMkKxjYMk0Rwra+31PvaHFyfI3XabnihVnG2WnB42m2klxWTw8YlYlr2GOfO3ZNzSrlo9Z8wN9uJiHts3Fz2fQY38TD5bz7xt16uKsM+FOZQ8Eu65xNrDEuZo9vFliumiJEbMXFs5iDoMfJ/priFxcN+DvTYg2XWQoAAACXSURBVI+kuKMry7a6CcBTyp5v0ZzGlg/dosxx50gUBrDS3nNkn8ZEuwM7EgBWJH39vafdpWhDwbT3bksAWBH293BNNd4we2Oa1EZxv2ILAsCK+JiXbA40LtpmaK30twWAVUnC+tTA5kSaJa0VDg4BYF3uyb3N6dFZMluuOwFgUAgB4BkXAJ5xAeAZFwCecQHgGRcAnnH9P8MWZAA48ocNAAAAAElFTkSuQmCC)

Saving the figure.

ggsave("Figures/Kan\_Exp1\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp1\_rt\_cse\_plot)

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup() %>%   
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

The number of conditions per participant. Because we excluded the incorrect trials, it can happen that a participant does no have reaction time responses from all the 4 conditions.

main\_analysis\_rt\_aggregate %>%   
 count(participant\_id) %>%   
 arrange(n)

## # A tibble: 132 x 2  
## participant\_id n  
## <fct> <int>  
## 1 109 4  
## 2 1010 4  
## 3 1012 4  
## 4 1013 4  
## 5 1014 4  
## 6 1015 4  
## 7 1016 4  
## 8 1017 4  
## 9 1018 4  
## 10 1021 4  
## # ... with 122 more rows

Save the [participant\_id] of those participants who do not have data from all the four conditions.

missing\_condition <-  
 main\_analysis\_rt\_aggregate %>%   
 count(participant\_id) %>%   
 filter(n != 4) %>%  
 select(participant\_id)

The number of participants who has missing conditions.

nrow(missing\_condition)

## [1] 0

Calculating the raw congruency, previous congruency and interaction effect for each participant.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic))

Running the repeated measure ANOVA.

anova\_rt <-  
 aov(rt\_conditional\_mean ~ is\_congruent \* is\_previous\_congruent + Error(participant\_id / (is\_congruent \* is\_previous\_congruent)), data = main\_analysis\_rt\_aggregate)

Saving the F value and Df for each effect of interest.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 broom::tidy() %>%   
 select(term, statistic) %>%   
 transmute(term = case\_when(term == "is\_congruent" ~ "main\_effect\_congruent",  
 term == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 term == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect",  
 term == "Residuals" ~ term),  
 f\_value = statistic) %>%   
 filter(!is.na(f\_value))

Show the results of the ANOVA.

anova\_rt %>%   
 broom::tidy() %>%   
 rename(f\_value = statistic,  
 p\_value = p.value) %>%   
 mutate(f\_value = round(f\_value, 2),  
 p\_value = round(p\_value, 2)) %>%   
 filter(!is.na(f\_value))

## # A tibble: 3 x 7  
## stratum term df sumsq meansq f\_value p\_value  
## <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 participant\_id:is\_congr~ is\_congruent 1 1.98e5 1.98e5 87.0 0   
## 2 participant\_id:is\_previ~ is\_previous\_cong~ 1 2.42e3 2.42e3 1.97 0.16  
## 3 participant\_id:is\_congr~ is\_congruent:is\_~ 1 4.98e2 4.98e2 0.35 0.56

Calculating the raw effects summarized for every participant.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 n\_participant = n()) %>%  
 gather(key = "term", value = "raw\_effect", -n\_participant)

Joining the calculated F values and Dfs with the raw effects.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

Calculating the SE from the raw effect and the F value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
interaction\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
interaction\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
interaction\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3655853

Robustness region.

# Lower  
## The lower boundary is 0  
  
# Upper  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 33,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3346875

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 4.613872e+13

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 0.8,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.098987

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 14510,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.015894

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.5260381

Robustness region.

# Lower  
## 0 as the Bf is inconclusive  
  
# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 44,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.340425

### Accuracy analysis

#### Import data

main\_analysis\_acc\_data <-  
 read\_tsv("Data/Processed/Exp1/Kan\_Processed\_Exp1\_Main\_Acc\_data.tsv")

## Parsed with column specification:  
## cols(  
## participant\_id = col\_double(),  
## lab = col\_character(),  
## trial\_id = col\_double(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## is\_correct = col\_double()  
## )

#### Exploratory data analysis

The number of response per participant.

main\_analysis\_acc\_data %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 132 x 2  
## # Groups: participant\_id [132]  
## participant\_id n  
## <dbl> <int>  
## 1 109 42  
## 2 1010 42  
## 3 1012 42  
## 4 1013 42  
## 5 1014 42  
## 6 1015 42  
## 7 1016 42  
## 8 1017 42  
## 9 1018 42  
## 10 1021 42  
## # ... with 122 more rows

The number of participants.

main\_analysis\_acc\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 132

#### The distribution of hit rates

Calculating the hit rate for each participant.

main\_analysis\_acc\_data %>%   
 group\_by(participant\_id) %>%   
 summarise(acc = mean(is\_correct),  
 hit\_rate = acc \* 100) %>%   
 arrange(acc) %>%   
 ggplot() +  
 aes(x = hit\_rate) %>%   
 geom\_histogram()

## `summarise()` ungrouping output (override with `.groups` argument)

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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#### Figures

The congruency sequence effect for the accuracy responses.

kan\_exp1\_acc\_cse\_plot <-  
 main\_analysis\_acc\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(participant\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(participant\_mean\_acc, na.rm = T),  
 sd\_acc = sd(participant\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 legend.position = c(.85, .4))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp1\_acc\_cse\_plot

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAACAVBMVEUAAAAAADUAADoAAF4AAGYANTUANV4ANYQAOjoAOmYAOpAAXqgAZmYAZrY1AAA1NQA1NV41XoQ1Xqg1hKg1hMk6AAA6AGY6OgA6Ojo6OmY6OpA6Zjo6ZpA6ZrY6kLY6kNtNTU1NTW5NTY5Nbm5Nbo5NbqtNjsheNQBeNTVeXgBeXl5eqMleqOtmAABmADpmOgBmOjpmOmZmZgBmZmZmZpBmkGZmkJBmkLZmkNtmtrZmtttmtv9uTU1ubk1ubm5ubo5ujqtujshuq8huq+SENQCEqMmEyeuOTU2Obk2Obm6Ojk2Ojo6Oq6uOq8iOq+SOyOSOyP+QOgCQOjqQZgCQZjqQZmaQkGaQkLaQttuQ29uQ2/+oXgCoXjWohF6oycmoyeuo68mo6+urbk2rjk2rjm6rjo6ryOSr5P+2ZgC2Zjq2ZpC2kDq2kGa2kJC2tma2tpC2tra2ttu225C229u22/+2/9u2///Ijk3Ijm7IjqvIq27Iq47IyI7IyOTI5OTI5P/I/+TI///JqF7JqITJyajJ6+vbkDrbkGbbtmbbtpDbtrbb25Db27bb29vb2//b/7bb/9vb///kq27kq47kyI7kyKvk5Mjk5P/k///rqF7ryYTryajr68nr6+v/tmb/yI7/25D/27b/29v/5Kv/5Mj/5OT//7b//8j//9v//+T///8qLVM6AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO2djZ8ct1nHp1cDZ4PD69Zxset14pi3Boca6tR3beO4bVxKcQKX4oZAIC3phrpAickGCglpyHIuceAudnuU3q4vTp29+SvR++h1XrQzGmnv+X0+iW9nZ6RH+q6kR9JIynLQUivr2wBQtwLASy4AvOQCwEsuALzkAsBLroaAP/jycDj8/Bv65TtXhsPTl3Yq7upau6Ej9FRQO5sBng2JTj+tXN0fs8vfKrurewFgixoBvrc+fOSN/IMXBUoqxBdd3n+NXXbc1b0AsEWNAI+Hj+BqeP/F4VnpKgJKP27Tf+13BRAAtqgJ4A+fGtJadzZ86M3i8jYvqh8+hf9w3BVAANiiJoAFMcGQiJVYUmafdt4VQADYoiaAtyWSl4vLY1EVj/Flx10BBIAtagJYLqpn5cvsA73suCuAALBFzQCfNf7KcZEt6uSzjrt2QYHVImDkRV9mpJ2AgwhKsEUtAMb94Es7uB8MgGspOcCosSW6PAbAdRQxYIf7tP+9dTz2TN1mcLKqFC3gqg4QcrKgm1SiTFeQSBvcWzWEcW8dj2TBQEeVgk7RtjBUOeNDlbS/BEOVVYoWsHuy4bL8L0w2VChewM7pwtNX8/zOOmt8YbqwQvECzm8rU/mzIa2MP7xCL59503ZXOAHgxSNTXsbhgFE36bPD4cNfhVd26ilmwFELAPcdWccCwH1H1rEAcN+RdSwA3HdkHQsA9x1ZxwLAfUfWkfoYw19EANhTqaQFAHsqlbQAYE/Fnpbo54NjVyppgRLsqVTSAoA9lUpaALCnUkkLAPZUKmkBwJ5KJS0A2FOppAUAeyqVtABgT6WSFgDsqVTSAoA9lUpaALCnUkkLAPZUKmkBwJ5KJS0A2FOppAUAeyqVtCwj4CAby2RBYllcQewMDDiIUknLMpbgIEolLQDYU6mkBQB7KpW0AGBPpZIWAOypVNICgD2VSloAsKdSSQsA9lQqaQHAnkolLQDYU6mkBQB7KpW0AGBPpZIWAOypVNICgD2VSloAsKdSSQsA9lQqaQHAnkolLQDYU6mkBQB7KpW0AGBPpZIWAOypVNICgD2VSloAsKdSSQsA9lQqaQHAnkojLYH3w00jU+ophbQE3/I4hUypq/jT0sOu1vFnSn1Fn5Y+9i1vGI3jyKs75PLr5O/xsFDYwwsBsC3ORnfP7IfWvcZ4srMpAbBdvRw90CgWx7GTCPulHXxZPS94HPp4WQBsi7TJzfaDY/lH9O8jO8Xl2TDw+dCxAzY2fA9ib5NIHEc/i8vb8mV0NfDxwQDYGmuDex2Ht6NPpPFVAY+DHx8MgK2xNrh3m1fBqDK+XFzmVbNSc/PjwEMqQsAm1J4B33/swpbz3rEEWK5+Z+vYyfrpN+QyG9zDyiMBXIIwBifr/qNZtupiPBZYx2r7eo8eAX6m6B/rLXCAbWVwlgWIxh5xodo3dmxtCeDMxdgJ+L112j2+Kq5sh26Bw5YKz4LYQwE2q7Wbj2Uuxi7A4+HwyZ18/7WhaHa1HlPn6jzf2kETBeDczdgBeDYUXjQvtsjFCtkH7iLjOoERnq/LMbEydjhZY6n3xIrwdlgXK53yFQ3gvGB8+Bq/4ugmieIsuAeuobPMk034KjMmwHk+vz4gpqycpMXYMdBhAi6KchA1ABweqTv6QFG6vph/51xhy8pFfMkxVLltVNFhm2Cdr5p1PSNVFQ3g+fVj1Ijjr7ByvIYv2ycbxKCVcLJmQTtJJuCIkCrqwzRLLAVd1vrOR1l2BNfSjunCMZkuxN0kxj2sjxU3VEm9mKnHIugevlb4z3cH2aFX8R+3lQl/PiGISjTVJeZZjXv1sZIB3MtYtHUkC12lgNVXdooZX/rKzkv8/nHYmcJU+Qax1AJ45cK72k2oBB8NYIuvAHBZrOrH+7974oblLp14ZEqVbwhbY82ORgLAJdF2H0UApco3gLUlMdzqPPIWFTneHFso/goarXlpb+M4dpmRv3Xc1h7HqrjxyhndL+D5yxntE5Ee00n3CzzxKRG+PQMeZQzw/E9wmYi5e6QrXsDa8HjQqLXPU6nYzr+dsUHoNBQt4Kz0Y9C4cQE+VXyaJFWEYwWs29UnYNTwrjxXfBSD0EkoTsCm69czYJmo9jFyRQnYYhSUYE/FCNhmE7TBnooPsL1n3rsXfZF/2AQveiE5DOoV8PyZDE8Hf/fWrR+Qqf8jCY10xAbYZU+/Ax33z8lj4SnxjQywe+C057Fo/rJshqf+U+IbF+ASY/qebMjzve+cR7rwSkhDWlBMgEtfzg5mRejIOlY8aSmf1wLAnoomLRWG9A74/Vtc7/z9xsdgoKOpquzofz5YFoxkNVT1awf994MBsL9qGNH7SNbKrw/Qfw8OUusoxQC4jg19j0UfJf9fI1MNKQ1FRwC43lthfQLGNfQamWTAUw6IsDy3tIA63VCGq59NdpobEMROB2A2ATxlRXeizC3Frr5LcN34I5jwR0WXjELzf9NQv4Drv7QbAWD+Jge80VFX8+xBPA1nXdmlq+c2GLe67B8AXFPS4MGJ6hqvby96rfgHXtmppTkGi6dm3tmoM8Padz8YW8je1ZkkNSPcG+Cs6Gxs1uhZ9goYL1g58irpAp+8hWeGwYuujld+sWlU3bPsdyx6SkcnJ+mNVPYEOMuekQvt3cEq3buGbCTH9rFB5WVtD38mTljGtkI5fuPuAP8a7g4O/RNqxA8/h28j90/5r+QdZyBYm8f4WCMql6wkor+U1+jMTLl7jkClbkNL4xxh1AvgLBdYZAm36yTrbp4fiAzNxIj/pzngT5GyZADmgRwxAymmDciXI96WTpUyicxwWr73tfPnr6XTAOf9AM6k4iZrRNBizLh04xbv8CtksddR/Ayqxx/fyjcHlBX+9hNb8+/mOuAJvp7P/3NgCYREgb7dpK2oMGKk+AAjo3f+flJIVYUHTLJvYmnHEAxaZU44QnrPCP+bcZBsKFgMJ2mA0ceL6kcpEBHFhI9ckE9qDY1/E5plo+zjKa36VhQcMI1wYulpCOg04wVvUoFm4okRJ0e/1QAXAZNiqQYiomAPsTparaHRPeVLV9JSaMAsPgvgeeF3kYxXyRVemSia9Fv1NhQI78JMzEC0ujin/pp6FZtRvvgsLYUFLCo/SxVdziYTLi/3oq2A2aZ0ojdj4D9qRqnW0PiafagyTfXUv7Q4WUWvheLvBrA6REF+SVN9cagOmI9kJamQgKW4tJ7naPXCVlslWEFYXoJpWGq9bSnBuBucrZz4B/Fe5a3IN7mTFQ6w6psquYqwHG2tDdZaWWsbzG/DNLUuua0NfuzBY/DSXcOIpvJQ5YS9EqN70TLgkeFFa4BHDKGS+YaPTb8VBR3VFZsaLqsXDW9VNo5HGn/eFCMbWj9YBmz2g+m3pPTnoi8j9oClhdTsJUv9YPLUyjGj2tb7wagEazoOgLVYzGjwikw6XfhYlh1mgxHaSJYMGP8iLub5zWIki9UAdHDq5jk2Gjmi487vnLP8SnIWyOZAtNSjzFjObY5kpawgabFGMt/QJ/yNsWgFMBtGXjmvAd6jFeihv6MIRSAra0Yg2lg0vW7Ut2Vj0ekpRFpccew9e0x7ZYfOJtEVmjpgPps05YOOvODtbQzwITei50UCWT35rhkIFp5NWhX7MRhud6nBKar7tLRT4WWOqZ9FZZ31MCYbbmmCblLrEWSTYsKvzYUFI9sQBnjR4cPHXvThG7g+bnXYcNMaGgCuHXprwWfifZmVi9V319OUOHTWyBRJ3SQy4AHdpBYD18tOVust6nrCXerHrZGWPIT6X7BfdAdh977CX4iPrEQuvWB0EUOrobUZ2GKRTfWhEeVgrEL0YKzX5Uv31gMf8t5hxrUccESAURFWPO+ZcrSd0GvsaDvpTNl9/YDDAOoq49oONy7AshftOJxyRk4tRJelQ2W3h8sCuEH1PP9bnFnW12iVEBe0yB215XN5ZNraJPvxsvyjfO43+iksCeAGgW4ODvUFmEVt+Vwe2Uh5v8NxQLS4XJwqi1h/ZTkANwmTTdz1AVh/L6z4XDZUiaet5OFrxxHv4uDvAvD28GzYQ6KJ2s+4Zt5zFWCjH9yGiUrUls9VI1nyc9u8CkYFVPWntJr73vpDby4D4IYB1i3Bu6XfeskbsDK6OZYAy43wbB07WT/9BkeKvn465DHvXRWMZgFNaeRrdJHYBso7MVAlLyHLC8DF2jHzbQ2xHI39kZctRBNRm6YYr+zIb3Qc//1rypfFuc/aCdD3rpBe0hnWP97G36qAQ+wr0/LuNVnD4P6X5uond3/8QPbbD5C/P/rX5Jvn2Q/v596W7//JF6Sr6JlPslA+8iX88aO/RZ4Xf2ihFHHg20XUqik2wKVyAn5vnXaPr1Lc67gpTr2K9gisqKKzw18vFompS8hyXoKVtWPm+1ZiORr9o2IhmqOKtqxNKpML8Hg4fHIn33+NjnSQCjp5wD5hFbmqLRKTl5DlDLD6zpwJWCxHE3+ULETrFvBsKLxozHSbfpc0YL92vMhVdZGYsoQsZ4DVtWOONybltzPLFqL5ATbOD3Y4WWOp93SZVdBpA/YMSPeirUvIcgZYXYNgAlbflK5YiNYMsPP8YEc3SRRnwn17KElpqTtXa29ceD5nBayvMMopYO1tnSrA5euUGgEuOT/YMdCxZID9u1kNActvQAYEXHJ+sGOocluporlSraIXCMQFWH+X1a8ElyxEawK49Pxg+2TDvXXFyWJKFPAiYbjaYP2lCaUNdi1LMdrgsoVoDQCXnl3omC4ck+lC3E1SfOsEAS82CmYFrC8hyzUvWlud5l6OVrYQrT7gitNHbysT/jM2AYxKNNWlneLWFAEvGIAdsLaELLf2g81lZxrg8oVojQCXnh+svLIzEzP89JWdl+Q7EwS86PMss81FYvISsrwYyZLXjqnLzkzAFQvR9EUNhSnNSnDcWgzQ4pMUODsRLmORmLKELOeA1bVj6rIzC+DyhWgsaospjdrgyLUQoTY8tM2BDbC6hCxXZ5PE2jFl2ZkFcMVCtE1tW1Fhis2LPojnB4d8Ea6D+WC39IQdzPODwy6T7hXwgTw/OPAa2n4BH8Dzg0Ovke4ZcH7Azg8Ov4tF/4ATlVdaesgAAOwpn7T0kf5YABsT/rGrOax+NhnqG7Bzwj92NabVU/XVL+CSCf/Y1ZRXX81Tv4BLJvxjVzNg/e0B1yvg0gn/yNWIWI/eZa+AD8pkQ5+9hz4BH5Dpwn636OwZcOmEf9SqTa3nzj+UYE/V5db34A60wZ6qB67/HZR796KXesK/d7ww4e+tOuwi4AsT/r6qhtdt9YwzrOz7+fUHcek58UKXRuhxHqgJ/87xliEWr0WKbf8DaHNwkCb8u+QrV3vWG3DbRw/u2AhYMU76dylbVHlaOk1qllURlo7e+X64vkk14Ju/tyT94G5/yZWA5W1dd0faOoTuVAH4/ZfbGuhYbMObmirbFqfdHXiM0DUZN/zkC9nPF59+/MDPfJH88dZvopt/6YvsYvbJ/8Off/kF9sxf/CL68oUfP8D23fmr57PsZ7+k7ceD9B/WQMT2Sm4oZKO75RjJ6rol0gEbNyibo/FuknG20nnq3ooTO4g+zQ6wPPQpQsNY08ADOWIGUgYYF97UOkpOil07GjpfM1eVxWEcsHE6mrIzEqrHH98iS1D0jZW0dYXl2yvZ0042VctS6ye5OHbuSFYDVpZ3MsDm+Yba7kva+YZH7HviVWyvZEm86AifSKyfZAcZoKNQB7BUE+7ya/oJpdbdl8SScLGxknoGacX2SoYpvPCm1PgyWUmG6Ad6AS4/Y3he+4zhiu2VVFN44V35g6TmCZlsLMP08yudLEsVXc7mfhvHwOuA9zZE1ZzWTD+Tma+hxnEqAVucLGnjnInJpgPAm/To79WLW3lqr3IwGfkabpiugi/OT7mbNFq9sNVWCa7YXkkYQ34LKxfeFZ+SA2zkbMBh2CrAys6Fu2TLlbba4IrtlRTAhdu8BIDDDrNX8FWHKifkg+lFq7sv6V60sbGSZZOmqhIsTjROELCWt8FnUcrw5rbJBrMfbNsLregH02/NDZfKt1eS7KFDk9kK3uYjecB9zJKV4KUvUtDpQtQPPcwGI7SRLG33JbzN0s2BtrGStuFS5fZKikV8fHL14n8nB1gpPzHOgs43RB3OJvyNsWh19yU6Fr1yXgOsbrhUvb2SZoYY50gMsFJBRogXa+9Z3FGRX9khOyOxVtGYRZjjl+KO35iqW8JrGy7lVdsr2V7ZOcZ+ZyktHpU9nEj5CtV66U44WdPFipr9lR1Wm4heU/Sq6qVEpVqAJ8Ws4UKvfzhyY848rmIntrgVCd56kdcCjCrbwzdIWVvs7Q+3SczjSqIpjqQA14y83nvRE+48LVbESi3CHhcAbmRGndtqvviOnSnkki3oCVVYNL/+sQQAZ1kUhOtG3vcmLMkpSwCwPJ0EgBtKB9xTmkojB8D+Mvj2Q7g8bgDsr8gA2yMHwN6y8O2DcEXkANhbSQHGY8V7eOWB6P1Ip0TnfHDadgh0Lgan+Sse4gxp/QQB5STp5AFb+YYnXBV5Adi6fIGOO3ex1CF5wJL6TEt9wNnhv5SXL0inRHey1AEAtxN1Vf1RAD70Km6DxfIF9ZTo9pc6NMwU5WCsQvRgrNelK/svyudXhlF/gKsbiALwKeJk8eUL8inRnSx1aJYpM+VoO6HX2NF20qHC28ODDNj5YjShsZsXb9ZJU4HdLHVolCmOwyln5NRCdLk4VXh7eJAA13DyrIDVud5uljo0yhT78bL8I/qXnxCOizQAluUCLL223s1ShyaZ4jggWlzm1fKdK8Ph5w4QYAtfy4lywUqwutShSaY4jngXB38zwOjz6aszAKyovA0mpLtZ6tAkU7ZFFfyi7E/xqplX1R8+hVrkAwTYylcnbAesnhLdyVKHJpkylgDLjfBsHTtZP/0G971+lOu1eBjF3Ke3A67qB7ew1KEZ4LPGX0T3rpBe0hmpf6wB7mp7G0Xd7qSzmNieOPoeOX+efeR3dne//0D2a7vkU/Yrb+/+5PmMbMljv/etB7KMbrvDvsVP/erbu2/9RsZvI/v08KUOrQB+b512j686AQdReiW4aiy6haUObQAeD4dP7pC+UdEyA2BVDsDaKdEdLHVoAfBsKLzoYgAEALvlNx/sudShBSdrLPWeRBEGwG75AfZc6tBCN0kUZ5k7AHbLD7DnUocWBjoAcEN5vrLjt9ShhaHKbaiim8n3nSyvpQ4tTDbcWwcnq5HifenOMV04JtOFuJtUcAfAbsULOL+tTPjP2AQwKtFUl3bEnQDYrYgBq6/szMQMP31l5yXpRgDsVsyAo1YqaQHAnkolLQDYU6mkBQB7KpW0AGBPpZIWAOypVNICgD2VSloAsKdSSQsA9lQqaQHAnkolLQDYU6mkBQB7KpW0AGBPpZIWAOypVNICgD2VSloAsKdSSQsA9lQqaQHAnkolLQDYU6mkBQB7KpW0AGBPpZIWAOypVNICgD2VSloAsKdSSQsA9lQqaQHAnkolLcsIOMhONjHvshNcgQEHUSppWcYSHESppAUAeyqVtABgT6WSFgDsqVTSAoA9lUpaALCnUkkLAPZUKmkBwJ5KJS0A2FOppAUAeyqVtABgT6WSFgDcUFVnFsUmAOypoBm3gACwpwCwRQA4vACwpwCwRQA4vACwpwCwRQA4vACwpwCwRQA4vACwpwCwRQA4vACwpwCwRQA4vAAwqD0B4CUXAF5yAeAlFwBecgHgJRcAXnIB4CUXAF5yxQd4/3ufGw6HDz/xRsg4/7neWbgz7Wjs3lTX4PgA43PEmZ7Yqb69Hd1er3nYcSyAaxscHWB8mPgTr6M/fvjN4fCRUIS3655mHQvg2gZHB3hc5ODt4fBsoFgBcCgVh8bnCuyOBYADCVXQUqG9t/7wS+SPO19GLfLnX2IXh09/gD9zJ2z/e59FX75xbx1n/b31h/4dNeJnvoVvI18LJD90BjKjTX7xy3KLhWYYkd9GRpz+Km9S4jE4MsAilbKE23Vph97ylXXykeYDbrSx/ojn1x+iDw+9aeQXD+QRMxAvwFYjqNMQk8GRAbbWgGOSUzjXcOlGSR2eeT3f/xfWQqN6/I93kFdJk46/fXJn/99yPb+28fV8/711ayBNq2jTCBw6choux2ZwZIBtdqO0XWZfshyh94zJvzxf0L/sW1qKtPxCH6+qH+VAfABrRlwuzI/K4OgAmz0jkZYPn8IZJ7JvRq6LJ8Y8I+i3Wn4VAY9xEdAC8QGsGkEfp5FGZXD8gCW/a4y/VTOi+Fb80um3xm2X5SjM+rAxYPn5sewaxmVwdIANu8uTSgsJFndKrfmFbiuEomgXsOr7x2VwZIAtTlaRIzRVcQK+XNwSl8GRAUbpkn3/8cNf3WmrQEgIjCo2yhLcjsGRAVZbM5TKs601acqoZ0dtMIkmLoNjA6wMVW4P7U6pmre6U6rl15jdpmRIy4D549TCqAyODbBlssHsVmr9Ra1bSb8lpZ/+y65LhaxtwFX94B4Njg7wh1f4dOGXh8MzrG+vDQwpSUW/iKt5fqcYGGI1AB1cunNlyG8jw7g/vGLL9PpzCHbAzIjb646RrB4Njg5wvv9NfcLfGNpVksqGdk9/RcuvD6gf+tC/stt4IKeftgSCRwJVr8YhB+CKsegeDY4PMErp33x2qL6yQydnXid/G4PybHJmpgwE4mC+iSrBSzvit04CefjSj6yB4KHhBQDT2aSHr8ZncIyAG0n4LLP6rVKvCm5w4oC3i0m4UK9/LKbgBicOGNVdZ97A1Vt9r6NfBTc4ccC4s0x9kavV90ah0AanDpj4JsOwb1EvpsAGJw8YVC4AvOQCwEsuALzkagfw3rMPZlm2cvxaK6H1ovn1YygJH9+SLm0+Tr54Jlt5LoQF9x/NDr26eDDUaqE2AN88J87DWLnYQnh9CGHEOlIA3juXnWLfJASYWy3UAuCJcuTJqeoHYtSUWn+0uDLJUgQ80QksDvhlXHBPvIL+ev/6AP29tnCIfQhlzJEb+pWwgFtR+4DxT19kDa7o2mhHwsvIGABMheoVueHChJOspCdG1QOAiVABVpI/LYrwzcdQ4eaONcqmQ68ST3XlhKgK6eeTW3cHpPFD9xzZuokuHb8h5Sr6kv2C5psPVoWY722gZmL1wpb6JDZL+93J1uFfqdYET4RLQU3ZJJa+KyxXTBFCAR3Zmr88UKzkadIfGxW/qSkuJVIbrGedmRc3HxtYui2K1TTeRQGPFMcEWfOd71IL9rhrffgGs/LQPw6Yq70mzKWfP10A3sQXEDhLou7yEOlHW4jzl7k3/5yaMyOtFKrWVQL++kizXDVFCAP+n2c0K3ma9MemRXwjHJEAbGadnhfM5xe3WK2m8S4IGGeN1asSecZKdGESvyL4iqxF96wO6AdLoqTbtUSKEPORekHUV6Rkua2rBHzMablKGMfzp7qVPE36Y4VR6C+UWg7YknVaXshJV1wexWoa74KAUYz2Bgpn9Se28vm3C3i4l7xFC9kpdgV3m/c2Mvke5LDNtxyJOnwN13KD4nk1ROLw4WoU33I0lwq/XkPr1lW0wSieC5rliilChM3K41s0UcJKkSb1MVGt0LLMAVuyTsuLKU04DUk1W7Eax7sg4KnDa74rYmaNNMFJzRyJ3GcXJhJgFpo1UcXvHd9lhlh4eOgZdgsNT8NnWFcFWI3HMEUIAy4SxX+X7BbjMfGzo60xu2rLOi0vCk9qqrWQitUk3sUBa82QiEdpX2T3mj1TWIm/UwFZEiW1ohSGGSLDyiJdE3cWoF3WVQFW4zFMEcKAT4k/+Q/7FI9Ke4z5lpws+8eWdSZgFWuJ1R2VYNVDPEojLHyrI0olzA2W7jESJbeiNGOMEM2fM89CnpNO66oAK/GYpggxqtLzxdPWFJDMYzYwwLasM2sz5Jm+4ihZqtXdAJbpGTxFNoknp0ZjY9yueGSZNUQLJJaF2hemdTX7wS5ThGSIU634WR5jkTKkNEdqZJ1wslYvvJtrMqzuxsmS60Sa6BpFcmHAI9Ojp5dG6q/QtK4jwEcrAKNLp3LZe6aAq7IOfSGmd1a12Z22AZvdpLt/9m5EgKesg6n21WMBTEYjRCvRALA8g3ey3Oq2BzqoY9BJFa15c3WqaJpFU+364lW01bHMK6to47EJzgP+u6xfRVP94FnaPV9TQ2wZsD5UydyMak/B7mRZAFPX1ZxLs/oe/Mcm/sSu60h/tKmT5f5papK/GnFfnz1tewwFuCau13CyjE7LzYFWwFoHjNt7Oc6RcB9q+PpmN0kCzJM54RWyRsAMUfp9i8BRlnzmGb3oNO0mGT9N15yo1GIV3ST2tO0x3HiI32JJN8nIC1E29J5D64C16cIRqzJq9NatAx3CcFH145DY7+HQDZEIa+9BGegoys0vPKpPNNQa6Ji6AJumCGHAxagps4k/bXtsRIY2RT/KOtBhzQseqz57ZFi9+IQ/Gf+VJvzF4EzFeBu+BQ9V0gkCHTCGfhI9T4JkI7d0fO6dDddPRgxVyhUXNsRw9OsMVfLq0IzHMEWIDlVeY+Ova+rTtsfIiyTsJ+EaqjTzAoOmOf5tPXGG1YsDFjM4ilNXPWJunWwQ1hbPf+ZR8/ZT9hD1yQaehYZzo1vnAJxpDqPNcn0senWgfKP5TPpjxJCj4m/rZIMlL+S3pFQf17C6jZfuNgvDi5fuque8iunCr5mA8yn78pTwTO86s06EKH5sxSyaNHooSbPOMUiSOSa2dFOEsK3/NZC/UdJkeYy3abnkhRnGmXlRFCq1l2Ra3c5rszc3sMe+cvyaXFSqZ635hL/ZTUJ6n82bF12P+XU8Xc6Hb+y9h3ekCX8qfSrYZp21izXH1eyJLYflsilCxFZcPYt3ENQ0mY9JfrFrwt+aF3skxy1DWbrVUbz4br5v0Z7mhg/dofR55wjUHzfaYhQAAAB8SURBVGCpv2cpPq2JDgcGEgCWVPj6e4/aa9GWoukubEMAWBL293BLNd/UR2Pa1KZ7XLEDAWBJfM6r6A60LtpnCPgmPgCWVRBWXw1sT6Rb0lnlYBEAVmV/ubc93T9H3pYLJwAMCi0AvOQCwEsuALzkAsBLLgC85ALAS67/B8v5KUOFUY5SAAAAAElFTkSuQmCC)

Saving the figure.

ggsave("Figures/Kan\_Exp1\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp1\_acc\_cse\_plot)

#### Data preprocessing

We are calculating the accuracy for each condition (cc, ci, ic, ii) for each participant.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

We convert the predictor variables for the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

We are running the ANOVA described in the paper.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

We are converting the output of the ANOVA to tibble format.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 131 8.52 0.00413 \* 0.00788  
## 2 is\_previous\_congruent 1 131 10.6 0.00142 \* 0.00772  
## 3 is\_congruent:is\_previous\_congruent 1 131 6.50 0.0119 \* 0.00536

We are extracting the F value and the df for each term in the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects for each term for each participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii))

We are aggregating the raw effects of the participants.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We join the F value and Dfs to the raw effects for each term.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

From the raw effect and the F value we calculate the SE.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
interaction\_se <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
interaction\_effect <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
interaction\_df <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 10.59967

Robustness region.

# Lower  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .0095,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.111778

# Upper  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.034073

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means. We are going to use a formula describe in the original paper to calculate the arcsine transformed values, but we will also use a more common way to calculate the transformed values. Copying the whole accuracy analysis part would take up a lot of space in the code and would be error prone therefore, we created simple functions to calculate the Bf with the arcsine transformed data.

The method the original paper used to transform the raw proportions.

arcsine\_original\_method <- quo(asin(( 2 \* acc\_conditional\_mean) - 1))

A more common way to calculate.

arcsine\_common\_method <- quo(asin(sqrt(acc\_conditional\_mean)))

Calculating the Bf with the two methods.

arcsine\_two\_way(  
 df = main\_analysis\_acc\_data,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 3.06691

arcsine\_two\_way(  
 df = main\_analysis\_acc\_data,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 8.006314

**Note: The accuracy main effect of the current trial was not significant in the original study so we do not attempt to replicate it.**

### Supporting tests of interest

As the presence of the interaction effect in the accuracy analysis was supported by the Bayes factor we run further tests to investigate the CSE.

We run further comparisons to test whether congruency sequence effect modulated the performance on congruent, on incongruent trials or on both. To this aim, we test whether the type of the preceding trial modulates the accuracy rates of congruent and incongruent trials. To model the H1s, we utilize the parameters of the test of the interaction.

Comparing cC and iC trials.

cong\_prev <-   
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 t.test(.$cc, .$ic, paired = TRUE, alternative = "greater", data = .) %>%   
 broom::tidy()  
  
cong\_prev$estimate <- unname(cong\_prev$estimate)  
cong\_prev$statistic <- unname(cong\_prev$statistic)  
cong\_prev$parameter <- unname(cong\_prev$parameter)

Running the Bf analysis with the model described in the paper.

Bf(sd = abs(cong\_prev$estimate / cong\_prev$statistic),  
 obtained = cong\_prev$estimate,  
 dfdata = cong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3004279

Robustness region.

# Lower  
Bf(sd = abs(cong\_prev$estimate / cong\_prev$statistic),  
 obtained = cong\_prev$estimate,  
 dfdata = cong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .027,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3265478

# Upper  
## Inf

Comparing iI and Ci trials.

incong\_prev <-   
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 t.test(.$ii, .$ci, paired = TRUE, alternative = "greater", data = .) %>%   
 broom::tidy()  
  
incong\_prev$estimate <- unname(incong\_prev$estimate)  
incong\_prev$statistic <- unname(incong\_prev$statistic)  
incong\_prev$parameter <- unname(incong\_prev$parameter)

Running the Bf analysis with the model described in the paper.

Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 960.6346

Robustness region.

# Lower  
Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .0036,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.08249

# Upper  
Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = 14.3,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.070943

# Exp 2

## Reaction time analysis

### Import data

main\_analysis\_rt\_data <-  
 read\_tsv("Data/Processed/Exp2/Kan\_Processed\_Exp2\_Main\_Rt\_data.tsv")

## Parsed with column specification:  
## cols(  
## .default = col\_double(),  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## reversal = col\_logical(),  
## reversal\_group = col\_character()  
## )

## See spec(...) for full column specifications.

### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 count(participant\_id)

## # A tibble: 163 x 2  
## participant\_id n  
## <chr> <int>  
## 1 0001 33  
## 2 0002 41  
## 3 0003 33  
## 4 0004 24  
## 5 0005 23  
## 6 0006 36  
## 7 0007 45  
## 8 0008 33  
## 9 0009 39  
## 10 0010 56  
## # ... with 153 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

Comparing the descriptive statistics of the low and high reversal groups. These values are calculated from the mean number of reversals for each participant. The calculation based on trial level reversal times can be found in the **Kan\_Raw\_Processed** file.

main\_analysis\_rt\_data %>%   
 group\_by(reversal\_group) %>%   
 summarise(n = n(),  
 all\_mean\_reversal = mean(mean\_reversal),  
 all\_sd\_reversal = sd(mean\_reversal, na.rm = TRUE))

## `summarise()` ungrouping output (override with `.groups` argument)

## # A tibble: 2 x 4  
## reversal\_group n all\_mean\_reversal all\_sd\_reversal  
## <chr> <int> <dbl> <dbl>  
## 1 high 3082 18.8 16.3   
## 2 low 3365 3.00 2.29

### Figures

The congruency sequence effect for the reaction time responses with reversal groups.

kan\_exp2\_rt\_cse\_rev\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent"),  
 reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%  
 group\_by(participant\_id, reversal\_group, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 facet\_wrap( ~ reversal\_group) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20),  
 legend.position = c(.9, .3))

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent' (override with `.groups` argument)

kan\_exp2\_rt\_cse\_rev\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Rt\_Cse\_Rev\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_rt\_cse\_rev\_plot)

The congruency sequence effect for the reaction time responses without reversal groups.

kan\_exp2\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp2\_rt\_cse\_plot

![](data:image/png;base64,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)

Saving the figure.

ggsave("Figures/Kan\_Exp2\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_rt\_cse\_plot)

### Crucial tests

### Two way interaction

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

The number of participants for the rt analysis.

main\_analysis\_rt\_aggregate %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 162 123. 1.28e-21 "\*" 0.0518   
## 2 is\_previous\_congruent 1 162 65.8 1.15e-13 "\*" 0.0563   
## 3 is\_congruent:is\_previous\_congruent 1 162 2.95 8.77e- 2 "" 0.00109

Extracting the F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

We are calculating the mean raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 prev\_cong\_mean = mean(prev\_cong, na.rm = T),  
 prev\_incon\_mean = mean(prev\_incon, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We are joining the F values and dfs with the raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

We are calculating the SE from the raw effect size and F value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Assigning variables to calculate Bayes factor.

# sd  
rt\_sd <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# obtained  
rt\_obtained <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis.

Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.811392

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 180,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3399338

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 8.080785e+18

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 0.69,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.110053

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 16991,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.085931

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 125944052981

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.08,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.092565

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 17280,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.010143

### Three way interaction

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id),  
 reversal\_group = as.factor(reversal\_group))

The number of participants per reversal group.

main\_analysis\_rt\_aggregate %>%   
 group\_by(reversal\_group) %>%   
 count()

## # A tibble: 2 x 2  
## # Groups: reversal\_group [2]  
## reversal\_group n  
## <fct> <int>  
## 1 high 324  
## 2 low 328

The number of participants for the rt analysis.

main\_analysis\_rt\_aggregate %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), between = reversal\_group, type = 3)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 7 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 reversal\_group 1 161 9.98e-2 7.53e- 1 "" 4.47e-4  
## 2 is\_congruent 1 161 1.25e+2 8.01e-22 "\*" 5.20e-2  
## 3 is\_previous\_congruent 1 161 6.54e+1 1.38e-13 "\*" 5.64e-2  
## 4 reversal\_group:is\_congruent 1 161 3.16e+0 7.72e- 2 "" 1.39e-3  
## 5 reversal\_group:is\_previous\_cong~ 1 161 1.46e-2 9.04e- 1 "" 1.34e-5  
## 6 is\_congruent:is\_previous\_congru~ 1 161 2.93e+0 8.90e- 2 "" 1.09e-3  
## 7 reversal\_group:is\_congruent:is\_~ 1 161 5.51e-1 4.59e- 1 "" 2.04e-4

Extracting the F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "reversal\_group:is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "reversal\_group:is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

We are calculating the mean raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 group\_by(reversal\_group) %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 prev\_cong\_mean = mean(prev\_cong, na.rm = T),  
 prev\_incon\_mean = mean(prev\_incon, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect", -reversal\_group) %>%  
 spread(key = "reversal\_group", value = "raw\_effect")

## `summarise()` ungrouping output (override with `.groups` argument)

We are extracting the low raw effect sizes from the high raw effect sizes according to the hypothesis.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 ungroup() %>%   
 mutate(raw\_effect = high - low) %>%   
 select(-high,  
 -low)

We are joining the F values and dfs with the raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

We are calculating the se from the raw effect size and f value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Assigning variables to calculate bayes factor.

# sd  
rt\_sd <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# obtained  
rt\_obtained <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis.

Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.2798037

Robustness region.

# Lower  
Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 24.3,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3322246

# Upper  
## Inf

### Correlation

We are calculating the correlation between the mean number of reversals per participant and the size of the conflict adaptation operationalized by the current incongruent difference.

First we create a dataset for the comparison.

main\_analysis\_rt\_cor\_data <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group, mean\_reversal) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(current\_incongruent = ci - ii) %>%   
 select(participant\_id,  
 current\_incongruent,  
 mean\_reversal,  
 reversal\_group)

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent', 'reversal\_group' (override with `.groups` argument)

We are visualizing the comparison on a figure.

kan\_exp2\_correlation\_rt\_plot <-  
 main\_analysis\_rt\_cor\_data %>%   
 mutate(reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%   
 ggplot() +  
 aes(x = mean\_reversal,  
 y = current\_incongruent,  
 fill = reversal\_group) +  
 geom\_jitter(colour = "black", pch = 21, size = 3) +  
 guides(shape = guide\_legend(title = "Reversal group")) +  
 labs(x = "The mean number of reversals",  
 y = "The conflict adaptation effect (cI - iI) in milliseconds",  
 fill = "Reversel group") +  
 viridis::scale\_fill\_viridis(discrete = TRUE) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 10),  
 axis.text = element\_text(size = 10),  
 legend.text = element\_text(size = 10),  
 legend.title = element\_text(size = 10),  
 legend.position = c(.9, .3))  
  
kan\_exp2\_correlation\_rt\_plot
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Save the plot.

ggsave("Figures/Kan\_Exp2\_Correlation\_Rt\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_correlation\_rt\_plot)

Running the correlation.

cor.test(main\_analysis\_rt\_cor\_data$current\_incongruent,  
 main\_analysis\_rt\_cor\_data$mean\_reversal,  
 method = "pearson")

##   
## Pearson's product-moment correlation  
##   
## data: main\_analysis\_rt\_cor\_data$current\_incongruent and main\_analysis\_rt\_cor\_data$mean\_reversal  
## t = -0.25675, df = 161, p-value = 0.7977  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.1734118 0.1339064  
## sample estimates:  
## cor   
## -0.02023055

## Accuracy analysis

### Importing data

main\_analysis\_acc <- read\_tsv("Data/Processed/Exp2/Kan\_Processed\_Exp2\_Main\_Acc\_data.tsv")

## Parsed with column specification:  
## cols(  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## loop\_num = col\_double(),  
## trial\_id = col\_double(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## is\_correct = col\_double(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## mean\_reversal = col\_double(),  
## reversal\_group = col\_character()  
## )

### Exploratory data analysis

The number of trials per participant.

main\_analysis\_acc %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 163 x 2  
## # Groups: participant\_id [163]  
## participant\_id n  
## <chr> <int>  
## 1 0001 42  
## 2 0002 42  
## 3 0003 46  
## 4 0004 49  
## 5 0005 44  
## 6 0006 44  
## 7 0007 46  
## 8 0008 42  
## 9 0009 46  
## 10 0010 74  
## # ... with 153 more rows

The number of participants.

main\_analysis\_acc %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

The number and frequency of correct trials. There are different number of trials per participant because each participant was assigned to a different set of trails (out of 6) randomly. These sets contained different number of test trials that satisfy the criteria to be the part of the analysis.

main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_correct) %>%   
 count() %>%   
 group\_by(participant\_id) %>%   
 mutate(sum\_n = sum(n),  
 freq = n / sum\_n \* 100) %>%  
 filter(is\_correct == 1L)

## # A tibble: 163 x 5  
## # Groups: participant\_id [163]  
## participant\_id is\_correct n sum\_n freq  
## <chr> <dbl> <int> <int> <dbl>  
## 1 0001 1 33 42 78.6  
## 2 0002 1 41 42 97.6  
## 3 0003 1 33 46 71.7  
## 4 0004 1 24 49 49.0  
## 5 0005 1 23 44 52.3  
## 6 0006 1 36 44 81.8  
## 7 0007 1 45 46 97.8  
## 8 0008 1 33 42 78.6  
## 9 0009 1 39 46 84.8  
## 10 0010 1 56 74 75.7  
## # ... with 153 more rows

### Figures

Figure with reversal groups.

kan\_exp2\_acc\_cse\_rev\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent"),  
 reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%  
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group, participant\_id) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 facet\_wrap( ~ reversal\_group) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent', 'reversal\_group' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent' (override with `.groups` argument)

kan\_exp2\_acc\_cse\_rev\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Acc\_Cse\_Rev\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_acc\_cse\_rev\_plot)

Figure without reversal groups.

kan\_exp2\_acc\_cse\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp2\_acc\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_acc\_cse\_plot)

### Crucial tests

### Two way interaction

#### Data preprocessing

we are calculating the conditional mean of the correct trials per participant and per condition (CC, II, CI, IC).

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Transfer independent variables used in the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

Running the mixed ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the output of the ANOVA to a tibble.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 162 20.5 1.16e- 5 "\*" 1.16e-2  
## 2 is\_previous\_congruent 1 162 72.1 1.23e-14 "\*" 6.76e-2  
## 3 is\_congruent:is\_previous\_congr~ 1 162 0.0102 9.20e- 1 "" 5.92e-6

Extract the F value and df2 from the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects per participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

We summarize the participant level data for further analysis.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We join the calculated raw effects with the F value and the df from the ANOVA.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

We valvulate the SE corresponding to the raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Saving values needed for the Bayes factor analysis.

# SE  
acc\_sd <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Raw effect  
acc\_obtained <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Degrees of freedom  
acc\_df <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Calculating the Bayes factor.

Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.5031245

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .049,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.336111

#### Arcsine transformed accuracy

Calculating the Bf with the two methods.

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 0.8493062

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 0.6495672

### Three way interaction

#### Data preprocessing

We are calculating the conditional mean of the correct trials per participant and per condition (CC, II, CI, IC).

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, reversal\_group, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

The number of participants in each reversal group.

main\_analysis\_acc\_aggregate %>%   
 distinct(participant\_id, .keep\_all = T) %>%   
 group\_by(reversal\_group) %>%   
 count()

## # A tibble: 2 x 2  
## # Groups: reversal\_group [2]  
## reversal\_group n  
## <chr> <int>  
## 1 high 81  
## 2 low 82

Transfer independent variables used in the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id),  
 reversal\_group = as\_factor(reversal\_group))

Running the mixed ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), between = reversal\_group, type = 3)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

Transforming the output of the ANOVA to a tibble.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 7 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 reversal\_group 1 161 4.42e-5 9.95e- 1 "" 1.79e-7  
## 2 is\_congruent 1 161 2.05e+1 1.13e- 5 "\*" 1.17e-2  
## 3 is\_previous\_congruent 1 161 7.23e+1 1.18e-14 "\*" 6.76e-2  
## 4 reversal\_group:is\_congruent 1 161 1.02e+0 3.13e- 1 "" 5.88e-4  
## 5 reversal\_group:is\_previous\_co~ 1 161 1.80e+0 1.82e- 1 "" 1.80e-3  
## 6 is\_congruent:is\_previous\_cong~ 1 161 1.20e-2 9.13e- 1 "" 6.96e-6  
## 7 reversal\_group:is\_congruent:i~ 1 161 1.82e+0 1.79e- 1 "" 1.06e-3

Extract the F value and df2 from the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "reversal\_group:is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "reversal\_group:is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects per participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

We summarise the participant level data for further analysis.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 group\_by(reversal\_group) %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect", -reversal\_group) %>%  
 spread(key = "reversal\_group", value = "raw\_effect")

## `summarise()` ungrouping output (override with `.groups` argument)

We calculate the differences of the effects between the low and high reversal group. We extract the high reversal group raw effect from the low reversal group effect because according to the theory the high group experienced greater conflict, therefore the CSE should be stronger there.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 ungroup() %>%   
 mutate(raw\_effect = high - low) %>%   
 select(-high,  
 -low)

We join the calculated raw effects with the F value and the df from the ANOVA.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

We valvulate the SE corresponding to the raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Saving values needed for the Bayes factor analysis.

# SE  
acc\_sd <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Raw effect  
acc\_obtained <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Degrees of freedom  
acc\_df <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Calculating the Bayes factor.

Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.4532576

Robustness region.

# Lower  
## 0 because inconclusive  
  
# Upper  
Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .045,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3341171

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means.

arcsine\_three\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

## `summarise()` ungrouping output (override with `.groups` argument)

## [1] 0.7785031

arcsine\_three\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

## `summarise()` ungrouping output (override with `.groups` argument)

## [1] 0.608429

### Correlation

Creating dataset for the comparison between the mean number of experienced reversals and the raw interaction effect per participant.

main\_analysis\_acc\_cor <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group, mean\_reversal) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(current\_incongruent = ii - ci) %>%   
 select(participant\_id,  
 current\_incongruent,  
 mean\_reversal,  
 reversal\_group)

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent', 'reversal\_group' (override with `.groups` argument)

Visualizing the correlation on a figure.

kan\_exp2\_correlation\_acc\_plot <-  
 main\_analysis\_acc\_cor %>%   
 mutate(reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%   
 ggplot() +  
 aes(x = mean\_reversal,  
 y = current\_incongruent,  
 fill = reversal\_group) +  
 geom\_jitter(colour="black", pch=21, size = 3) +  
 guides(shape = guide\_legend(title = "Reversal group")) +  
 labs(x = "The mean number of reversals",  
 y = "The conflict adaptation effect (II - CI) frequency of correct trials",  
 fill = "Reversel group") +  
 viridis::scale\_fill\_viridis(discrete = TRUE) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 legend.position = c(.9, .4))  
  
kan\_exp2\_correlation\_acc\_plot
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Save the plot.

ggsave("Figures/Kan\_Exp2\_Correlation\_Acc\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_correlation\_acc\_plot)

Running the correlation test.

cor.test(main\_analysis\_acc\_cor$current\_incongruent,  
 main\_analysis\_acc\_cor$mean\_reversal,  
 method = "pearson")

##   
## Pearson's product-moment correlation  
##   
## data: main\_analysis\_acc\_cor$current\_incongruent and main\_analysis\_acc\_cor$mean\_reversal  
## t = 0.71098, df = 161, p-value = 0.4781  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.09862328 0.20787811  
## sample estimates:  
## cor   
## 0.05594536

# Exp 3

## Reaction time analysis

### Import data

main\_analysis\_rt\_data <-  
 read\_tsv("Data/Processed/Exp3/Kan\_Processed\_Exp3\_Main\_Rt\_data.tsv")

## Parsed with column specification:  
## cols(  
## .default = col\_double(),  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## reversal = col\_logical(),  
## score = col\_logical()  
## )

## See spec(...) for full column specifications.

### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 80 x 2  
## # Groups: participant\_id [80]  
## participant\_id n  
## <chr> <int>  
## 1 0001 67  
## 2 0002 61  
## 3 0003 39  
## 4 0005 36  
## 5 0006 65  
## 6 0008 28  
## 7 0010 36  
## 8 0011 45  
## 9 0013 35  
## 10 0014 40  
## # ... with 70 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 80

### Figures

The congruency sequence effect for the reaction time responses.

kan\_exp3\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp3\_rt\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp3\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp3\_rt\_cse\_plot)

### Crucial tests

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 79 51.7 3.18e-10 "\*" 4.77e-2  
## 2 is\_previous\_congruent 1 79 98.1 1.68e-15 "\*" 1.25e-1  
## 3 is\_congruent:is\_previous\_congru~ 1 79 0.0285 8.66e- 1 "" 1.77e-5

Extracting F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

Summarizing the mean raw effects.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

Joining the raw effects with the F value and df.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

Calculating SE.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
rt\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
rt\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bayes factor analysis.

Bf(sd = rt\_se,  
 obtained = rt\_effect,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.358782

Robustness region.

# Lower  
## 0 because it was inconclusive  
  
# Upper  
Bf(sd = rt\_se,  
 obtained = rt\_effect,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 32,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3387923

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 73996186

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.5,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.014758

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 15800,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.01088

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.985061e+12

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.8,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.023546

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 27740,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.015082

## Accuracy analysis

### Importing data

main\_analysis\_acc <- read\_tsv("Data/Processed/Exp3/Kan\_Processed\_Exp3\_Main\_Acc\_data.tsv")

## Parsed with column specification:  
## cols(  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## loop\_num = col\_double(),  
## trial\_id = col\_double(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## is\_correct = col\_double(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## mean\_acc = col\_double()  
## )

### Exploratory data analysis

The number and frequency of correct trials.

main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_correct) %>%   
 count() %>%   
 group\_by(participant\_id) %>%   
 mutate(sum\_n = sum(n),  
 freq = n / sum\_n \* 100) %>%  
 filter(is\_correct == 1L)

## # A tibble: 80 x 5  
## # Groups: participant\_id [80]  
## participant\_id is\_correct n sum\_n freq  
## <chr> <dbl> <int> <int> <dbl>  
## 1 0001 1 67 74 90.5  
## 2 0002 1 61 74 82.4  
## 3 0003 1 39 46 84.8  
## 4 0005 1 36 42 85.7  
## 5 0006 1 65 74 87.8  
## 6 0008 1 28 42 66.7  
## 7 0010 1 36 44 81.8  
## 8 0011 1 45 49 91.8  
## 9 0013 1 35 49 71.4  
## 10 0014 1 40 42 95.2  
## # ... with 70 more rows

The number of participants.

main\_analysis\_acc %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 80

### Figures

Congruency sequence effect of accuracy.

kan\_exp3\_acc\_congruency\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp3\_acc\_congruency\_plot

![](data:image/png;base64,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)

Saving the figure.

ggsave("Figures/Kan\_Exp3\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp3\_acc\_congruency\_plot)

### Data preprocessing

Calculating the mean accuracy for each participant in each condition.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Transforming grouping variables to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

Running the ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Show the results of the ANOVA.

anova\_acc

## $ANOVA  
## Effect DFn DFd F p p<.05  
## 2 is\_congruent 1 79 22.093069 1.082208e-05 \*  
## 3 is\_previous\_congruent 1 79 46.408294 1.703329e-09 \*  
## 4 is\_congruent:is\_previous\_congruent 1 79 1.469172 2.290891e-01   
## ges  
## 2 0.014434048  
## 3 0.080415117  
## 4 0.001542679

Transforming the results of the ANOVA to a datatable.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Extracting F value and df.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating raw effects for each participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

Summarizing mean raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

Joining F values and dfs and raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

Calculating SE.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
acc\_se <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
acc\_effect <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
acc\_df <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bayes factor analysis.

Bf(sd = acc\_se,  
 obtained = acc\_effect,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.63487

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = acc\_se,  
 obtained = acc\_effect,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3399575

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means.

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 1.600753

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 2.179013