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# Load packages

library(tidyverse)  
library(osfr)  
library(readxl)  
library(readbulk)  
library(ez)  
library(psych)

# Load custom functions

source("R/utils.R")  
source("R/arcsine\_transformation.R")

# Exp1

## Outcome neutral test

### Test sentence reading time

#### Import data

outcome\_neutral\_sentence\_data <- read\_tsv("Data/Processed/Exp1/Kan\_Processed\_Exp1\_OutcomeNeutral\_Sentence\_data.tsv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## sentence\_region\_no = col\_double(),  
## participant\_id = col\_double(),  
## Congruent = col\_double(),  
## Incongruent = col\_double(),  
## sentence\_region\_type = col\_character()  
## )

#### Nest the data

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 nest(data = c(participant\_id, Congruent, Incongruent))

#### Performing the t-tests

We calculate the t test for each sentence region separately.

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(t\_value = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(statistic)),  
 df = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(parameter)),  
 p\_value = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(p.value)),  
 raw\_effect = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(estimate)))

#### Calculating the SE

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(se = map2\_dbl(raw\_effect, t\_value,  
 ~ abs(.x / .y)))

#### Calculating the Bayes factor

We are calculating the Bf for all the regions, but our main interest is the the temporarily ambiguous and disambiguating region.

Checking the number of observations for each sentence region.

map(outcome\_neutral\_sentence\_data$data, nrow)

## [[1]]  
## [1] 132  
##   
## [[2]]  
## [1] 132  
##   
## [[3]]  
## [1] 132  
##   
## [[4]]  
## [1] 132  
##   
## [[5]]  
## [1] 132  
##   
## [[6]]  
## [1] 132  
##   
## [[7]]  
## [1] 132

Creating a plots to visualize the difference.

We are creating a plot function for visualization.

sentence\_region\_plot <- function(df, name) {  
 df %>%  
 select(Congruent, Incongruent) %>%   
 gather(key = "congruency", value = "resid\_mean\_reading\_time") %>%   
 group\_by(congruency) %>%   
 summarise(n = n(),  
 mean = mean(resid\_mean\_reading\_time),  
 sd = sd(resid\_mean\_reading\_time, na.rm = T),  
 se = sd / sqrt(n)) %>%   
 ggplot() +  
 aes(x = congruency,  
 y = mean) +  
 geom\_point(size = 2) +  
 geom\_errorbar(aes(ymin = mean - (se \* 1.96),  
 ymax = mean + (se \* 1.96)),  
 width = .1) +  
 labs(title = paste("Sentence region", name),  
 x = "Congruency of the sentence region",  
 y = "Mean residual reading time") +  
 theme\_minimal() +  
 theme(  
 title = element\_text(size = 8),  
 # axis.title = element\_text(size = 5),  
 axis.text.y = element\_text(size = 5)  
 # strip.text.x = element\_text(size = 5)  
 )  
}  
  
outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(sentence\_plot = map2(data, as.character(sentence\_region\_no),   
 ~ sentence\_region\_plot(.x, .y)))

## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)

Create one plot to show all of the sentence plots together.

plot\_1 <- outcome\_neutral\_sentence\_data$sentence\_plot[[1]] +  
 theme(axis.title.x = element\_blank())  
plot\_2 <- outcome\_neutral\_sentence\_data$sentence\_plot[[2]] +  
 theme(axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())  
plot\_3 <- outcome\_neutral\_sentence\_data$sentence\_plot[[3]] +  
 theme(axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())  
plot\_4 <- outcome\_neutral\_sentence\_data$sentence\_plot[[4]] +  
 theme(axis.title.x = element\_blank())  
plot\_5 <- outcome\_neutral\_sentence\_data$sentence\_plot[[5]] +  
 theme(axis.title.y = element\_blank())  
plot\_6 <- outcome\_neutral\_sentence\_data$sentence\_plot[[6]] +  
 theme(axis.title.y = element\_blank())  
plot\_7 <- outcome\_neutral\_sentence\_data$sentence\_plot[[7]]  
  
reading\_time\_plot <-  
 cowplot::plot\_grid(plot\_1, plot\_2, plot\_3,  
 plot\_4, plot\_5, plot\_6,  
 plot\_7)  
  
ggsave("Figures/Kan\_Exp1\_ReadingTime\_Plot.png", device = "png", plot = reading\_time\_plot, dpi = 300, width = 208, height = 118, units = "mm")  
  
reading\_time\_plot
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Assigning SD theory for the Bayes factor analysis.

outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(sd\_theory = case\_when(sentence\_region\_no == 3 ~ 40L,  
 sentence\_region\_no == 4 ~ 18L,  
 TRUE ~ 18L))

Running the Bf analysis for all sentence regions.

outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(bf = pmap\_dbl(list(se, raw\_effect, df, sd\_theory),  
 ~ Bf(sd = ..1,  
 obtained = ..2,  
 dfdata = ..3,  
 meanoftheory = 0,  
 sdtheory = ..4,  
 dftheory = 10^10,  
 tail = 1)))

Create table with results.

outcome\_neutral\_sentence\_table <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(raw\_effect = round(raw\_effect, 2),  
 bf = round(bf, 2),  
 t\_value = round(t\_value, 2),  
 p\_value = round(p\_value, 2),  
 se = round(se, 2)) %>%   
 rename(`Sentence region id` = sentence\_region\_no,  
 `t value` = t\_value,  
 DF = df,  
 `p value` = p\_value,  
 `Raw effect` = raw\_effect,  
 SE = se,  
 B = bf) %>%   
 select(-sentence\_region\_type,  
 -data,  
 -sentence\_plot,  
 -sd\_theory)  
  
papaja::apa\_table(  
 outcome\_neutral\_sentence\_table,  
 caption = "Results of the Comparison of the Mean Residual Reading Times in Each Sentence Region",  
 escape = TRUE  
)

(#tab:unnamed-chunk-12)

*Results of the Comparison of the Mean Residual Reading Times in Each Sentence Region*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Sentence region id | t value | DF | p value | Raw effect | SE | B |
| 1.00 | 1.25 | 131.00 | 0.11 | 3.55 | 2.83 | 0.60 |
| 2.00 | 1.25 | 131.00 | 0.11 | 4.72 | 3.78 | 0.77 |
| 3.00 | 6.40 | 131.00 | 0.00 | 17.26 | 2.70 | 7,870,174.15 |
| 4.00 | 2.05 | 131.00 | 0.02 | 7.56 | 3.69 | 2.88 |
| 5.00 | 3.98 | 131.00 | 0.00 | 16.32 | 4.10 | 557.44 |
| 6.00 | -1.45 | 131.00 | 0.92 | -6.24 | 4.32 | 0.10 |
| 7.00 | -4.57 | 131.00 | 1.00 | -56.84 | 12.44 | 0.13 |

Calculating the robustness region for temporarily ambiguous region.

temporarily\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 filter(sentence\_region\_type == "temporarly ambiguous")  
  
sd <-   
 temporarily\_data %>%   
 pull(se)  
  
obtained <-   
 temporarily\_data %>%   
 pull(raw\_effect)  
  
df <-   
 temporarily\_data %>%   
 pull(df)  
  
# lower  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 0.6,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.056385

# upper  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 6125,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.019518

Calculating the robustness region for disambuguating region.

disambiguating\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 filter(sentence\_region\_type == "disambiguating ambiguous")  
  
sd <-   
 disambiguating\_data %>%   
 pull(se)  
  
obtained <-   
 disambiguating\_data %>%   
 pull(raw\_effect)  
  
df <-   
 disambiguating\_data %>%   
 pull(df)  
  
# lower  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 17.2,  
 dftheory = 10^10,  
 tail = 1)

## [1] 2.987363

# upper  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 173,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3352645

## Sensitivity analysis

### Test sentence reading time

One of the reviewers suggested to calculate the ambiguity effect of the garden path sentences with the inclusion of the congruent and incongruent sentences but the exclusion of the filler sentences. This is not what we registered, but we will include this information in the supplementary materials. #### Import data

sensitivity\_sentence\_data <- read\_tsv("Data/Processed/Exp1/Kan\_Processed\_Exp1\_Sensitivity\_Sentence\_data.tsv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## sentence\_region\_no = col\_double(),  
## participant\_id = col\_double(),  
## Congruent = col\_double(),  
## Incongruent = col\_double(),  
## sentence\_region\_type = col\_character()  
## )

#### Nest the data

sensitivity\_sentence\_data <-  
 sensitivity\_sentence\_data %>%   
 nest(data = c(participant\_id, Congruent, Incongruent))

#### Performing the t-tests

We calculate the t test for each sentence region separately.

sensitivity\_sentence\_data <-  
 sensitivity\_sentence\_data %>%   
 mutate(t\_value = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(statistic)),  
 df = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(parameter)),  
 p\_value = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(p.value)),  
 raw\_effect = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(estimate)))

#### Calculating the SE

sensitivity\_sentence\_data <-  
 sensitivity\_sentence\_data %>%   
 mutate(se = map2\_dbl(raw\_effect, t\_value,  
 ~ abs(.x / .y)))

#### Calculating the Bayes factor

We are calculating the Bf for all the regions, but our main interest is the the temporarily ambiguous and disambiguating region.

Checking the number of observations for each sentence region.

map(sensitivity\_sentence\_data$data, nrow)

## [[1]]  
## [1] 132  
##   
## [[2]]  
## [1] 132  
##   
## [[3]]  
## [1] 132  
##   
## [[4]]  
## [1] 132  
##   
## [[5]]  
## [1] 132  
##   
## [[6]]  
## [1] 132  
##   
## [[7]]  
## [1] 132

Creating a plots to visualize the difference.

We are creating a plot function for visualization.

sentence\_region\_plot <- function(df, name) {  
 df %>%  
 select(Congruent, Incongruent) %>%   
 gather(key = "congruency", value = "resid\_mean\_reading\_time") %>%   
 group\_by(congruency) %>%   
 summarise(n = n(),  
 mean = mean(resid\_mean\_reading\_time),  
 sd = sd(resid\_mean\_reading\_time, na.rm = T),  
 se = sd / sqrt(n)) %>%   
 ggplot() +  
 aes(x = congruency,  
 y = mean) +  
 geom\_point(size = 2) +  
 geom\_errorbar(aes(ymin = mean - (se \* 1.96),  
 ymax = mean + (se \* 1.96)),  
 width = .1) +  
 labs(title = paste("Sentence region", name),  
 x = "Congruency of the sentence region",  
 y = "Mean residual reading time") +  
 theme\_minimal() +  
 theme(  
 title = element\_text(size = 8),  
 # axis.title = element\_text(size = 5),  
 axis.text.y = element\_text(size = 5)  
 # strip.text.x = element\_text(size = 5)  
 )  
}  
  
sensitivity\_sentence\_data <-   
 sensitivity\_sentence\_data %>%   
 mutate(sentence\_plot = map2(data, as.character(sentence\_region\_no),   
 ~ sentence\_region\_plot(.x, .y)))

## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)

Create one plot to show all of the sentence plots together.

sensitivity\_plot\_1 <- sensitivity\_sentence\_data$sentence\_plot[[1]] +  
 theme(axis.title.x = element\_blank())  
sensitivity\_plot\_2 <- sensitivity\_sentence\_data$sentence\_plot[[2]] +  
 theme(axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())  
sensitivity\_plot\_3 <- sensitivity\_sentence\_data$sentence\_plot[[3]] +  
 theme(axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())  
sensitivity\_plot\_4 <- sensitivity\_sentence\_data$sentence\_plot[[4]] +  
 theme(axis.title.x = element\_blank())  
sensitivity\_plot\_5 <- sensitivity\_sentence\_data$sentence\_plot[[5]] +  
 theme(axis.title.y = element\_blank())  
sensitivity\_plot\_6 <- sensitivity\_sentence\_data$sentence\_plot[[6]] +  
 theme(axis.title.y = element\_blank())  
sensitivity\_plot\_7 <- sensitivity\_sentence\_data$sentence\_plot[[7]]  
  
sensitivity\_reading\_time\_plot <-  
 cowplot::plot\_grid(sensitivity\_plot\_1, sensitivity\_plot\_2, sensitivity\_plot\_3,  
 sensitivity\_plot\_4, sensitivity\_plot\_5, sensitivity\_plot\_6,  
 sensitivity\_plot\_7)  
  
ggsave("Figures/Kan\_Exp1\_Sensitivity\_ReadingTime\_Plot.png", device = "png", plot = sensitivity\_reading\_time\_plot, dpi = 300, width = 208, height = 118, units = "mm")  
  
sensitivity\_reading\_time\_plot
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Assigning SD theory for the Bayes factor analysis.

sensitivity\_sentence\_data <-   
 sensitivity\_sentence\_data %>%   
 mutate(sd\_theory = case\_when(sentence\_region\_no == 3 ~ 40L,  
 sentence\_region\_no == 4 ~ 18L,  
 TRUE ~ 18L))

Running the Bf analysis for all sentence regions.

sensitivity\_sentence\_data <-   
 sensitivity\_sentence\_data %>%   
 mutate(bf = pmap\_dbl(list(se, raw\_effect, df, sd\_theory),  
 ~ Bf(sd = ..1,  
 obtained = ..2,  
 dfdata = ..3,  
 meanoftheory = 0,  
 sdtheory = ..4,  
 dftheory = 10^10,  
 tail = 1)))

Create table with results.

sensitivity\_sentence\_table <-  
 sensitivity\_sentence\_data %>%   
 mutate(raw\_effect = round(raw\_effect, 2),  
 bf = round(bf, 2),  
 t\_value = round(t\_value, 2),  
 p\_value = round(p\_value, 2),  
 se = round(se, 2)) %>%   
 rename(`Sentence region id` = sentence\_region\_no,  
 `t value` = t\_value,  
 DF = df,  
 `p value` = p\_value,  
 `Raw effect` = raw\_effect,  
 SE = se,  
 B = bf) %>%   
 select(-sentence\_region\_type,  
 -data,  
 -sentence\_plot,  
 -sd\_theory)  
  
papaja::apa\_table(  
 sensitivity\_sentence\_table,  
 caption = "Results of the Comparison of the Mean Residual Reading Times in Each Sentence Region",  
 escape = TRUE  
)

(#tab:unnamed-chunk-24)

*Results of the Comparison of the Mean Residual Reading Times in Each Sentence Region*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Sentence region id | t value | DF | p value | Raw effect | SE | B |
| 1.00 | 1.50 | 131.00 | 0.07 | 4.17 | 2.77 | 0.86 |
| 2.00 | 1.21 | 131.00 | 0.11 | 4.58 | 3.78 | 0.73 |
| 3.00 | 6.29 | 131.00 | 0.00 | 16.67 | 2.65 | 4,545,003.27 |
| 4.00 | 2.12 | 131.00 | 0.02 | 7.79 | 3.67 | 3.33 |
| 5.00 | 6.60 | 131.00 | 0.00 | 26.29 | 3.98 | 26,319,745.28 |
| 6.00 | -1.53 | 131.00 | 0.94 | -6.60 | 4.32 | 0.10 |
| 7.00 | -6.12 | 131.00 | 1.00 | -15.05 | 2.46 | 0.02 |

Calculating the robustness region for temporarily ambiguous region.

sensitivity\_temporarily\_data <-   
 sensitivity\_sentence\_data %>%   
 filter(sentence\_region\_type == "temporarly ambiguous")  
  
sd <-   
 sensitivity\_temporarily\_data %>%   
 pull(se)  
  
obtained <-   
 sensitivity\_temporarily\_data %>%   
 pull(raw\_effect)  
  
df <-   
 sensitivity\_temporarily\_data %>%   
 pull(df)  
  
# lower  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 0.59,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.016089

# upper  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 5893,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.02309

Calculating the robustness region for disambuguating region.

sensitivity\_disambiguating\_data <-   
 sensitivity\_sentence\_data %>%   
 filter(sentence\_region\_type == "disambiguating ambiguous")  
  
sd <-   
 sensitivity\_disambiguating\_data %>%   
 pull(se)  
  
obtained <-   
 sensitivity\_disambiguating\_data %>%   
 pull(raw\_effect)  
  
df <-   
 sensitivity\_disambiguating\_data %>%   
 pull(df)  
  
# lower  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 2.6,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.018936

# upper  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 20,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.067762

## Crucial tests

### Reaction time analysis

#### Import data

main\_analysis\_rt\_data <- vroom::vroom("Data/Processed/Exp1/Kan\_Processed\_Exp1\_Main\_Rt\_data.tsv")

## Rows: 4,738  
## Columns: 16  
## Delimiter: "\t"  
## chr [ 4]: lab, stim\_type, stimulus, stim\_color  
## dbl [12]: participant\_id, trial\_id, response\_time, is\_previous\_congruent, is\_congruent, is...  
##   
## Use `spec()` to retrieve the guessed column specification  
## Pass a specification to the `col\_types` argument to quiet this message

#### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 count(participant\_id)

## # A tibble: 132 x 2  
## participant\_id n  
## <dbl> <int>  
## 1 109 32  
## 2 1010 34  
## 3 1012 42  
## 4 1013 40  
## 5 1014 30  
## 6 1015 30  
## 7 1016 36  
## 8 1017 37  
## 9 1018 14  
## 10 1021 32  
## # ... with 122 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 132

#### Figures

The congruency sequence effect for the reaction time responses.

kan\_exp1\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(participant\_mean\_rt = mean(response\_time, na.rm = T)) %>%  
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(participant\_mean\_rt, na.rm = T),  
 sd\_rt = sd(participant\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%   
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time (ms)") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 legend.position = c(.85, .4))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp1\_rt\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp1\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp1\_rt\_cse\_plot)

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup() %>%   
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

The number of conditions per participant. Because we excluded the incorrect trials, it can happen that a participant does no have reaction time responses from all the 4 conditions.

main\_analysis\_rt\_aggregate %>%   
 count(participant\_id) %>%   
 arrange(n)

## # A tibble: 132 x 2  
## participant\_id n  
## <fct> <int>  
## 1 109 4  
## 2 1010 4  
## 3 1012 4  
## 4 1013 4  
## 5 1014 4  
## 6 1015 4  
## 7 1016 4  
## 8 1017 4  
## 9 1018 4  
## 10 1021 4  
## # ... with 122 more rows

Save the [participant\_id] of those participants who do not have data from all the four conditions.

missing\_condition <-  
 main\_analysis\_rt\_aggregate %>%   
 count(participant\_id) %>%   
 filter(n != 4) %>%  
 select(participant\_id)

The number of participants who has missing conditions.

nrow(missing\_condition)

## [1] 0

Calculating the raw congruency, previous congruency and interaction effect for each participant.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic))

Running the repeated measure ANOVA.

anova\_rt <-  
 aov(rt\_conditional\_mean ~ is\_congruent \* is\_previous\_congruent + Error(participant\_id / (is\_congruent \* is\_previous\_congruent)), data = main\_analysis\_rt\_aggregate)

Saving the F value and Df for each effect of interest.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 broom::tidy() %>%   
 select(term, statistic) %>%   
 transmute(term = case\_when(term == "is\_congruent" ~ "main\_effect\_congruent",  
 term == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 term == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect",  
 term == "Residuals" ~ term),  
 f\_value = statistic) %>%   
 filter(!is.na(f\_value))

Show the results of the ANOVA.

anova\_rt %>%   
 broom::tidy() %>%   
 rename(f\_value = statistic,  
 p\_value = p.value) %>%   
 mutate(f\_value = round(f\_value, 2),  
 p\_value = round(p\_value, 2)) %>%   
 filter(!is.na(f\_value))

## # A tibble: 3 x 7  
## stratum term df sumsq meansq f\_value p\_value  
## <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 participant\_id:is\_congr~ is\_congruent 1 1.98e5 1.98e5 87.0 0   
## 2 participant\_id:is\_previ~ is\_previous\_cong~ 1 2.42e3 2.42e3 1.97 0.16  
## 3 participant\_id:is\_congr~ is\_congruent:is\_~ 1 4.98e2 4.98e2 0.35 0.56

Calculating the raw effects summarized for every participant.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 n\_participant = n()) %>%  
 gather(key = "term", value = "raw\_effect", -n\_participant)

Joining the calculated F values and Dfs with the raw effects.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

Calculating the SE from the raw effect and the F value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
interaction\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
interaction\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
interaction\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3655853

Robustness region.

# Lower  
## The lower boundary is 0  
  
# Upper  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 33,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3346875

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 4.613872e+13

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 0.8,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.098987

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 14510,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.015894

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.5260381

Robustness region.

# Lower  
## 0 as the Bf is inconclusive  
  
# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 44,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.340425

### Accuracy analysis

#### Import data

main\_analysis\_acc\_data <-  
 read\_tsv("Data/Processed/Exp1/Kan\_Processed\_Exp1\_Main\_Acc\_data.tsv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## participant\_id = col\_double(),  
## lab = col\_character(),  
## trial\_id = col\_double(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## is\_correct = col\_double()  
## )

#### Exploratory data analysis

The number of response per participant.

main\_analysis\_acc\_data %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 132 x 2  
## # Groups: participant\_id [132]  
## participant\_id n  
## <dbl> <int>  
## 1 109 42  
## 2 1010 42  
## 3 1012 42  
## 4 1013 42  
## 5 1014 42  
## 6 1015 42  
## 7 1016 42  
## 8 1017 42  
## 9 1018 42  
## 10 1021 42  
## # ... with 122 more rows

The number of participants.

main\_analysis\_acc\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 132

#### The distribution of hit rates

Calculating the hit rate for each participant.

main\_analysis\_acc\_data %>%   
 group\_by(participant\_id) %>%   
 summarise(acc = mean(is\_correct),  
 hit\_rate = acc \* 100) %>%   
 arrange(acc) %>%   
 ggplot() +  
 aes(x = hit\_rate) %>%   
 geom\_histogram()

## `summarise()` ungrouping output (override with `.groups` argument)

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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#### Figures

The congruency sequence effect for the accuracy responses.

kan\_exp1\_acc\_cse\_plot <-  
 main\_analysis\_acc\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(participant\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(participant\_mean\_acc, na.rm = T),  
 sd\_acc = sd(participant\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 legend.position = c(.85, .4))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp1\_acc\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp1\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp1\_acc\_cse\_plot)

#### Data preprocessing

We are calculating the accuracy for each condition (cc, ci, ic, ii) for each participant.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

We convert the predictor variables for the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

We are running the ANOVA described in the paper.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

We are converting the output of the ANOVA to tibble format.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 131 8.52 0.00413 \* 0.00788  
## 2 is\_previous\_congruent 1 131 10.6 0.00142 \* 0.00772  
## 3 is\_congruent:is\_previous\_congruent 1 131 6.50 0.0119 \* 0.00536

We are extracting the F value and the df for each term in the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects for each term for each participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii))

We are aggregating the raw effects of the participants.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We join the F value and Dfs to the raw effects for each term.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

From the raw effect and the F value we calculate the SE.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
interaction\_se <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
interaction\_effect <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
interaction\_df <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 10.59967

Robustness region.

# Lower  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .0095,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.111778

# Upper  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.034073

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means. We are going to use a formula describe in the original paper to calculate the arcsine transformed values, but we will also use a more common way to calculate the transformed values. Copying the whole accuracy analysis part would take up a lot of space in the code and would be error prone therefore, we created simple functions to calculate the Bf with the arcsine transformed data.

The method the original paper used to transform the raw proportions.

arcsine\_original\_method <- quo(asin(( 2 \* acc\_conditional\_mean) - 1))

A more common way to calculate.

arcsine\_common\_method <- quo(asin(sqrt(acc\_conditional\_mean)))

Calculating the Bf with the two methods.

arcsine\_two\_way(  
 df = main\_analysis\_acc\_data,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 3.06691

arcsine\_two\_way(  
 df = main\_analysis\_acc\_data,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 8.006314

**Note: The accuracy main effect of the current trial was not significant in the original study so we do not attempt to replicate it.**

### Supporting tests of interest

As the presence of the interaction effect in the accuracy analysis was supported by the Bayes factor we run further tests to investigate the CSE.

We run further comparisons to test whether congruency sequence effect modulated the performance on congruent, on incongruent trials or on both. To this aim, we test whether the type of the preceding trial modulates the accuracy rates of congruent and incongruent trials. To model the H1s, we utilize the parameters of the test of the interaction.

Comparing cC and iC trials.

cong\_prev <-   
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 t.test(.$cc, .$ic, paired = TRUE, alternative = "greater", data = .) %>%   
 broom::tidy()  
  
cong\_prev$estimate <- unname(cong\_prev$estimate)  
cong\_prev$statistic <- unname(cong\_prev$statistic)  
cong\_prev$parameter <- unname(cong\_prev$parameter)

Running the Bf analysis with the model described in the paper.

Bf(sd = abs(cong\_prev$estimate / cong\_prev$statistic),  
 obtained = cong\_prev$estimate,  
 dfdata = cong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3004279

Robustness region.

# Lower  
Bf(sd = abs(cong\_prev$estimate / cong\_prev$statistic),  
 obtained = cong\_prev$estimate,  
 dfdata = cong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .027,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3265478

# Upper  
## Inf

Comparing iI and Ci trials.

incong\_prev <-   
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 t.test(.$ii, .$ci, paired = TRUE, alternative = "greater", data = .) %>%   
 broom::tidy()  
  
incong\_prev$estimate <- unname(incong\_prev$estimate)  
incong\_prev$statistic <- unname(incong\_prev$statistic)  
incong\_prev$parameter <- unname(incong\_prev$parameter)

Running the Bf analysis with the model described in the paper.

Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 960.6346

Robustness region.

# Lower  
Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .0036,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.08249

# Upper  
Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = 14.3,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.070943

# Exp 2

## Reaction time analysis

### Import data

main\_analysis\_rt\_data <-  
 read\_tsv("Data/Processed/Exp2/Kan\_Processed\_Exp2\_Main\_Rt\_data.tsv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## .default = col\_double(),  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## reversal = col\_logical(),  
## reversal\_group = col\_character()  
## )  
## i Use `spec()` for the full column specifications.

### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 count(participant\_id)

## # A tibble: 163 x 2  
## participant\_id n  
## <chr> <int>  
## 1 0001 33  
## 2 0002 41  
## 3 0003 33  
## 4 0004 24  
## 5 0005 23  
## 6 0006 36  
## 7 0007 45  
## 8 0008 33  
## 9 0009 39  
## 10 0010 56  
## # ... with 153 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

Comparing the descriptive statistics of the low and high reversal groups. These values are calculated from the mean number of reversals for each participant. The calculation based on trial level reversal times can be found in the **Kan\_Raw\_Processed** file.

main\_analysis\_rt\_data %>%   
 group\_by(reversal\_group) %>%   
 summarise(n = n(),  
 all\_mean\_reversal = mean(mean\_reversal),  
 all\_sd\_reversal = sd(mean\_reversal, na.rm = TRUE))

## `summarise()` ungrouping output (override with `.groups` argument)

## # A tibble: 2 x 4  
## reversal\_group n all\_mean\_reversal all\_sd\_reversal  
## <chr> <int> <dbl> <dbl>  
## 1 high 3082 18.8 16.3   
## 2 low 3365 3.00 2.29

### Figures

The congruency sequence effect for the reaction time responses with reversal groups.

kan\_exp2\_rt\_cse\_rev\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent"),  
 reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%  
 group\_by(participant\_id, reversal\_group, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time (ms)") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 facet\_wrap( ~ reversal\_group) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20),  
 legend.position = c(.9, .3))

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent' (override with `.groups` argument)

kan\_exp2\_rt\_cse\_rev\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Rt\_Cse\_Rev\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_rt\_cse\_rev\_plot)

The congruency sequence effect for the reaction time responses without reversal groups.

kan\_exp2\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time (ms)") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp2\_rt\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_rt\_cse\_plot)

### Crucial tests

### Two way interaction

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

The number of participants for the rt analysis.

main\_analysis\_rt\_aggregate %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 162 123. 1.28e-21 "\*" 0.0518   
## 2 is\_previous\_congruent 1 162 65.8 1.15e-13 "\*" 0.0563   
## 3 is\_congruent:is\_previous\_congruent 1 162 2.95 8.77e- 2 "" 0.00109

Extracting the F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

We are calculating the mean raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 prev\_cong\_mean = mean(prev\_cong, na.rm = T),  
 prev\_incon\_mean = mean(prev\_incon, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We are joining the F values and dfs with the raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

We are calculating the SE from the raw effect size and F value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Assigning variables to calculate Bayes factor.

# sd  
rt\_sd <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# obtained  
rt\_obtained <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis.

Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.811392

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 180,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3399338

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 8.080785e+18

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 0.69,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.110053

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 16991,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.085931

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 125944052981

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.08,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.092565

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 17280,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.010143

### Three way interaction

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id),  
 reversal\_group = as.factor(reversal\_group))

The number of participants per reversal group.

main\_analysis\_rt\_aggregate %>%   
 group\_by(reversal\_group) %>%   
 count()

## # A tibble: 2 x 2  
## # Groups: reversal\_group [2]  
## reversal\_group n  
## <fct> <int>  
## 1 high 324  
## 2 low 328

The number of participants for the rt analysis.

main\_analysis\_rt\_aggregate %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), between = reversal\_group, type = 3)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 7 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 reversal\_group 1 161 9.98e-2 7.53e- 1 "" 4.47e-4  
## 2 is\_congruent 1 161 1.25e+2 8.01e-22 "\*" 5.20e-2  
## 3 is\_previous\_congruent 1 161 6.54e+1 1.38e-13 "\*" 5.64e-2  
## 4 reversal\_group:is\_congruent 1 161 3.16e+0 7.72e- 2 "" 1.39e-3  
## 5 reversal\_group:is\_previous\_cong~ 1 161 1.46e-2 9.04e- 1 "" 1.34e-5  
## 6 is\_congruent:is\_previous\_congru~ 1 161 2.93e+0 8.90e- 2 "" 1.09e-3  
## 7 reversal\_group:is\_congruent:is\_~ 1 161 5.51e-1 4.59e- 1 "" 2.04e-4

Extracting the F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "reversal\_group:is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "reversal\_group:is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

We are calculating the mean raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 group\_by(reversal\_group) %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 prev\_cong\_mean = mean(prev\_cong, na.rm = T),  
 prev\_incon\_mean = mean(prev\_incon, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect", -reversal\_group) %>%  
 spread(key = "reversal\_group", value = "raw\_effect")

## `summarise()` ungrouping output (override with `.groups` argument)

We are extracting the low raw effect sizes from the high raw effect sizes according to the hypothesis.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 ungroup() %>%   
 mutate(raw\_effect = high - low) %>%   
 select(-high,  
 -low)

We are joining the F values and dfs with the raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

We are calculating the se from the raw effect size and f value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Assigning variables to calculate bayes factor.

# sd  
rt\_sd <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# obtained  
rt\_obtained <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis.

Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.2798037

Robustness region.

# Lower  
Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 24.3,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3322246

# Upper  
## Inf

### Correlation

We are calculating the correlation between the mean number of reversals per participant and the size of the conflict adaptation operationalized by the current incongruent difference.

First we create a dataset for the comparison.

main\_analysis\_rt\_cor\_data <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group, mean\_reversal) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(current\_incongruent = ci - ii) %>%   
 select(participant\_id,  
 current\_incongruent,  
 mean\_reversal,  
 reversal\_group)

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent', 'reversal\_group' (override with `.groups` argument)

We are visualizing the comparison on a figure.

kan\_exp2\_correlation\_rt\_plot <-  
 main\_analysis\_rt\_cor\_data %>%   
 mutate(reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%   
 ggplot() +  
 aes(x = mean\_reversal,  
 y = current\_incongruent,  
 fill = reversal\_group) +  
 geom\_jitter(colour = "black", pch = 21, size = 3) +  
 guides(shape = guide\_legend(title = "Reversal group")) +  
 labs(x = "The mean number of reversals",  
 y = "The conflict adaptation effect (cI - iI) in milliseconds",  
 fill = "Reversel group") +  
 viridis::scale\_fill\_viridis(discrete = TRUE) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 15),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 legend.position = c(.9, .3))  
  
kan\_exp2\_correlation\_rt\_plot
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Save the plot.

ggsave("Figures/Kan\_Exp2\_Correlation\_Rt\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_correlation\_rt\_plot)

Running the correlation.

cor.test(main\_analysis\_rt\_cor\_data$current\_incongruent,  
 main\_analysis\_rt\_cor\_data$mean\_reversal,  
 method = "pearson")

##   
## Pearson's product-moment correlation  
##   
## data: main\_analysis\_rt\_cor\_data$current\_incongruent and main\_analysis\_rt\_cor\_data$mean\_reversal  
## t = -0.25675, df = 161, p-value = 0.7977  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.1734118 0.1339064  
## sample estimates:  
## cor   
## -0.02023055

## Accuracy analysis

### Importing data

main\_analysis\_acc <- read\_tsv("Data/Processed/Exp2/Kan\_Processed\_Exp2\_Main\_Acc\_data.tsv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## loop\_num = col\_double(),  
## trial\_id = col\_double(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## is\_correct = col\_double(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## mean\_reversal = col\_double(),  
## reversal\_group = col\_character()  
## )

### Exploratory data analysis

The number of trials per participant.

main\_analysis\_acc %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 163 x 2  
## # Groups: participant\_id [163]  
## participant\_id n  
## <chr> <int>  
## 1 0001 42  
## 2 0002 42  
## 3 0003 46  
## 4 0004 49  
## 5 0005 44  
## 6 0006 44  
## 7 0007 46  
## 8 0008 42  
## 9 0009 46  
## 10 0010 74  
## # ... with 153 more rows

The number of participants.

main\_analysis\_acc %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

The number and frequency of correct trials. There are different number of trials per participant because each participant was assigned to a different set of trails (out of 6) randomly. These sets contained different number of test trials that satisfy the criteria to be the part of the analysis.

main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_correct) %>%   
 count() %>%   
 group\_by(participant\_id) %>%   
 mutate(sum\_n = sum(n),  
 freq = n / sum\_n \* 100) %>%  
 filter(is\_correct == 1L)

## # A tibble: 163 x 5  
## # Groups: participant\_id [163]  
## participant\_id is\_correct n sum\_n freq  
## <chr> <dbl> <int> <int> <dbl>  
## 1 0001 1 33 42 78.6  
## 2 0002 1 41 42 97.6  
## 3 0003 1 33 46 71.7  
## 4 0004 1 24 49 49.0  
## 5 0005 1 23 44 52.3  
## 6 0006 1 36 44 81.8  
## 7 0007 1 45 46 97.8  
## 8 0008 1 33 42 78.6  
## 9 0009 1 39 46 84.8  
## 10 0010 1 56 74 75.7  
## # ... with 153 more rows

### Figures

Figure with reversal groups.

kan\_exp2\_acc\_cse\_rev\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent"),  
 reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%  
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group, participant\_id) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 facet\_wrap( ~ reversal\_group) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent', 'reversal\_group' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent' (override with `.groups` argument)

kan\_exp2\_acc\_cse\_rev\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Acc\_Cse\_Rev\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_acc\_cse\_rev\_plot)

Figure without reversal groups.

kan\_exp2\_acc\_cse\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp2\_acc\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_acc\_cse\_plot)

### Crucial tests

### Two way interaction

#### Data preprocessing

we are calculating the conditional mean of the correct trials per participant and per condition (CC, II, CI, IC).

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Transfer independent variables used in the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

Running the mixed ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the output of the ANOVA to a tibble.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 162 20.5 1.16e- 5 "\*" 1.16e-2  
## 2 is\_previous\_congruent 1 162 72.1 1.23e-14 "\*" 6.76e-2  
## 3 is\_congruent:is\_previous\_congr~ 1 162 0.0102 9.20e- 1 "" 5.92e-6

Extract the F value and df2 from the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects per participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

We summarize the participant level data for further analysis.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We join the calculated raw effects with the F value and the df from the ANOVA.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

We valvulate the SE corresponding to the raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Saving values needed for the Bayes factor analysis.

# SE  
acc\_sd <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Raw effect  
acc\_obtained <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Degrees of freedom  
acc\_df <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Calculating the Bayes factor.

Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.5031245

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .049,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.336111

#### Arcsine transformed accuracy

Calculating the Bf with the two methods.

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 0.8493062

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 0.6495672

### Three way interaction

#### Data preprocessing

We are calculating the conditional mean of the correct trials per participant and per condition (CC, II, CI, IC).

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, reversal\_group, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

The number of participants in each reversal group.

main\_analysis\_acc\_aggregate %>%   
 distinct(participant\_id, .keep\_all = T) %>%   
 group\_by(reversal\_group) %>%   
 count()

## # A tibble: 2 x 2  
## # Groups: reversal\_group [2]  
## reversal\_group n  
## <chr> <int>  
## 1 high 81  
## 2 low 82

Transfer independent variables used in the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id),  
 reversal\_group = as\_factor(reversal\_group))

Running the mixed ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), between = reversal\_group, type = 3)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

Transforming the output of the ANOVA to a tibble.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 7 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 reversal\_group 1 161 4.42e-5 9.95e- 1 "" 1.79e-7  
## 2 is\_congruent 1 161 2.05e+1 1.13e- 5 "\*" 1.17e-2  
## 3 is\_previous\_congruent 1 161 7.23e+1 1.18e-14 "\*" 6.76e-2  
## 4 reversal\_group:is\_congruent 1 161 1.02e+0 3.13e- 1 "" 5.88e-4  
## 5 reversal\_group:is\_previous\_co~ 1 161 1.80e+0 1.82e- 1 "" 1.80e-3  
## 6 is\_congruent:is\_previous\_cong~ 1 161 1.20e-2 9.13e- 1 "" 6.96e-6  
## 7 reversal\_group:is\_congruent:i~ 1 161 1.82e+0 1.79e- 1 "" 1.06e-3

Extract the F value and df2 from the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "reversal\_group:is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "reversal\_group:is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects per participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

We summarise the participant level data for further analysis.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 group\_by(reversal\_group) %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect", -reversal\_group) %>%  
 spread(key = "reversal\_group", value = "raw\_effect")

## `summarise()` ungrouping output (override with `.groups` argument)

We calculate the differences of the effects between the low and high reversal group. We extract the high reversal group raw effect from the low reversal group effect because according to the theory the high group experienced greater conflict, therefore the CSE should be stronger there.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 ungroup() %>%   
 mutate(raw\_effect = high - low) %>%   
 select(-high,  
 -low)

We join the calculated raw effects with the F value and the df from the ANOVA.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

We valvulate the SE corresponding to the raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Saving values needed for the Bayes factor analysis.

# SE  
acc\_sd <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Raw effect  
acc\_obtained <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Degrees of freedom  
acc\_df <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Calculating the Bayes factor.

Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.4532576

Robustness region.

# Lower  
## 0 because inconclusive  
  
# Upper  
Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .045,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3341171

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means.

arcsine\_three\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

## `summarise()` ungrouping output (override with `.groups` argument)

## [1] 0.7785031

arcsine\_three\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

## `summarise()` ungrouping output (override with `.groups` argument)

## [1] 0.608429

### Correlation

Creating dataset for the comparison between the mean number of experienced reversals and the raw interaction effect per participant.

main\_analysis\_acc\_cor <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group, mean\_reversal) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(current\_incongruent = ii - ci) %>%   
 select(participant\_id,  
 current\_incongruent,  
 mean\_reversal,  
 reversal\_group)

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent', 'reversal\_group' (override with `.groups` argument)

Visualizing the correlation on a figure.

kan\_exp2\_correlation\_acc\_plot <-  
 main\_analysis\_acc\_cor %>%   
 mutate(reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%   
 ggplot() +  
 aes(x = mean\_reversal,  
 y = current\_incongruent,  
 fill = reversal\_group) +  
 geom\_jitter(colour="black", pch=21, size = 3) +  
 guides(shape = guide\_legend(title = "Reversal group")) +  
 labs(x = "The mean number of reversals",  
 y = "The conflict adaptation effect (II - CI) frequency of correct trials",  
 fill = "Reversel group") +  
 viridis::scale\_fill\_viridis(discrete = TRUE) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 15),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 legend.position = c(.9, .4))  
  
kan\_exp2\_correlation\_acc\_plot
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Save the plot.

ggsave("Figures/Kan\_Exp2\_Correlation\_Acc\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_correlation\_acc\_plot)

Running the correlation test.

cor.test(main\_analysis\_acc\_cor$current\_incongruent,  
 main\_analysis\_acc\_cor$mean\_reversal,  
 method = "pearson")

##   
## Pearson's product-moment correlation  
##   
## data: main\_analysis\_acc\_cor$current\_incongruent and main\_analysis\_acc\_cor$mean\_reversal  
## t = 0.71098, df = 161, p-value = 0.4781  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.09862328 0.20787811  
## sample estimates:  
## cor   
## 0.05594536

# Exp 3

## Reaction time analysis

### Import data

main\_analysis\_rt\_data <-  
 read\_tsv("Data/Processed/Exp3/Kan\_Processed\_Exp3\_Main\_Rt\_data.tsv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## .default = col\_double(),  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## reversal = col\_logical(),  
## score = col\_logical()  
## )  
## i Use `spec()` for the full column specifications.

### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 80 x 2  
## # Groups: participant\_id [80]  
## participant\_id n  
## <chr> <int>  
## 1 0001 67  
## 2 0002 61  
## 3 0003 39  
## 4 0005 36  
## 5 0006 65  
## 6 0008 28  
## 7 0010 36  
## 8 0011 45  
## 9 0013 35  
## 10 0014 40  
## # ... with 70 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 80

### Figures

The congruency sequence effect for the reaction time responses.

kan\_exp3\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time (ms)") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp3\_rt\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp3\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp3\_rt\_cse\_plot)

### Crucial tests

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 79 51.7 3.18e-10 "\*" 4.77e-2  
## 2 is\_previous\_congruent 1 79 98.1 1.68e-15 "\*" 1.25e-1  
## 3 is\_congruent:is\_previous\_congru~ 1 79 0.0285 8.66e- 1 "" 1.77e-5

Extracting F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

Summarizing the mean raw effects.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

Joining the raw effects with the F value and df.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

Calculating SE.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
rt\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
rt\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bayes factor analysis.

Bf(sd = rt\_se,  
 obtained = rt\_effect,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.358782

Robustness region.

# Lower  
## 0 because it was inconclusive  
  
# Upper  
Bf(sd = rt\_se,  
 obtained = rt\_effect,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 32,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3387923

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 73996186

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.5,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.014758

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 15800,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.01088

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.985061e+12

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.8,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.023546

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 27740,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.015082

## Accuracy analysis

### Importing data

main\_analysis\_acc <- read\_tsv("Data/Processed/Exp3/Kan\_Processed\_Exp3\_Main\_Acc\_data.tsv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## loop\_num = col\_double(),  
## trial\_id = col\_double(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## is\_correct = col\_double(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## mean\_acc = col\_double()  
## )

### Exploratory data analysis

The number and frequency of correct trials.

main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_correct) %>%   
 count() %>%   
 group\_by(participant\_id) %>%   
 mutate(sum\_n = sum(n),  
 freq = n / sum\_n \* 100) %>%  
 filter(is\_correct == 1L)

## # A tibble: 80 x 5  
## # Groups: participant\_id [80]  
## participant\_id is\_correct n sum\_n freq  
## <chr> <dbl> <int> <int> <dbl>  
## 1 0001 1 67 74 90.5  
## 2 0002 1 61 74 82.4  
## 3 0003 1 39 46 84.8  
## 4 0005 1 36 42 85.7  
## 5 0006 1 65 74 87.8  
## 6 0008 1 28 42 66.7  
## 7 0010 1 36 44 81.8  
## 8 0011 1 45 49 91.8  
## 9 0013 1 35 49 71.4  
## 10 0014 1 40 42 95.2  
## # ... with 70 more rows

The number of participants.

main\_analysis\_acc %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 80

### Figures

Congruency sequence effect of accuracy.

kan\_exp3\_acc\_congruency\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp3\_acc\_congruency\_plot

![](data:image/png;base64,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)

Saving the figure.

ggsave("Figures/Kan\_Exp3\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp3\_acc\_congruency\_plot)

### Data preprocessing

Calculating the mean accuracy for each participant in each condition.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Transforming grouping variables to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

Running the ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Show the results of the ANOVA.

anova\_acc

## $ANOVA  
## Effect DFn DFd F p p<.05  
## 2 is\_congruent 1 79 22.093069 1.082208e-05 \*  
## 3 is\_previous\_congruent 1 79 46.408294 1.703329e-09 \*  
## 4 is\_congruent:is\_previous\_congruent 1 79 1.469172 2.290891e-01   
## ges  
## 2 0.014434048  
## 3 0.080415117  
## 4 0.001542679

Transforming the results of the ANOVA to a datatable.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Extracting F value and df.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating raw effects for each participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

Summarizing mean raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

Joining F values and dfs and raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

Calculating SE.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
acc\_se <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
acc\_effect <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
acc\_df <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bayes factor analysis.

Bf(sd = acc\_se,  
 obtained = acc\_effect,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.63487

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = acc\_se,  
 obtained = acc\_effect,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3399575

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means.

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 1.600753

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 2.179013