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# Load packages

library(tidyverse)  
library(osfr)  
library(readxl)  
library(readbulk)  
library(ez)  
library(psych)

# Load custom functions

source("R/utils.R")  
source("R/arcsine\_transformation.R")

# Exp1

## Outcome neutral test

### Test sentence reading time

#### Import data

outcome\_neutral\_sentence\_data <- read\_tsv("Data/Processed/Exp1/Kan\_Processed\_Exp1\_OutcomeNeutral\_Sentence\_data.tsv")

## Parsed with column specification:  
## cols(  
## sentence\_region\_no = col\_double(),  
## participant\_id = col\_double(),  
## Congruent = col\_double(),  
## Incongruent = col\_double(),  
## sentence\_region\_type = col\_character()  
## )

#### Nest the data

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 nest(data = c(participant\_id, Congruent, Incongruent))

#### Performing the t-tests

We calculate the t test for each sentence region separately.

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(t\_value = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(statistic)),  
 df = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(parameter)),  
 p\_value = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(p.value)),  
 raw\_effect = map\_dbl(data,  
 ~ t.test(.$Incongruent, .$Congruent, paired = TRUE, alternative = "greater") %>%   
 broom::tidy() %>%   
 pull(estimate)))

#### Calculating the SE

outcome\_neutral\_sentence\_data <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(se = map2\_dbl(raw\_effect, t\_value,  
 ~ abs(.x / .y)))

#### Calculating the Bayes factor

We are calculating the Bf for all the regions, but our main interest is the the temporarily ambiguous and disambiguating region.

Checking the number of observations for each sentence region.

map(outcome\_neutral\_sentence\_data$data, nrow)

## [[1]]  
## [1] 132  
##   
## [[2]]  
## [1] 132  
##   
## [[3]]  
## [1] 132  
##   
## [[4]]  
## [1] 132  
##   
## [[5]]  
## [1] 132  
##   
## [[6]]  
## [1] 132  
##   
## [[7]]  
## [1] 132

Creating a plots to visualize the difference.

We are creating a plot function for visualization.

sentence\_region\_plot <- function(df, name) {  
 df %>%  
 select(Congruent, Incongruent) %>%   
 gather(key = "congruency", value = "resid\_mean\_reading\_time") %>%   
 group\_by(congruency) %>%   
 summarise(n = n(),  
 mean = mean(resid\_mean\_reading\_time),  
 sd = sd(resid\_mean\_reading\_time, na.rm = T),  
 se = sd / sqrt(n)) %>%   
 ggplot() +  
 aes(x = congruency,  
 y = mean) +  
 geom\_point(size = 2) +  
 geom\_errorbar(aes(ymin = mean - (se \* 1.96),  
 ymax = mean + (se \* 1.96)),  
 width = .1) +  
 labs(title = paste("Sentence region", name),  
 x = "Congruency of the sentence region",  
 y = "Mean residual reading time") +  
 theme\_minimal() +  
 theme(  
 title = element\_text(size = 8),  
 # axis.title = element\_text(size = 5),  
 axis.text.y = element\_text(size = 5)  
 # strip.text.x = element\_text(size = 5)  
 )  
}  
  
outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(sentence\_plot = map2(data, as.character(sentence\_region\_no),   
 ~ sentence\_region\_plot(.x, .y)))

## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)  
## `summarise()` ungrouping output (override with `.groups` argument)

Create one plot to show all of the sentence plots together.

plot\_1 <- outcome\_neutral\_sentence\_data$sentence\_plot[[1]] +  
 theme(axis.title.x = element\_blank())  
plot\_2 <- outcome\_neutral\_sentence\_data$sentence\_plot[[2]] +  
 theme(axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())  
plot\_3 <- outcome\_neutral\_sentence\_data$sentence\_plot[[3]] +  
 theme(axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())  
plot\_4 <- outcome\_neutral\_sentence\_data$sentence\_plot[[4]] +  
 theme(axis.title.x = element\_blank())  
plot\_5 <- outcome\_neutral\_sentence\_data$sentence\_plot[[5]] +  
 theme(axis.title.y = element\_blank())  
plot\_6 <- outcome\_neutral\_sentence\_data$sentence\_plot[[6]] +  
 theme(axis.title.y = element\_blank())  
plot\_7 <- outcome\_neutral\_sentence\_data$sentence\_plot[[7]]  
  
reading\_time\_plot <-  
 cowplot::plot\_grid(plot\_1, plot\_2, plot\_3,  
 plot\_4, plot\_5, plot\_6,  
 plot\_7)  
  
ggsave("Kan\_Exp1\_ReadingTime\_Plot.png", device = "png", plot = reading\_time\_plot, dpi = 300, width = 208, height = 118, units = "mm")  
  
reading\_time\_plot
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Assigning SD theory for the Bayes factor analysis.

outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(sd\_theory = case\_when(sentence\_region\_no == 3 ~ 40L,  
 sentence\_region\_no == 4 ~ 18L,  
 TRUE ~ 18L))

Running the Bf analysis for all sentence regions.

outcome\_neutral\_sentence\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 mutate(bf = pmap\_dbl(list(se, raw\_effect, df, sd\_theory),  
 ~ Bf(sd = ..1,  
 obtained = ..2,  
 dfdata = ..3,  
 meanoftheory = 0,  
 sdtheory = ..4,  
 dftheory = 10^10,  
 tail = 1)))

Create table with results.

outcome\_neutral\_sentence\_table <-  
 outcome\_neutral\_sentence\_data %>%   
 mutate(raw\_effect = round(raw\_effect, 2),  
 bf = round(bf, 2),  
 t\_value = round(t\_value, 2),  
 p\_value = round(p\_value, 2),  
 se = round(se, 2)) %>%   
 rename(`Sentence region id` = sentence\_region\_no,  
 `t value` = t\_value,  
 DF = df,  
 `p value` = p\_value,  
 `Raw effect` = raw\_effect,  
 SE = se,  
 B = bf) %>%   
 select(-sentence\_region\_type,  
 -data,  
 -sentence\_plot,  
 -sd\_theory)  
  
papaja::apa\_table(  
 outcome\_neutral\_sentence\_table,  
 caption = "Results of the Comparison of the Mean Residual Reading Times in Each Sentence Region",  
 escape = TRUE  
)

(#tab:unnamed-chunk-12)

*Results of the Comparison of the Mean Residual Reading Times in Each Sentence Region*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Sentence region id | t value | DF | p value | Raw effect | SE | B |
| 1.00 | 1.25 | 131.00 | 0.11 | 3.55 | 2.83 | 0.60 |
| 2.00 | 1.25 | 131.00 | 0.11 | 4.72 | 3.78 | 0.77 |
| 3.00 | 6.40 | 131.00 | 0.00 | 17.26 | 2.70 | 7,870,174.15 |
| 4.00 | 2.05 | 131.00 | 0.02 | 7.56 | 3.69 | 2.88 |
| 5.00 | 3.98 | 131.00 | 0.00 | 16.32 | 4.10 | 557.44 |
| 6.00 | -1.45 | 131.00 | 0.92 | -6.24 | 4.32 | 0.10 |
| 7.00 | -4.57 | 131.00 | 1.00 | -56.84 | 12.44 | 0.13 |

Calculating the robustness region for temporarily ambiguous region.

temporarily\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 filter(sentence\_region\_type == "temporarly ambiguous")  
  
sd <-   
 temporarily\_data %>%   
 pull(se)  
  
obtained <-   
 temporarily\_data %>%   
 pull(raw\_effect)  
  
df <-   
 temporarily\_data %>%   
 pull(df)  
  
# lower  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 0.6,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.056385

# upper  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 6125,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.019518

Calculating the robustness region for disambuguating region.

disambiguating\_data <-   
 outcome\_neutral\_sentence\_data %>%   
 filter(sentence\_region\_type == "disambiguating ambiguous")  
  
sd <-   
 disambiguating\_data %>%   
 pull(se)  
  
obtained <-   
 disambiguating\_data %>%   
 pull(raw\_effect)  
  
df <-   
 disambiguating\_data %>%   
 pull(df)  
  
# lower  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 17.2,  
 dftheory = 10^10,  
 tail = 1)

## [1] 2.987363

# upper  
Bf(sd = sd,  
 obtained = obtained,  
 dfdata = df,  
 meanoftheory = 0,  
 sdtheory = 173,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3352645

## Crucial tests

### Reaction time analysis

#### Import data

main\_analysis\_rt\_data <- vroom::vroom("Data/Processed/Exp1/Kan\_Processed\_Exp1\_Main\_Rt\_data.tsv")

## Rows: 4,738  
## Columns: 16  
## Delimiter: "\t"  
## chr [ 4]: lab, stim\_type, stimulus, stim\_color  
## dbl [12]: participant\_id, trial\_id, response\_time, is\_previous\_congruent, is\_congruent, is...  
##   
## Use `spec()` to retrieve the guessed column specification  
## Pass a specification to the `col\_types` argument to quiet this message

#### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 count(participant\_id)

## # A tibble: 132 x 2  
## participant\_id n  
## <dbl> <int>  
## 1 109 32  
## 2 1010 34  
## 3 1012 42  
## 4 1013 40  
## 5 1014 30  
## 6 1015 30  
## 7 1016 36  
## 8 1017 37  
## 9 1018 14  
## 10 1021 32  
## # ... with 122 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 132

#### Figures

The congruency sequence effect for the reaction time responses.

kan\_exp1\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(participant\_mean\_rt = mean(response\_time, na.rm = T)) %>%  
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(participant\_mean\_rt, na.rm = T),  
 sd\_rt = sd(participant\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%   
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time (ms)") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 legend.position = c(.85, .4))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp1\_rt\_cse\_plot

![](data:image/png;base64,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)

Saving the figure.

ggsave("Figures/Kan\_Exp1\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp1\_rt\_cse\_plot)

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup() %>%   
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

The number of conditions per participant. Because we excluded the incorrect trials, it can happen that a participant does no have reaction time responses from all the 4 conditions.

main\_analysis\_rt\_aggregate %>%   
 count(participant\_id) %>%   
 arrange(n)

## # A tibble: 132 x 2  
## participant\_id n  
## <fct> <int>  
## 1 109 4  
## 2 1010 4  
## 3 1012 4  
## 4 1013 4  
## 5 1014 4  
## 6 1015 4  
## 7 1016 4  
## 8 1017 4  
## 9 1018 4  
## 10 1021 4  
## # ... with 122 more rows

Save the [participant\_id] of those participants who do not have data from all the four conditions.

missing\_condition <-  
 main\_analysis\_rt\_aggregate %>%   
 count(participant\_id) %>%   
 filter(n != 4) %>%  
 select(participant\_id)

The number of participants who has missing conditions.

nrow(missing\_condition)

## [1] 0

Calculating the raw congruency, previous congruency and interaction effect for each participant.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic))

Running the repeated measure ANOVA.

anova\_rt <-  
 aov(rt\_conditional\_mean ~ is\_congruent \* is\_previous\_congruent + Error(participant\_id / (is\_congruent \* is\_previous\_congruent)), data = main\_analysis\_rt\_aggregate)

Saving the F value and Df for each effect of interest.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 broom::tidy() %>%   
 select(term, statistic) %>%   
 transmute(term = case\_when(term == "is\_congruent" ~ "main\_effect\_congruent",  
 term == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 term == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect",  
 term == "Residuals" ~ term),  
 f\_value = statistic) %>%   
 filter(!is.na(f\_value))

Show the results of the ANOVA.

anova\_rt %>%   
 broom::tidy() %>%   
 rename(f\_value = statistic,  
 p\_value = p.value) %>%   
 mutate(f\_value = round(f\_value, 2),  
 p\_value = round(p\_value, 2)) %>%   
 filter(!is.na(f\_value))

## # A tibble: 3 x 7  
## stratum term df sumsq meansq f\_value p\_value  
## <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 participant\_id:is\_congr~ is\_congruent 1 1.98e5 1.98e5 87.0 0   
## 2 participant\_id:is\_previ~ is\_previous\_cong~ 1 2.42e3 2.42e3 1.97 0.16  
## 3 participant\_id:is\_congr~ is\_congruent:is\_~ 1 4.98e2 4.98e2 0.35 0.56

Calculating the raw effects summarized for every participant.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 n\_participant = n()) %>%  
 gather(key = "term", value = "raw\_effect", -n\_participant)

Joining the calculated F values and Dfs with the raw effects.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

Calculating the SE from the raw effect and the F value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
interaction\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
interaction\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
interaction\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3655853

Robustness region.

# Lower  
## The lower boundary is 0  
  
# Upper  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 33,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3346875

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 4.613872e+13

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 0.8,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.098987

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 14510,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.015894

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(n\_participant)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.5260381

Robustness region.

# Lower  
## 0 as the Bf is inconclusive  
  
# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df - 1,  
 meanoftheory = 0,  
 sdtheory = 44,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.340425

### Accuracy analysis

#### Import data

main\_analysis\_acc\_data <-  
 read\_tsv("Data/Processed/Exp1/Kan\_Processed\_Exp1\_Main\_Acc\_data.tsv")

## Parsed with column specification:  
## cols(  
## participant\_id = col\_double(),  
## lab = col\_character(),  
## trial\_id = col\_double(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## is\_correct = col\_double()  
## )

#### Exploratory data analysis

The number of response per participant.

main\_analysis\_acc\_data %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 132 x 2  
## # Groups: participant\_id [132]  
## participant\_id n  
## <dbl> <int>  
## 1 109 42  
## 2 1010 42  
## 3 1012 42  
## 4 1013 42  
## 5 1014 42  
## 6 1015 42  
## 7 1016 42  
## 8 1017 42  
## 9 1018 42  
## 10 1021 42  
## # ... with 122 more rows

The number of participants.

main\_analysis\_acc\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 132

#### The distribution of hit rates

Calculating the hit rate for each participant.

main\_analysis\_acc\_data %>%   
 group\_by(participant\_id) %>%   
 summarise(acc = mean(is\_correct),  
 hit\_rate = acc \* 100) %>%   
 arrange(acc) %>%   
 ggplot() +  
 aes(x = hit\_rate) %>%   
 geom\_histogram()

## `summarise()` ungrouping output (override with `.groups` argument)

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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#### Figures

The congruency sequence effect for the accuracy responses.

kan\_exp1\_acc\_cse\_plot <-  
 main\_analysis\_acc\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(participant\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(participant\_mean\_acc, na.rm = T),  
 sd\_acc = sd(participant\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 legend.position = c(.85, .4))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp1\_acc\_cse\_plot

![](data:image/png;base64,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)

Saving the figure.

ggsave("Figures/Kan\_Exp1\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp1\_acc\_cse\_plot)

#### Data preprocessing

We are calculating the accuracy for each condition (cc, ci, ic, ii) for each participant.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

We convert the predictor variables for the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

We are running the ANOVA described in the paper.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

We are converting the output of the ANOVA to tibble format.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 131 8.52 0.00413 \* 0.00788  
## 2 is\_previous\_congruent 1 131 10.6 0.00142 \* 0.00772  
## 3 is\_congruent:is\_previous\_congruent 1 131 6.50 0.0119 \* 0.00536

We are extracting the F value and the df for each term in the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects for each term for each participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii))

We are aggregating the raw effects of the participants.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We join the F value and Dfs to the raw effects for each term.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

From the raw effect and the F value we calculate the SE.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
interaction\_se <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
interaction\_effect <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
interaction\_df <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 10.59967

Robustness region.

# Lower  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .0095,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.111778

# Upper  
Bf(sd = interaction\_se,  
 obtained = interaction\_effect,  
 dfdata = interaction\_df,  
 meanoftheory = 0,  
 sdtheory = .28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.034073

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means. We are going to use a formula describe in the original paper to calculate the arcsine transformed values, but we will also use a more common way to calculate the transformed values. Copying the whole accuracy analysis part would take up a lot of space in the code and would be error prone therefore, we created simple functions to calculate the Bf with the arcsine transformed data.

The method the original paper used to transform the raw proportions.

arcsine\_original\_method <- quo(asin(( 2 \* acc\_conditional\_mean) - 1))

A more common way to calculate.

arcsine\_common\_method <- quo(asin(sqrt(acc\_conditional\_mean)))

Calculating the Bf with the two methods.

arcsine\_two\_way(  
 df = main\_analysis\_acc\_data,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 3.06691

arcsine\_two\_way(  
 df = main\_analysis\_acc\_data,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 8.006314

**Note: The accuracy main effect of the current trial was not significant in the original study so we do not attempt to replicate it.**

### Supporting tests of interest

As the presence of the interaction effect in the accuracy analysis was supported by the Bayes factor we run further tests to investigate the CSE.

We run further comparisons to test whether congruency sequence effect modulated the performance on congruent, on incongruent trials or on both. To this aim, we test whether the type of the preceding trial modulates the accuracy rates of congruent and incongruent trials. To model the H1s, we utilize the parameters of the test of the interaction.

Comparing cC and iC trials.

cong\_prev <-   
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 t.test(.$cc, .$ic, paired = TRUE, alternative = "greater", data = .) %>%   
 broom::tidy()  
  
cong\_prev$estimate <- unname(cong\_prev$estimate)  
cong\_prev$statistic <- unname(cong\_prev$statistic)  
cong\_prev$parameter <- unname(cong\_prev$parameter)

Running the Bf analysis with the model described in the paper.

Bf(sd = abs(cong\_prev$estimate / cong\_prev$statistic),  
 obtained = cong\_prev$estimate,  
 dfdata = cong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3004279

Robustness region.

# Lower  
Bf(sd = abs(cong\_prev$estimate / cong\_prev$statistic),  
 obtained = cong\_prev$estimate,  
 dfdata = cong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .027,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3265478

# Upper  
## Inf

Comparing iI and Ci trials.

incong\_prev <-   
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 t.test(.$ii, .$ci, paired = TRUE, alternative = "greater", data = .) %>%   
 broom::tidy()  
  
incong\_prev$estimate <- unname(incong\_prev$estimate)  
incong\_prev$statistic <- unname(incong\_prev$statistic)  
incong\_prev$parameter <- unname(incong\_prev$parameter)

Running the Bf analysis with the model described in the paper.

Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 960.6346

Robustness region.

# Lower  
Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = .0036,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.08249

# Upper  
Bf(sd = abs(incong\_prev$estimate / incong\_prev$statistic),  
 obtained = incong\_prev$estimate,  
 dfdata = incong\_prev$parameter,  
 meanoftheory = 0,  
 sdtheory = 14.3,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.070943

# Exp 2

## Reaction time analysis

### Import data

main\_analysis\_rt\_data <-  
 read\_tsv("Data/Processed/Exp2/Kan\_Processed\_Exp2\_Main\_Rt\_data.tsv")

## Parsed with column specification:  
## cols(  
## .default = col\_double(),  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## reversal = col\_logical(),  
## reversal\_group = col\_character()  
## )

## See spec(...) for full column specifications.

### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 count(participant\_id)

## # A tibble: 163 x 2  
## participant\_id n  
## <chr> <int>  
## 1 0001 33  
## 2 0002 41  
## 3 0003 33  
## 4 0004 24  
## 5 0005 23  
## 6 0006 36  
## 7 0007 45  
## 8 0008 33  
## 9 0009 39  
## 10 0010 56  
## # ... with 153 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

Comparing the descriptive statistics of the low and high reversal groups. These values are calculated from the mean number of reversals for each participant. The calculation based on trial level reversal times can be found in the **Kan\_Raw\_Processed** file.

main\_analysis\_rt\_data %>%   
 group\_by(reversal\_group) %>%   
 summarise(n = n(),  
 all\_mean\_reversal = mean(mean\_reversal),  
 all\_sd\_reversal = sd(mean\_reversal, na.rm = TRUE))

## `summarise()` ungrouping output (override with `.groups` argument)

## # A tibble: 2 x 4  
## reversal\_group n all\_mean\_reversal all\_sd\_reversal  
## <chr> <int> <dbl> <dbl>  
## 1 high 3082 18.8 16.3   
## 2 low 3365 3.00 2.29

### Figures

The congruency sequence effect for the reaction time responses with reversal groups.

kan\_exp2\_rt\_cse\_rev\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent"),  
 reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%  
 group\_by(participant\_id, reversal\_group, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time (ms)") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 facet\_wrap( ~ reversal\_group) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20),  
 legend.position = c(.9, .3))

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent' (override with `.groups` argument)

kan\_exp2\_rt\_cse\_rev\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Rt\_Cse\_Rev\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_rt\_cse\_rev\_plot)

The congruency sequence effect for the reaction time responses without reversal groups.

kan\_exp2\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time (ms)") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp2\_rt\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_rt\_cse\_plot)

### Crucial tests

### Two way interaction

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

The number of participants for the rt analysis.

main\_analysis\_rt\_aggregate %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 162 123. 1.28e-21 "\*" 0.0518   
## 2 is\_previous\_congruent 1 162 65.8 1.15e-13 "\*" 0.0563   
## 3 is\_congruent:is\_previous\_congruent 1 162 2.95 8.77e- 2 "" 0.00109

Extracting the F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

We are calculating the mean raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 prev\_cong\_mean = mean(prev\_cong, na.rm = T),  
 prev\_incon\_mean = mean(prev\_incon, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We are joining the F values and dfs with the raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

We are calculating the SE from the raw effect size and F value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Assigning variables to calculate Bayes factor.

# sd  
rt\_sd <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# obtained  
rt\_obtained <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis.

Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.811392

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 180,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3399338

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 8.080785e+18

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 0.69,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.110053

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 16991,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.085931

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 125944052981

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.08,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.092565

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 17280,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.010143

### Three way interaction

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id),  
 reversal\_group = as.factor(reversal\_group))

The number of participants per reversal group.

main\_analysis\_rt\_aggregate %>%   
 group\_by(reversal\_group) %>%   
 count()

## # A tibble: 2 x 2  
## # Groups: reversal\_group [2]  
## reversal\_group n  
## <fct> <int>  
## 1 high 324  
## 2 low 328

The number of participants for the rt analysis.

main\_analysis\_rt\_aggregate %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), between = reversal\_group, type = 3)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 7 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 reversal\_group 1 161 9.98e-2 7.53e- 1 "" 4.47e-4  
## 2 is\_congruent 1 161 1.25e+2 8.01e-22 "\*" 5.20e-2  
## 3 is\_previous\_congruent 1 161 6.54e+1 1.38e-13 "\*" 5.64e-2  
## 4 reversal\_group:is\_congruent 1 161 3.16e+0 7.72e- 2 "" 1.39e-3  
## 5 reversal\_group:is\_previous\_cong~ 1 161 1.46e-2 9.04e- 1 "" 1.34e-5  
## 6 is\_congruent:is\_previous\_congru~ 1 161 2.93e+0 8.90e- 2 "" 1.09e-3  
## 7 reversal\_group:is\_congruent:is\_~ 1 161 5.51e-1 4.59e- 1 "" 2.04e-4

Extracting the F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "reversal\_group:is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "reversal\_group:is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

We are calculating the mean raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 group\_by(reversal\_group) %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T),  
 prev\_cong\_mean = mean(prev\_cong, na.rm = T),  
 prev\_incon\_mean = mean(prev\_incon, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect", -reversal\_group) %>%  
 spread(key = "reversal\_group", value = "raw\_effect")

## `summarise()` ungrouping output (override with `.groups` argument)

We are extracting the low raw effect sizes from the high raw effect sizes according to the hypothesis.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 ungroup() %>%   
 mutate(raw\_effect = high - low) %>%   
 select(-high,  
 -low)

We are joining the F values and dfs with the raw effect sizes.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

We are calculating the se from the raw effect size and f value.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Assigning variables to calculate bayes factor.

# sd  
rt\_sd <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# obtained  
rt\_obtained <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bf analysis.

Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.2798037

Robustness region.

# Lower  
Bf(sd = rt\_sd,  
 obtained = rt\_obtained,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 24.3,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3322246

# Upper  
## Inf

### Correlation

We are calculating the correlation between the mean number of reversals per participant and the size of the conflict adaptation operationalized by the current incongruent difference.

First we create a dataset for the comparison.

main\_analysis\_rt\_cor\_data <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group, mean\_reversal) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(current\_incongruent = ci - ii) %>%   
 select(participant\_id,  
 current\_incongruent,  
 mean\_reversal,  
 reversal\_group)

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent', 'reversal\_group' (override with `.groups` argument)

We are visualizing the comparison on a figure.

kan\_exp2\_correlation\_rt\_plot <-  
 main\_analysis\_rt\_cor\_data %>%   
 mutate(reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%   
 ggplot() +  
 aes(x = mean\_reversal,  
 y = current\_incongruent,  
 fill = reversal\_group) +  
 geom\_jitter(colour = "black", pch = 21, size = 3) +  
 guides(shape = guide\_legend(title = "Reversal group")) +  
 labs(x = "The mean number of reversals",  
 y = "The conflict adaptation effect (cI - iI) in milliseconds",  
 fill = "Reversel group") +  
 viridis::scale\_fill\_viridis(discrete = TRUE) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 15),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 legend.position = c(.9, .3))  
  
kan\_exp2\_correlation\_rt\_plot
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Save the plot.

ggsave("Figures/Kan\_Exp2\_Correlation\_Rt\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_correlation\_rt\_plot)

Running the correlation.

cor.test(main\_analysis\_rt\_cor\_data$current\_incongruent,  
 main\_analysis\_rt\_cor\_data$mean\_reversal,  
 method = "pearson")

##   
## Pearson's product-moment correlation  
##   
## data: main\_analysis\_rt\_cor\_data$current\_incongruent and main\_analysis\_rt\_cor\_data$mean\_reversal  
## t = -0.25675, df = 161, p-value = 0.7977  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.1734118 0.1339064  
## sample estimates:  
## cor   
## -0.02023055

## Accuracy analysis

### Importing data

main\_analysis\_acc <- read\_tsv("Data/Processed/Exp2/Kan\_Processed\_Exp2\_Main\_Acc\_data.tsv")

## Parsed with column specification:  
## cols(  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## loop\_num = col\_double(),  
## trial\_id = col\_double(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## is\_correct = col\_double(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## mean\_reversal = col\_double(),  
## reversal\_group = col\_character()  
## )

### Exploratory data analysis

The number of trials per participant.

main\_analysis\_acc %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 163 x 2  
## # Groups: participant\_id [163]  
## participant\_id n  
## <chr> <int>  
## 1 0001 42  
## 2 0002 42  
## 3 0003 46  
## 4 0004 49  
## 5 0005 44  
## 6 0006 44  
## 7 0007 46  
## 8 0008 42  
## 9 0009 46  
## 10 0010 74  
## # ... with 153 more rows

The number of participants.

main\_analysis\_acc %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 163

The number and frequency of correct trials. There are different number of trials per participant because each participant was assigned to a different set of trails (out of 6) randomly. These sets contained different number of test trials that satisfy the criteria to be the part of the analysis.

main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_correct) %>%   
 count() %>%   
 group\_by(participant\_id) %>%   
 mutate(sum\_n = sum(n),  
 freq = n / sum\_n \* 100) %>%  
 filter(is\_correct == 1L)

## # A tibble: 163 x 5  
## # Groups: participant\_id [163]  
## participant\_id is\_correct n sum\_n freq  
## <chr> <dbl> <int> <int> <dbl>  
## 1 0001 1 33 42 78.6  
## 2 0002 1 41 42 97.6  
## 3 0003 1 33 46 71.7  
## 4 0004 1 24 49 49.0  
## 5 0005 1 23 44 52.3  
## 6 0006 1 36 44 81.8  
## 7 0007 1 45 46 97.8  
## 8 0008 1 33 42 78.6  
## 9 0009 1 39 46 84.8  
## 10 0010 1 56 74 75.7  
## # ... with 153 more rows

### Figures

Figure with reversal groups.

kan\_exp2\_acc\_cse\_rev\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent"),  
 reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%  
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group, participant\_id) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent, reversal\_group) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 facet\_wrap( ~ reversal\_group) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent', 'reversal\_group' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent', 'is\_congruent' (override with `.groups` argument)
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Acc\_Cse\_Rev\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_acc\_cse\_rev\_plot)

Figure without reversal groups.

kan\_exp2\_acc\_cse\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp2\_acc\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp2\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_acc\_cse\_plot)

### Crucial tests

### Two way interaction

#### Data preprocessing

we are calculating the conditional mean of the correct trials per participant and per condition (CC, II, CI, IC).

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Transfer independent variables used in the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

Running the mixed ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the output of the ANOVA to a tibble.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 162 20.5 1.16e- 5 "\*" 1.16e-2  
## 2 is\_previous\_congruent 1 162 72.1 1.23e-14 "\*" 6.76e-2  
## 3 is\_congruent:is\_previous\_congr~ 1 162 0.0102 9.20e- 1 "" 5.92e-6

Extract the F value and df2 from the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects per participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

We summarize the participant level data for further analysis.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

We join the calculated raw effects with the F value and the df from the ANOVA.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

We valvulate the SE corresponding to the raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Saving values needed for the Bayes factor analysis.

# SE  
acc\_sd <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Raw effect  
acc\_obtained <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Degrees of freedom  
acc\_df <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Calculating the Bayes factor.

Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.5031245

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .049,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.336111

#### Arcsine transformed accuracy

Calculating the Bf with the two methods.

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 0.8493062

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 0.6495672

### Three way interaction

#### Data preprocessing

We are calculating the conditional mean of the correct trials per participant and per condition (CC, II, CI, IC).

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, reversal\_group, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

The number of participants in each reversal group.

main\_analysis\_acc\_aggregate %>%   
 distinct(participant\_id, .keep\_all = T) %>%   
 group\_by(reversal\_group) %>%   
 count()

## # A tibble: 2 x 2  
## # Groups: reversal\_group [2]  
## reversal\_group n  
## <chr> <int>  
## 1 high 81  
## 2 low 82

Transfer independent variables used in the ANOVA to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id),  
 reversal\_group = as\_factor(reversal\_group))

Running the mixed ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), between = reversal\_group, type = 3)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

Transforming the output of the ANOVA to a tibble.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Show the results of the ANOVA.

anova\_acc

## # A tibble: 7 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 reversal\_group 1 161 4.42e-5 9.95e- 1 "" 1.79e-7  
## 2 is\_congruent 1 161 2.05e+1 1.13e- 5 "\*" 1.17e-2  
## 3 is\_previous\_congruent 1 161 7.23e+1 1.18e-14 "\*" 6.76e-2  
## 4 reversal\_group:is\_congruent 1 161 1.02e+0 3.13e- 1 "" 5.88e-4  
## 5 reversal\_group:is\_previous\_co~ 1 161 1.80e+0 1.82e- 1 "" 1.80e-3  
## 6 is\_congruent:is\_previous\_cong~ 1 161 1.20e-2 9.13e- 1 "" 6.96e-6  
## 7 reversal\_group:is\_congruent:i~ 1 161 1.82e+0 1.79e- 1 "" 1.06e-3

Extract the F value and df2 from the ANOVA.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "reversal\_group:is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "reversal\_group:is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

We calculate the raw effects per participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

We summarise the participant level data for further analysis.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 group\_by(reversal\_group) %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect", -reversal\_group) %>%  
 spread(key = "reversal\_group", value = "raw\_effect")

## `summarise()` ungrouping output (override with `.groups` argument)

We calculate the differences of the effects between the low and high reversal group. We extract the high reversal group raw effect from the low reversal group effect because according to the theory the high group experienced greater conflict, therefore the CSE should be stronger there.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 ungroup() %>%   
 mutate(raw\_effect = high - low) %>%   
 select(-high,  
 -low)

We join the calculated raw effects with the F value and the df from the ANOVA.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

We valvulate the SE corresponding to the raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

Saving values needed for the Bayes factor analysis.

# SE  
acc\_sd <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Raw effect  
acc\_obtained <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Degrees of freedom  
acc\_df <-  
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Calculating the Bayes factor.

Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.4532576

Robustness region.

# Lower  
## 0 because inconclusive  
  
# Upper  
Bf(sd = acc\_sd,  
 obtained = acc\_obtained,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .045,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3341171

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means.

arcsine\_three\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

## `summarise()` ungrouping output (override with `.groups` argument)

## [1] 0.7785031

arcsine\_three\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'reversal\_group', 'is\_congruent' (override with `.groups` argument)

## Warning: Data is unbalanced (unequal N per group). Make sure you specified a  
## well-considered value for the type argument to ezANOVA().

## `summarise()` ungrouping output (override with `.groups` argument)

## [1] 0.608429

### Correlation

Creating dataset for the comparison between the mean number of experienced reversals and the raw interaction effect per participant.

main\_analysis\_acc\_cor <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent, reversal\_group, mean\_reversal) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(current\_incongruent = ii - ci) %>%   
 select(participant\_id,  
 current\_incongruent,  
 mean\_reversal,  
 reversal\_group)

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent', 'is\_previous\_congruent', 'reversal\_group' (override with `.groups` argument)

Visualizing the correlation on a figure.

kan\_exp2\_correlation\_acc\_plot <-  
 main\_analysis\_acc\_cor %>%   
 mutate(reversal\_group = case\_when(reversal\_group == "low" ~ "Low reversal group",  
 reversal\_group == "high" ~ "High reversal group")) %>%   
 ggplot() +  
 aes(x = mean\_reversal,  
 y = current\_incongruent,  
 fill = reversal\_group) +  
 geom\_jitter(colour="black", pch=21, size = 3) +  
 guides(shape = guide\_legend(title = "Reversal group")) +  
 labs(x = "The mean number of reversals",  
 y = "The conflict adaptation effect (II - CI) frequency of correct trials",  
 fill = "Reversel group") +  
 viridis::scale\_fill\_viridis(discrete = TRUE) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 15),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 legend.position = c(.9, .4))  
  
kan\_exp2\_correlation\_acc\_plot
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Save the plot.

ggsave("Figures/Kan\_Exp2\_Correlation\_Acc\_Plot.png", width = 14.4, height = 8, plot = kan\_exp2\_correlation\_acc\_plot)

Running the correlation test.

cor.test(main\_analysis\_acc\_cor$current\_incongruent,  
 main\_analysis\_acc\_cor$mean\_reversal,  
 method = "pearson")

##   
## Pearson's product-moment correlation  
##   
## data: main\_analysis\_acc\_cor$current\_incongruent and main\_analysis\_acc\_cor$mean\_reversal  
## t = 0.71098, df = 161, p-value = 0.4781  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.09862328 0.20787811  
## sample estimates:  
## cor   
## 0.05594536

# Exp 3

## Reaction time analysis

### Import data

main\_analysis\_rt\_data <-  
 read\_tsv("Data/Processed/Exp3/Kan\_Processed\_Exp3\_Main\_Rt\_data.tsv")

## Parsed with column specification:  
## cols(  
## .default = col\_double(),  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## reversal = col\_logical(),  
## score = col\_logical()  
## )

## See spec(...) for full column specifications.

### Exploratory data analysis

The number of response per participant.

main\_analysis\_rt\_data %>%   
 group\_by(participant\_id) %>%   
 count()

## # A tibble: 80 x 2  
## # Groups: participant\_id [80]  
## participant\_id n  
## <chr> <int>  
## 1 0001 67  
## 2 0002 61  
## 3 0003 39  
## 4 0005 36  
## 5 0006 65  
## 6 0008 28  
## 7 0010 36  
## 8 0011 45  
## 9 0013 35  
## 10 0014 40  
## # ... with 70 more rows

The number of participants.

main\_analysis\_rt\_data %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 80

### Figures

The congruency sequence effect for the reaction time responses.

kan\_exp3\_rt\_cse\_plot <-  
 main\_analysis\_rt\_data %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_rt = mean(response\_time, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_rt = mean(par\_mean\_rt, na.rm = T),  
 sd\_rt = sd(par\_mean\_rt, na.rm = T),  
 se\_rt = sd\_rt / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_rt,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 6) +  
 geom\_errorbar(aes(ymin = mean\_rt - (se\_rt \* 1.96),  
 ymax = mean\_rt + (se\_rt \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Reaction time (ms)") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 25),  
 axis.text = element\_text(size = 20),  
 legend.text = element\_text(size = 20),  
 legend.title = element\_text(size = 20),  
 strip.text.x = element\_text(size = 20),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)

kan\_exp3\_rt\_cse\_plot
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Saving the figure.

ggsave("Figures/Kan\_Exp3\_Rt\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp3\_rt\_cse\_plot)

### Crucial tests

#### Data preprocessing

We are calculating the mean reaction time per participant per condition (ci, ic, cc, ii).

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_data %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(rt\_conditional\_mean = mean(response\_time, na.rm = T)) %>%  
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Before the ANOVA we transform the predictor variables to factors.

main\_analysis\_rt\_aggregate <-  
 main\_analysis\_rt\_aggregate %>%  
 mutate(is\_congruent = as.factor(is\_congruent),  
 is\_previous\_congruent = as.factor(is\_previous\_congruent),  
 participant\_id = as.factor(participant\_id))

We are running the ANOVA.

anova\_rt <-  
 ezANOVA(data = main\_analysis\_rt\_aggregate, dv = rt\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Transforming the results of the ANOVA to a datatable.

anova\_rt <-  
 as\_tibble(anova\_rt$ANOVA)

Show the results of the ANOVA.

anova\_rt

## # A tibble: 3 x 7  
## Effect DFn DFd F p `p<.05` ges  
## <chr> <dbl> <dbl> <dbl> <dbl> <chr> <dbl>  
## 1 is\_congruent 1 79 51.7 3.18e-10 "\*" 4.77e-2  
## 2 is\_previous\_congruent 1 79 98.1 1.68e-15 "\*" 1.25e-1  
## 3 is\_congruent:is\_previous\_congru~ 1 79 0.0285 8.66e- 1 "" 1.77e-5

Extracting F value and df from the ANOVA.

anova\_rt\_f\_value <-  
 anova\_rt %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating the raw effects per participant.

main\_analysis\_rt\_participant\_level\_raw\_effect <-  
 main\_analysis\_rt\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = rt\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((ci + ii) / 2) - ((cc + ic) / 2),  
 previous\_congruency\_effect = ((ii + ic) / 2) - ((ci + cc) / 2),  
 interaction\_effect = (ci - cc) - (ii - ic),  
 prev\_cong = ci - cc,  
 prev\_incon = ii - ic,  
 current\_incongruent = ci - ii)

Summarizing the mean raw effects.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

Joining the raw effects with the F value and df.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%  
 inner\_join(., anova\_rt\_f\_value, by = "term")

Calculating SE.

main\_analysis\_rt\_raw\_effect <-  
 main\_analysis\_rt\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
rt\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
rt\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
rt\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bayes factor analysis.

Bf(sd = rt\_se,  
 obtained = rt\_effect,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 30,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.358782

Robustness region.

# Lower  
## 0 because it was inconclusive  
  
# Upper  
Bf(sd = rt\_se,  
 obtained = rt\_effect,  
 dfdata = rt\_df,  
 meanoftheory = 0,  
 sdtheory = 32,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3387923

### Outcome neutral test

#### Test Stroop effect

This is an outcome neutral test, therefore, the results of this test do not effect our main conclusions.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 73996186

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.5,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.014758

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 15800,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.01088

### Supporting test of interest

#### Test previous congruency effect

This is a supporting test of interest. We use the same prior as for the main Stroop effect test.

Saving the values needed for the analysis.

# Obtained sd  
main\_se <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(se)  
  
# Obtained effect  
main\_effect <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(raw\_effect)  
  
# Df  
main\_df <-   
 main\_analysis\_rt\_raw\_effect %>%   
 filter(term == "main\_effect\_previous\_congruent") %>%   
 pull(df)

Running the Bf analysis with the model described in the paper.

Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.985061e+12

Robustness region.

# Lower  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 1.8,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.023546

# Upper  
Bf(sd = main\_se,  
 obtained = main\_effect,  
 dfdata = main\_df,  
 meanoftheory = 0,  
 sdtheory = 27740,  
 dftheory = 10^10,  
 tail = 1)

## [1] 3.015082

## Accuracy analysis

### Importing data

main\_analysis\_acc <- read\_tsv("Data/Processed/Exp3/Kan\_Processed\_Exp3\_Main\_Acc\_data.tsv")

## Parsed with column specification:  
## cols(  
## participant\_id = col\_character(),  
## lab = col\_character(),  
## loop\_num = col\_double(),  
## trial\_id = col\_double(),  
## procedure = col\_character(),  
## conflict\_condition = col\_character(),  
## stim\_type = col\_character(),  
## stimulus = col\_character(),  
## stim\_color = col\_character(),  
## is\_correct = col\_double(),  
## response\_time = col\_double(),  
## is\_previous\_congruent = col\_double(),  
## is\_congruent = col\_double(),  
## is\_previous\_correct = col\_double(),  
## mean\_acc = col\_double()  
## )

### Exploratory data analysis

The number and frequency of correct trials.

main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_correct) %>%   
 count() %>%   
 group\_by(participant\_id) %>%   
 mutate(sum\_n = sum(n),  
 freq = n / sum\_n \* 100) %>%  
 filter(is\_correct == 1L)

## # A tibble: 80 x 5  
## # Groups: participant\_id [80]  
## participant\_id is\_correct n sum\_n freq  
## <chr> <dbl> <int> <int> <dbl>  
## 1 0001 1 67 74 90.5  
## 2 0002 1 61 74 82.4  
## 3 0003 1 39 46 84.8  
## 4 0005 1 36 42 85.7  
## 5 0006 1 65 74 87.8  
## 6 0008 1 28 42 66.7  
## 7 0010 1 36 44 81.8  
## 8 0011 1 45 49 91.8  
## 9 0013 1 35 49 71.4  
## 10 0014 1 40 42 95.2  
## # ... with 70 more rows

The number of participants.

main\_analysis\_acc %>%   
 distinct(participant\_id) %>%   
 count()

## # A tibble: 1 x 1  
## n  
## <int>  
## 1 80

### Figures

Congruency sequence effect of accuracy.

kan\_exp3\_acc\_congruency\_plot <-  
 main\_analysis\_acc %>%   
 mutate(is\_previous\_congruent = case\_when(is\_previous\_congruent == 0L ~ "Incongruent",  
 is\_previous\_congruent == 1L ~ "Congruent"),  
 is\_congruent = case\_when(is\_congruent == 0L ~ "Incongruent",  
 is\_congruent == 1L ~ "Congruent")) %>%  
 group\_by(participant\_id, is\_previous\_congruent, is\_congruent) %>%   
 summarise(par\_mean\_acc = mean(is\_correct, na.rm = T)) %>%   
 group\_by(is\_previous\_congruent, is\_congruent) %>%   
 summarise(N = n(),  
 mean\_acc = mean(par\_mean\_acc, na.rm = T),  
 sd\_acc = sd(par\_mean\_acc, na.rm = T),  
 se\_acc = sd\_acc / sqrt(N)) %>%  
 ggplot() +  
 aes(x = is\_previous\_congruent,  
 y = mean\_acc,  
 shape = is\_congruent,  
 group = is\_congruent) +  
 geom\_path() +  
 geom\_point(size = 4) +  
 geom\_errorbar(aes(ymin = mean\_acc - (se\_acc \* 1.96),  
 ymax = mean\_acc + (se\_acc \* 1.96)),  
 width = .1) +  
 guides(color = FALSE) +  
 xlab("Congruency of the previous trial")+  
 ylab("Accuracy") +  
 guides(shape = guide\_legend(title = "Congruency of \n the current trial")) +  
 theme\_minimal() +  
 theme(axis.title = element\_text(size = 20),  
 axis.text = element\_text(size = 15),  
 legend.text = element\_text(size = 15),  
 legend.title = element\_text(size = 15),  
 strip.text.x = element\_text(size = 15),  
 legend.position = c(.9, .8))

## `summarise()` regrouping output by 'participant\_id', 'is\_previous\_congruent' (override with `.groups` argument)

## `summarise()` regrouping output by 'is\_previous\_congruent' (override with `.groups` argument)
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Saving the figure.

ggsave("Figures/Kan\_Exp3\_Acc\_Cse\_Plot.png", width = 14.4, height = 8, plot = kan\_exp3\_acc\_congruency\_plot)

### Data preprocessing

Calculating the mean accuracy for each participant in each condition.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc %>%   
 group\_by(participant\_id, is\_congruent, is\_previous\_congruent) %>%   
 summarise(acc\_conditional\_mean = mean(is\_correct, na.rm = T)) %>%   
 ungroup()

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

Transforming grouping variables to factors.

main\_analysis\_acc\_aggregate <-  
 main\_analysis\_acc\_aggregate %>%   
 mutate(is\_congruent = as\_factor(is\_congruent),  
 is\_previous\_congruent = as\_factor(is\_previous\_congruent),  
 participant\_id = as\_factor(participant\_id))

Running the ANOVA.

anova\_acc <-  
 ezANOVA(data = main\_analysis\_acc\_aggregate, dv = acc\_conditional\_mean, wid = participant\_id, within = .(is\_congruent, is\_previous\_congruent), type = 3)

Show the results of the ANOVA.

anova\_acc

## $ANOVA  
## Effect DFn DFd F p p<.05  
## 2 is\_congruent 1 79 22.093069 1.082208e-05 \*  
## 3 is\_previous\_congruent 1 79 46.408294 1.703329e-09 \*  
## 4 is\_congruent:is\_previous\_congruent 1 79 1.469172 2.290891e-01   
## ges  
## 2 0.014434048  
## 3 0.080415117  
## 4 0.001542679

Transforming the results of the ANOVA to a datatable.

anova\_acc <-  
 as\_tibble(anova\_acc$ANOVA)

Extracting F value and df.

anova\_acc\_f\_value <-  
 anova\_acc %>%   
 filter(Effect %in% c("is\_congruent",  
 "is\_previous\_congruent",  
 "is\_congruent:is\_previous\_congruent")) %>%   
 transmute(term = case\_when(Effect == "is\_congruent" ~ "main\_effect\_congruent",  
 Effect == "is\_previous\_congruent" ~ "main\_effect\_previous\_congruent",  
 Effect == "is\_congruent:is\_previous\_congruent" ~ "interaction\_effect"),  
 f\_value = F,  
 df = DFd)

Calculating raw effects for each participant.

main\_analysis\_acc\_participant\_level\_raw\_effect <-  
 main\_analysis\_acc\_aggregate %>%   
 ungroup() %>%   
 mutate(condition = case\_when(is\_previous\_congruent == 0L & is\_congruent == 0L ~ "ii",  
 is\_previous\_congruent == 0L & is\_congruent == 1L ~ "ic",  
 is\_previous\_congruent == 1L & is\_congruent == 0L ~ "ci",  
 is\_previous\_congruent == 1L & is\_congruent == 1L ~ "cc",  
 TRUE ~ NA\_character\_)) %>%   
 select(-is\_previous\_congruent, -is\_congruent) %>%   
 spread(key = condition, value = acc\_conditional\_mean) %>%   
 mutate(congruency\_effect = ((cc + ic) / 2) - ((ci + ii) / 2),  
 previous\_congruency\_effect = ((ci + cc) / 2) - ((ii + ic) / 2),  
 interaction\_effect = (cc - ci) - (ic - ii),  
 current\_incongruent = ii - ci)

Summarizing mean raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_participant\_level\_raw\_effect %>%   
 summarise(main\_effect\_congruent = mean(congruency\_effect, na.rm = T),  
 main\_effect\_previous\_congruent = mean(previous\_congruency\_effect, na.rm = T),  
 interaction\_effect = mean(interaction\_effect, na.rm = T)) %>%   
 gather(key = "term", value = "raw\_effect")

Joining F values and dfs and raw effects.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%  
 inner\_join(., anova\_acc\_f\_value, by = "term")

Calculating SE.

main\_analysis\_acc\_raw\_effect <-  
 main\_analysis\_acc\_raw\_effect %>%   
 mutate(se = abs(raw\_effect / sqrt(f\_value)))

#### Running the analysis

Saving the values needed for the analysis.

# Obtained sd  
acc\_se <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(se)  
  
# Obtained effect  
acc\_effect <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(raw\_effect)  
  
# Df  
acc\_df <-   
 main\_analysis\_acc\_raw\_effect %>%   
 filter(term == "interaction\_effect") %>%   
 pull(df)

Running the Bayes factor analysis.

Bf(sd = acc\_se,  
 obtained = acc\_effect,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .03,  
 dftheory = 10^10,  
 tail = 1)

## [1] 1.63487

Robustness region.

# Lower  
## 0 because it is inconclusive  
  
# Upper  
Bf(sd = acc\_se,  
 obtained = acc\_effect,  
 dfdata = acc\_df,  
 meanoftheory = 0,  
 sdtheory = .28,  
 dftheory = 10^10,  
 tail = 1)

## [1] 0.3399575

#### Arcsine transformed accuracy

We run the calculations with arcsine transformed proportions. We will include these findings in the supplementary materials.

The calculation is the same as before expect that we use arcsine transformation on the conditional means.

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_original\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 1.600753

arcsine\_two\_way(  
 df = main\_analysis\_acc,  
 expression = arcsine\_common\_method  
 )

## `summarise()` regrouping output by 'participant\_id', 'is\_congruent' (override with `.groups` argument)

## [1] 2.179013