## What is a Numpy array?

[**NumPy**](https://www.geeksforgeeks.org/python-numpy/) is the fundamental package for scientific computing in [Python](https://www.geeksforgeeks.org/python-programming-language/). Numpy arrays facilitate advanced mathematical and other types of operations on large numbers of data. Typically, such operations are executed more efficiently and with less code than is possible using Python’s built-in sequences. Numpy is not another programming language but a Python extension module. It provides fast and efficient operations on arrays of homogeneous data.

**Some important points about Numpy arrays:**

* We can create an N-dimensional array in Python using [Numpy.array().](https://www.geeksforgeeks.org/basics-of-numpy-arrays/)
* The array is by default Homogeneous, which means data inside an array must be of the same Datatype. (Note You can also create a structured array in Python).
* Element-wise operation is possible.
* Numpy array has various functions, methods, and variables, to ease our task of matrix computation.
* Elements of an array are stored contiguously in memory. For example, all rows of a two-dimensioned array must have the same number of columns. A three-dimensional array must have the same number of rows and columns on each card.

## What is Python List?

A **Python** [**list**](https://www.geeksforgeeks.org/python-list/) is a collection that is ordered and changeable. In Python, lists are written with square brackets.

**Some important points about Python Lists:**

* The list can be homogeneous or heterogeneous.
* Element-wise operation is not possible on the list.
* Python list is by default 1-dimensional. But we can create an N-Dimensional list. But then too it will be 1 D list storing another 1D list
* Elements of a list need not be contiguous in memory.

## Comparison between Numpy array and Python List

**Python Lists**

1. **Element Overhead:** Lists in Python store additional information about each element, such as its type and reference count. This overhead can be significant when dealing with a large number of elements.
2. **Datatype:** Lists can hold different data types, but this can decrease memory efficiency and slow numerical operations.
3. **Memory Fragmentation:** Lists may not store elements in contiguous memory locations, causing memory fragmentation and inefficiency.
4. **Performance:** Lists are not optimized for numerical computations and may have slower mathematical operations due to Python’s interpretation overhead. They are generally used as general-purpose data structures.
5. **Functionality:** Lists can store any data type, but lack specialized NumPy functions for numerical operations.

**Numpy Arrays**

1. **Homogeneous Data:** NumPy arrays store elements of the same data type, making them more compact and memory-efficient than lists.
2. **Fixed Data Type:** NumPy arrays have a fixed data type, reducing memory overhead by eliminating the need to store type information for each element.
3. **Contiguous Memory:** NumPy arrays store elements in adjacent memory locations, reducing fragmentation and allowing for efficient access.
4. **Array Metadata:** NumPy arrays have extra metadata like shape, strides, and data type. However, this overhead is usually smaller than the per-element overhead in lists.
5. **Performance:** NumPy arrays are optimized for numerical computations, with efficient element-wise operations and mathematical functions. These operations are implemented in C, resulting in faster performance than equivalent operations on lists.

**Memory consumption between Numpy array and lists**

In Python, a list is a built-in data structure that can hold elements of varying data types. However, the flexibility of lists comes at the cost of memory efficiency.

Python’s NumPy library supports optimized numerical array and matrix operations.

## Counting sort

In [computer science](https://en.wikipedia.org/wiki/Computer_science), **counting sort** is an [algorithm](https://en.wikipedia.org/wiki/Algorithm) for [sorting](https://en.wikipedia.org/wiki/Sorting_algorithm) a collection of objects according to keys that are small positive [integers](https://en.wikipedia.org/wiki/Integer); that is, it is an [integer sorting](https://en.wikipedia.org/wiki/Integer_sorting) algorithm. It operates by counting the number of objects that possess distinct key values, and applying prefix sum on those counts to determine the positions of each key value in the output sequence. Its running time is linear in the number of items and the difference between the maximum key value and the minimum key value, so it is only suitable for direct use in situations where the variation in keys is not significantly greater than the number of items.

**function** CountingSort(input, *k*)

count ← array of *k* + 1 zeros

output ← array of same length as input

**for** *i* = 0 **to** length(input) - 1 **do**

*j* = key(input[*i*])

count[*j*] = count[*j*] + 1

**for** *i* = 1 **to** *k* **do**

count[*i*] = count[*i*] + count[*i* - 1]

**for** *i* = length(input) - 1 **down to** 0 **do**

*j* = key(input[*i*])

count[*j*] = count[*j*] - 1

output[count[*j*]] = input[*i*]

**return** output

Because the algorithm uses only simple for loops, without recursion or subroutine calls, it is straightforward to analyze. The initialization of the count array, and the second for loop which performs a prefix sum on the count array, each iterate at most k + 1 times and therefore take O(k) time. The other two for loops, and the initialization of the output array, each take O(n) time. Therefore, the time for the whole algorithm is the sum of the times for these steps, **O(n + k).**

## Topological Sorting

Topological sorting for **Directed Acyclic Graph (DAG)** is a linear ordering of vertices such that for every directed edge u-v, vertex **u** comes before **v** in the ordering.

**Note:** Topological Sorting for a graph is not possible if the graph is not a **DAG**.
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Example

**Output:** 5 4 2 3 1 0  
**Explanation:** The first vertex in topological sorting is always a vertex with an in-degree of 0 (a vertex with no incoming edges).  A topological sorting of the following graph is “5 4 2 3 1 0”. There can be more than one topological sorting for a graph. Another topological sorting of the following graph is “4 5 2 3 1 0”.

**Algorithm for Topological Sorting using DFS:**

Here’s a step-by-step algorithm for topological sorting using Depth First Search (DFS):

* Create a graph with **n** vertices and **m**-directed edges.
* Initialize a stack and a visited array of size **n**.
* For each unvisited vertex in the graph, do the following:
  + Call the DFS function with the vertex as the parameter.
  + In the DFS function, mark the vertex as visited and recursively call the DFS function for all unvisited neighbors of the vertex.
  + Once all the neighbors have been visited, push the vertex onto the stack.
* After all, vertices have been visited, pop elements from the stack and append them to the output list until the stack is empty.
* The resulting list is the topologically sorted order of the graph.