# 计算机辅助机械设计

# 教案

# 2017-7

# 第一讲： CAD/CAM技术概述

## 教学目的

1. 简单介绍机械设计（以零件设计为主）的过程；
2. 简介CAD技术的过去现在和未来；
3. 介绍本课程的学习内容、考核方式等。

## 课型：新开课

## 课时：2学时

## 教学重点

1. 机械（零件）设计的过程和几个准则。

## 教学难点

1. 机械（零件）设计的过程和几个准则。

## 教学过程

### 机械零件设计概述

#### 机械设计的基本要求

##### 使用功能要求:

机器应具有预定的使用功能。这主要靠正确地选择机器的工作原理，正确地设计或选用能够全面实现功能要求的执行机构、传动机构和原动机，以及合理地配置必要的辅助系统来实现。

##### 经济性要求:

机器的经济性体现在设计、制造和使用的全过程中，设计机器时就要全面综合地进行考虑。设计制造的经济性表现为机器的成本低，使用经济性表现为高生产率，高效率，低能耗，以及低的管理和维护费用等。

*提高设计和制造经济性指标的主要途径有:*

* 采用先进的现代设计方法(CAD)，使设计参数最优化,达到尽可能精确的计算结果,保证机器足够的可靠性
* 最大限度地采用标准化、系列化及通用化的零、部件
* 尽可能采用新技术、新工艺、新结构和新材料
* 合理地组织设计和制造过程
* 力求改善零件的结构工艺性，使其用料少、易加工、易装配

提高使用经济性指标的主要途径有:

1. 合理地提高机器的机械化和自动化水平，以期提高机器的生产率
2. 选用高效率的传动系统，尽可能减少传动的中间环节，以期降低能源消耗
3. 适当地采用防护及润滑，以延长机器的使用寿命
4. 采用可靠的密封，减少或消除渗漏现象

##### 劳动保护要求:

* 要使机器的操作者方便和安全。因此设计时要按照人机工程学的观点布置各种按钮、手柄，使操作方式符合人们的 心理和习惯。同时，设置完善的安全装置、报警装置、显示装置等
* 改善操作者及机器的环境。所设计的机器应符合劳动保护法规的要求。降低机器运转时的噪声水平，防止有毒、有害介质的渗漏，对废水、废气和废液进行治理

##### 可靠性要求:

机器的可靠度——指在规定的使用时间内和预定的环境下机器能够正常工作的概率。机器由于某种故障而不能完成预定的功能称为失效，它是随机发生的，其原因是零件所受的载荷、环境温度、零件本身物理和机械性能等因素是随机变化的。为了提高零件的可靠性，就应当在工作条件和零件性能两个方面使其变化尽可能小

##### 其它专用要求:

* 对机床有长期保持精度的要求;
* 对飞机有质量小，飞行阻力小而运载能力大的要求；
* 对流动使用的机器有便于安装和拆卸的要求；
* 对大型机器有便于运输的要求等等;

#### 专用术语

##### 机械零件的失效：

机械零件由于某种原因不能正常工作时，称为失效。

零件的失效形式

* 整体断裂
* 过大的残余变形
* 工作表面的过度磨损或损伤
* 破坏正常的工作条件

**失效原因：**

* 强度，刚度，耐磨性，
* 振动稳定性，温度，等等

##### 工作能力(承载能力)

在不发生失效的条件下，零件所能安全工作的限度。通常此限度是对载荷而言，所以习惯上又称为：承载能力。对零件寿命、使用价值起决定性作用的是其中最小的一个工作能力

##### 设计准则:

为防止失效而制定的判定条件。

设计零件时，首先应根据零件的失效形式确定其设计准则以及相应的设计计算方法。一般来讲，有以下几种准则：

**强度准则**

确保零件不发生**断裂破坏**或*过大的塑性变形*，是最基本的设计准则，强度准则是指零件中的应力不得超过许用值。

**刚度准则**

确保零件不发生**过大的弹性变形**，零件在力作用下的弹性变形量不得超过许用值。

**寿命准则**

影响零件使用寿命的因素主要是**腐蚀、磨损和疲劳**，前两者还没有成熟的计算方法，工程中通常是求出使用寿命时的*疲劳极限*作为计算的依据。

**振动稳定性准则**

高速运转机械的设计应注重此项准则, 保证机器中*受激振零件*的固有频率f*f*与*激振源*的频率f\_p*fp*​错开

**可靠性准则**

**可靠度**的定义： 对件数为*N0*的一批零件进行试验，经过时间*t*之后有*N*件仍能正常工作，则该零件在该试验环境条件下工作时间*t*的可靠度定义为:

*R*=*N*0/​*N*​

##### 设计计算:

根据设计准则设计零件形状、尺寸的过程。

##### 校核计算:

先参照有关条件选定尺寸，再进行验算。

#### 机械零件的设计步骤

1. 选择零件类型、结构
2. 计算零件上的载荷
3. 确定计算准则
4. 选择零件的材料
5. 确定零件的基本尺寸
6. 结构设计
7. 校核计算
8. 画出零件工作图
9. 写出计算说明书

### CAD技术概述

#### 2.1 CAD的定义

计算机辅助设计（Computer Aided Design, CAD）技术是指利用电子计算机辅助设计人员处理设计过程中的数字、字符和图形等数据。由于计算机运算速度快、精度高，长于信息存储和记忆，可以进行枯燥无味的重复性工作，这些优点和设计人员的综合分析、形象思维和创造能力结合起来，形成最佳组合，使得产品的设计周期缩短，设计质量提高，设计成本降低，从而提高了产品的市场竞争能力。

#### 2.2 计算机在机械设计中的应用

在机械工程中进行机械设计是非常重要的环节，它是进行生产工作的前提，它也关系到机械性能问题，因为机械的性能关系到设计质量的问题。从狭义的角度分析，机械设计主要是进行技术设计的工作，在广义的角度来分析，机械设计就是按照现有的条件以及设计者的需求进行设计。所以，对机械相关零件形状、能量大小的传递方式、机械相关的工作原理、结构材料的质量等内容进行分析，然后将这些形成较为具体的描述当做进行机械制造的依据。该工作属于一种创造性的设计，同时也是在成功的经验上进行的，所以两种因素更好的结合，才能提高机器制造的质量。在进行机械制造时都是需要计算机进行辅助，比如:计算数据和编辑图片等内容都需要使用计算机中的软件进行。除了这些内容在计算机上完成，还可以现在计算机上把一些图纸数据模拟出来，这样可以利用计算机来分析产品的受力和性能，之后在根据表现的情况进行相应的改善，从而提高产品的质量。在机械设计加工中计算机技术越来越受欢迎了，主要作用包括但不限于下面的应用：

* 电子辅助绘图
* 辅助和自动计算
* 物理（装配，传动）仿真
* 可靠性分析

### 本课程的学习内容、考核方式等

本课程的主要学习内容包括：

1. 掌握计算机辅助和自动计算
2. 掌握参数化绘图和建模技术
3. 基本掌握物理装配和传动仿真
4. 了解其他计算机辅助机械设计技术

考核方式：

平时：40%

大作业：60%

## 作业

（本次无）

## 教学后记

# 第二讲： 计算机数表和线图处理

# ----使用的计算机语言

## 教学目的

1. 介绍本课程进行计算机编程所使用的语言：JavaScript，
2. 介绍进行用户界面交互所需要的技术：HTML+CSS

## 课型：新开课

## 课时：2学时

## 教学重点

1. HTML的标签（tag）和结构
2. CSS的定义和使用
3. HTML的DOM和JavaScript的使用
4. 事件驱动的概念和实践
5. JavaScript的几个基本结构和语句

## 教学难点

1. HTML的DOM
2. 事件驱动
3. JavaScript的动态语言特性

## 教学过程

### HTML

#### HTML标签和HTML版本（使用HTML5）

什么是 HTML？

HTML 是用来描述网页的一种语言。

HTML 指的是超文本标记语言 (Hyper Text Markup Language)

HTML 不是一种编程语言，而是一种标记语言 (markup language)

标记语言是一套标记标签 (markup tag)

HTML 使用标记标签来描述网页

HTML 标签

HTML 标记标签通常被称为 HTML 标签 (HTML tag)。

HTML 标签是由尖括号包围的关键词，比如 <html>

HTML 标签通常是成对出现的，比如 <b> 和 </b>

标签对中的第一个标签是开始标签，第二个标签是结束标签

开始和结束标签也被称为开放标签和闭合标签

HTML 文档 = 网页

HTML 文档描述网页

HTML 文档包含 HTML 标签和纯文本

HTML 文档也被称为网页

Web 浏览器的作用是读取 HTML 文档，并以网页的形式显示出它们。浏览器不会显示 HTML 标签，而是使用标签来解释页面的内容：

<!DOCTYPE HTML>

<html>

<head>

<title>Demo</title>

</head>

<body>

<h1>我的第一个标题</h1>

<p>我的第一个段落。</p>

</body>

</html>

#### HTML基础

HTML主要包括几个部分：HTML标签，head，body，

#### HTML元素

HTML 元素

HTML 元素指的是从开始标签（start tag）到结束标签（end tag）的所有代码。

HTML 元素语法

HTML 元素以开始标签起始

HTML 元素以结束标签终止

元素的内容是开始标签与结束标签之间的内容

某些 HTML 元素具有空内容（empty content）

空元素在开始标签中进行关闭（以开始标签的结束而结束）

大多数 HTML 元素可拥有属性

嵌套的 HTML 元素

大多数 HTML 元素可以嵌套（可以包含其他 HTML 元素）。

HTML 文档由嵌套的 HTML 元素构成。

空的 HTML 元素

没有内容的 HTML 元素被称为空元素。空元素是在开始标签中关闭的。

<br> 就是没有关闭标签的空元素（<br> 标签定义换行）。

在 XHTML、XML 以及未来版本的 HTML 中，所有元素都必须被关闭。

在开始标签中添加斜杠，比如 <br />，是关闭空元素的正确方法，HTML、XHTML 和 XML 都接受这种方式。

即使 <br> 在所有浏览器中都是有效的，但使用 <br /> 其实是更长远的保障。

#### HTML属性

HTML 属性

HTML 标签可以拥有属性。属性提供了有关 HTML 元素的更多的信息。

属性总是以名称/值对的形式出现，比如：name="value"。

属性总是在 HTML 元素的开始标签中规定。

始终为属性值加引号

属性值应该始终被包括在引号内。双引号是最常用的，不过使用单引号也没有问题。

在某些个别的情况下，比如属性值本身就含有双引号，那么您必须使用单引号，例如：

name='Bill "HelloWorld" Gates'

下面列出了适用于大多数 HTML 元素的属性：

|  |  |  |
| --- | --- | --- |
| **属性** | **值** | **描述** |
| class | *classname* | 规定元素的类名（classname） |
| id | *id* | 规定元素的唯一 id |
| style | *style\_definition* | 规定元素的行内样式（inline style） |
| title | *text* | 规定元素的额外信息（可在工具提示中显示 |

#### HTML常见元素：标题，段落，链接，图像，表格

HTML 标题

标题（Heading）是通过 <h1> - <h6> 等标签进行定义的。

<h1> 定义最大的标题。<h6> 定义最小的标题。

HTML 水平线

<hr /> 标签在 HTML 页面中创建水平线。

hr 元素可用于分隔内容。

HTML 注释

可以将注释插入 HTML 代码中，这样可以提高其可读性，使代码更易被人理解。浏览器会忽略注释，也不会显示它们。

注释是这样写的：

实例

<!-- This is a comment -->

HTML 段落

段落是通过 <p> 标签定义的。

实例

<p>This is a paragraph</p>

<p>This is another paragraph</p>

HTML 超链接（链接）

超链接可以是一个字，一个词，或者一组词，也可以是一幅图像，您可以点击这些内容来跳转到新的文档或者当前文档中的某个部分。

当您把鼠标指针移动到网页中的某个链接上时，箭头会变为一只小手。

我们通过使用 <a> 标签在 HTML 中创建链接。

有两种使用 <a> 标签的方式：

通过使用 href 属性 - 创建指向另一个文档的链接

通过使用 name 属性 - 创建文档内的书签

HTML 链接语法

链接的 HTML 代码很简单。它类似这样：

<a href="url">Link text</a>

href 属性规定链接的目标。

开始标签和结束标签之间的文字被作为超级链接来显示。

HTML 链接 - target 属性

使用 Target 属性，你可以定义被链接的文档在何处显示。

下面的这行会在新窗口打开文档：

<a href="http://www.w3school.com.cn/" target="\_blank">Visit W3School!</a>

HTML 链接 - name 属性

name 属性规定锚（anchor）的名称。

您可以使用 name 属性创建 HTML 页面中的书签。

书签不会以任何特殊方式显示，它对读者是不可见的。

当使用命名锚（named anchors）时，我们可以创建直接跳至该命名锚（比如页面中某个小节）的链接，这样使用者就无需不停地滚动页面来寻找他们需要的信息了。

命名锚的语法：

<a name="label">锚（显示在页面上的文本）</a>

提示：锚的名称可以是任何你喜欢的名字。

提示：您可以使用 id 属性来替代 name 属性，命名锚同样有效。

图像标签（<img>）和源属性（Src）

在 HTML 中，图像由 <img> 标签定义。

<img> 是空标签，意思是说，它只包含属性，并且没有闭合标签。

要在页面上显示图像，你需要使用源属性（src）。src 指 "source"。源属性的值是图像的 URL 地址。

定义图像的语法是：

<img src="url" />

URL 指存储图像的位置。如果名为 "boat.gif" 的图像位于 www.w3school.com.cn 的 images 目录中，那么其 URL 为 http://www.w3school.com.cn/images/boat.gif。

浏览器将图像显示在文档中图像标签出现的地方。如果你将图像标签置于两个段落之间，那么浏览器会首先显示第一个段落，然后显示图片，最后显示第二段。

替换文本属性（Alt）

alt 属性用来为图像定义一串预备的可替换的文本。替换文本属性的值是用户定义的。

<img src="boat.gif" alt="Big Boat">

在浏览器无法载入图像时，替换文本属性告诉读者她们失去的信息。此时，浏览器将显示这个替代性的文本而不是图像。为页面上的图像都加上替换文本属性是个好习惯，这样有助于更好的显示信息，并且对于那些使用纯文本浏览器的人来说是非常有用的。

表格

表格由 <table> 标签来定义。每个表格均有若干行（由 <tr> 标签定义），每行被分割为若干单元格（由 <td> 标签定义）。字母 td 指表格数据（table data），即数据单元格的内容。数据单元格可以包含文本、图片、列表、段落、表单、水平线、表格等等。

<table border="1">

<tr>

<td>row 1, cell 1</td>

<td>row 1, cell 2</td>

</tr>

<tr>

<td>row 2, cell 1</td>

<td>row 2, cell 2</td>

</tr>

</table>

表格和边框属性

如果不定义边框属性，表格将不显示边框。有时这很有用，但是大多数时候，我们希望显示边框。

使用边框属性来显示一个带有边框的表格：

<table border="1">

<tr>

<td>Row 1, cell 1</td>

<td>Row 1, cell 2</td>

</tr>

</table>

#### HTML表单：输入标签

HTML 表单用于搜集不同类型的用户输入。

<form> 元素

HTML 表单用于收集用户输入。

<form> 元素定义 HTML 表单：

实例

<form>

.

form elements

.

</form>

HTML 表单包含表单元素。

表单元素指的是不同类型的 input 元素、复选框、单选按钮、提交按钮等等。

<input> 元素

<input> 元素是最重要的表单元素。

<input> 元素有很多形态，根据不同的 type 属性。

这是本章中使用的类型：

类型 描述

text 定义常规文本输入。

radio 定义单选按钮输入（选择多个选择之一）

submit 定义提交按钮（提交表单）

文本输入

<input type="text"> 定义用于文本输入的单行输入字段：

实例

<form>

First name:<br>

<input type="text" name="firstname">

<br>

Last name:<br>

<input type="text" name="lastname">

</form>

单选按钮输入

<input type="radio"> 定义单选按钮。

单选按钮允许用户在有限数量的选项中选择其中之一：

实例

<form>

<input type="radio" name="sex" value="male" checked>Male

<br>

<input type="radio" name="sex" value="female">Female

</form>

用 <fieldset> 组合表单数据

<fieldset> 元素组合表单中的相关数据

<legend> 元素为 <fieldset> 元素定义标题。

实例

<form action="action\_page.php">

<fieldset>

<legend>Personal information:</legend>

First name:<br>

<input type="text" name="firstname" value="Mickey">

<br>

Last name:<br>

<input type="text" name="lastname" value="Mouse">

<br><br>

<input type="submit" value="Submit"></fieldset>

</form>

<select> 元素（下拉列表）

<select> 元素定义下拉列表：

实例

<select name="cars">

<option value="volvo">Volvo</option>

<option value="saab">Saab</option>

<option value="fiat">Fiat</option>

<option value="audi">Audi</option>

</select>

<textarea> 元素

<textarea> 元素定义多行输入字段（文本域）：

实例

<textarea name="message" rows="10" cols="30">

The cat was playing in the garden.

</textarea>

<button> 元素

<button> 元素定义可点击的按钮：

实例

<button type="button" onclick="alert('Hello World!')">Click Me!</button>

#### HTML格式和样式

文本格式化标签

|  |  |
| --- | --- |
| **标签** | **描述** |
| [<b>](http://www.w3school.com.cn/tags/tag_font_style.asp) | 定义粗体文本。 |
| [<big>](http://www.w3school.com.cn/tags/tag_font_style.asp) | 定义大号字。 |
| [<em>](http://www.w3school.com.cn/tags/tag_phrase_elements.asp) | 定义着重文字。 |
| [<i>](http://www.w3school.com.cn/tags/tag_font_style.asp) | 定义斜体字。 |
| [<small>](http://www.w3school.com.cn/tags/tag_font_style.asp) | 定义小号字。 |
| [<strong>](http://www.w3school.com.cn/tags/tag_phrase_elements.asp) | 定义加重语气。 |
| [<sub>](http://www.w3school.com.cn/tags/tag_sup.asp) | 定义下标字。 |
| [<sup>](http://www.w3school.com.cn/tags/tag_sup.asp) | 定义上标字。 |
| [<ins>](http://www.w3school.com.cn/tags/tag_ins.asp) | 定义插入字。 |
| [<del>](http://www.w3school.com.cn/tags/tag_del.asp) | 定义删除字。 |
| [<s>](http://www.w3school.com.cn/tags/tag_strike.asp) | 不赞成使用。使用 <del> 代替。 |
| [<strike>](http://www.w3school.com.cn/tags/tag_strike.asp) | 不赞成使用。使用 <del> 代替。 |
| [<u>](http://www.w3school.com.cn/tags/tag_u.asp) | 不赞成使用。使用样式（style）代替。 |

“计算机输出”标签

|  |  |
| --- | --- |
| **标签** | **描述** |
| [<code>](http://www.w3school.com.cn/tags/tag_phrase_elements.asp) | 定义计算机代码。 |
| [<kbd>](http://www.w3school.com.cn/tags/tag_phrase_elements.asp) | 定义键盘码。 |
| [<samp>](http://www.w3school.com.cn/tags/tag_phrase_elements.asp) | 定义计算机代码样本。 |
| [<tt>](http://www.w3school.com.cn/tags/tag_font_style.asp) | 定义打字机代码。 |
| [<var>](http://www.w3school.com.cn/tags/tag_phrase_elements.asp) | 定义变量。 |
| [<pre>](http://www.w3school.com.cn/tags/tag_pre.asp) | 定义预格式文本。 |
| <listing> | 不赞成使用。使用 <pre> 代替。 |
| <plaintext> | 不赞成使用。使用 <pre> 代替。 |
| <xmp> | 不赞成使用。使用 <pre> 代替。 |

引用、引用和术语定义

|  |  |
| --- | --- |
| **标签** | **描述** |
| [<abbr>](http://www.w3school.com.cn/tags/tag_abbr.asp) | 定义缩写。 |
| [<acronym>](http://www.w3school.com.cn/tags/tag_acronym.asp) | 定义首字母缩写。 |
| [<address>](http://www.w3school.com.cn/tags/tag_address.asp) | 定义地址。 |
| [<bdo>](http://www.w3school.com.cn/tags/tag_bdo.asp) | 定义文字方向。 |
| [<blockquote>](http://www.w3school.com.cn/tags/tag_blockquote.asp) | 定义长的引用。 |
| [<q>](http://www.w3school.com.cn/tags/tag_q.asp) | 定义短的引用语。 |
| [<cite>](http://www.w3school.com.cn/tags/tag_phrase_elements.asp) | 定义引用、引证。 |
| [<dfn>](http://www.w3school.com.cn/tags/tag_phrase_elements.asp) | 定义一个定义项目。 |

HTML 的 style 属性

style 属性的作用：

提供了一种改变所有 HTML 元素的样式的通用方法。

样式是 HTML 4 引入的，它是一种新的首选的改变 HTML 元素样式的方式。通过 HTML 样式，能够通过使用 style 属性直接将样式添加到 HTML 元素，或者间接地在独立的样式表中（CSS 文件）进行定义。

HTML 样式实例 - 背景颜色

background-color 属性为元素定义了背景颜色：

<html>

<body style="background-color:yellow">

<h2 style="background-color:red">This is a heading</h2>

<p style="background-color:green">This is a paragraph.</p>

</body>

</html>

HTML 样式实例 - 字体、颜色和尺寸

font-family、color 以及 font-size 属性分别定义元素中文本的字体系列、颜色和字体尺寸：

<html>

<body>

<h1 style="font-family:verdana">A heading</h1>

<p style="font-family:arial;color:red;font-size:20px;">A paragraph.</p>

</body>

</html>

HTML 样式实例 - 文本对齐

text-align 属性规定了元素中文本的水平对齐方式：

<html>

<body>

<h1 style="text-align:center">This is a heading</h1>

<p>The heading above is aligned to the center of this page.</p>

</body>

</html>

#### 颜色

W3C 的 HTML 4.0 标准仅支持 16 种颜色名，它们是：aqua、black、blue、fuchsia、gray、green、lime、maroon、navy、olive、purple、red、silver、teal、white、yellow

其他的颜色用16进制值来表示：[#000000](http://www.w3school.com.cn/tiy/color.asp?hex=000000)， #0000FF等

### CSS

#### 2.1、CSS的定义和基本概念

CSS 概述

CSS 指层叠样式表 (Cascading Style Sheets)

样式定义如何显示 HTML 元素

样式通常存储在样式表中

把样式添加到 HTML 4.0 中，是为了解决内容与表现分离的问题

外部样式表可以极大提高工作效率

外部样式表通常存储在 CSS 文件中

多个样式定义可层叠为一

样式解决了一个普遍的问题

HTML 标签原本被设计为用于定义文档内容。通过使用 <h1>、<p>、<table> 这样的标签，HTML 的初衷是表达“这是标题”、“这是段落”、“这是表格”之类的信息。同时文档布局由浏览器来完成，而不使用任何的格式化标签。

由于两种主要的浏览器（Netscape 和 Internet Explorer）不断地将新的 HTML 标签和属性（比如字体标签和颜色属性）添加到 HTML 规范中，创建文档内容清晰地独立于文档表现层的站点变得越来越困难。

为了解决这个问题，万维网联盟（W3C），这个非营利的标准化联盟，肩负起了 HTML 标准化的使命，并在 HTML 4.0 之外创造出样式（Style）。

所有的主流浏览器均支持层叠样式表。

样式表极大地提高了工作效率

样式表定义如何显示 HTML 元素，就像 HTML 3.2 的字体标签和颜色属性所起的作用那样。样式通常保存在外部的 .css 文件中。通过仅仅编辑一个简单的 CSS 文档，外部样式表使你有能力同时改变站点中所有页面的布局和外观。

由于允许同时控制多重页面的样式和布局，CSS 可以称得上 WEB 设计领域的一个突破。作为网站开发者，你能够为每个 HTML 元素定义样式，并将之应用于你希望的任意多的页面中。如需进行全局的更新，只需简单地改变样式，然后网站中的所有元素均会自动地更新。

多重样式将层叠为一个

样式表允许以多种方式规定样式信息。样式可以规定在单个的 HTML 元素中，在 HTML 页的头元素中，或在一个外部的 CSS 文件中。甚至可以在同一个 HTML 文档内部引用多个外部样式表。

层叠次序

当同一个 HTML 元素被不止一个样式定义时，会使用哪个样式呢？

一般而言，所有的样式会根据下面的规则层叠于一个新的虚拟样式表中，其中数字 4 拥有最高的优先权。

浏览器缺省设置

外部样式表

内部样式表（位于 <head> 标签内部）

内联样式（在 HTML 元素内部）

因此，内联样式（在 HTML 元素内部）拥有最高的优先权，这意味着它将优先于以下的样式声明：<head> 标签中的样式声明，外部样式表中的样式声明，或者浏览器中的样式声明（缺省值）。

#### 2.2、CSS的基础语法

CSS 语法

CSS 规则由两个主要的部分构成：选择器，以及一条或多条声明。

selector {declaration1; declaration2; ... declarationN }

选择器通常是您需要改变样式的 HTML 元素。

每条声明由一个属性和一个值组成。

属性（property）是您希望设置的样式属性（style attribute）。每个属性有一个值。属性和值被冒号分开。

selector {property: value}

下面这行代码的作用是将 h1 元素内的文字颜色定义为红色，同时将字体大小设置为 14 像素。

在这个例子中，h1 是选择器，color 和 font-size 是属性，red 和 14px 是值。

h1 {color:red; font-size:14px;}

值的不同写法和单位

除了英文单词 red，我们还可以使用十六进制的颜色值 #ff0000：

p { color: #ff0000; }

为了节约字节，我们可以使用 CSS 的缩写形式：

p { color: #f00; }

我们还可以通过两种方法使用 RGB 值：

p { color: rgb(255,0,0); }

p { color: rgb(100%,0%,0%); }

请注意，当使用 RGB 百分比时，即使当值为 0 时也要写百分比符号。但是在其他的情况下就不需要这么做了。比如说，当尺寸为 0 像素时，0 之后不需要使用 px 单位，因为 0 就是 0，无论单位是什么。

记得写引号

提示：如果值为若干单词，则要给值加引号：

p {font-family: "sans serif";}

多重声明：

提示：如果要定义不止一个声明，则需要用分号将每个声明分开。下面的例子展示出如何定义一个红色文字的居中段落。最后一条规则是不需要加分号的，因为分号在英语中是一个分隔符号，不是结束符号。然而，大多数有经验的设计师会在每条声明的末尾都加上分号，这么做的好处是，当你从现有的规则中增减声明时，会尽可能地减少出错的可能性。就像这样：

p {text-align:center; color:red;}

你应该在每行只描述一个属性，这样可以增强样式定义的可读性，就像这样：

p {

text-align: center;

color: black;

font-family: arial;

}

空格和大小写

大多数样式表包含不止一条规则，而大多数规则包含不止一个声明。多重声明和空格的使用使得样式表更容易被编辑：

body {

color: #000;

background: #fff;

margin: 0;

padding: 0;

font-family: Georgia, Palatino, serif;

}

是否包含空格不会影响 CSS 在浏览器的工作效果，同样，与 XHTML 不同，CSS 对大小写不敏感。不过存在一个例外：如果涉及到与 HTML 文档一起工作的话，class 和 id 名称对大小写是敏感的。

#### 2.3、CSS选择器

CSS 元素选择器

最常见的 CSS 选择器是元素选择器。换句话说，文档的元素就是最基本的选择器。

如果设置 HTML 的样式，选择器通常将是某个 HTML 元素，比如 p、h1、em、a，甚至可以是 html 本身：

html {color:black;}

h1 {color:blue;}

h2 {color:silver;}

类型选择器

在 W3C 标准中，元素选择器又称为类型选择器（type selector）。

“类型选择器匹配文档语言元素类型的名称。类型选择器匹配文档树中该元素类型的每一个实例。”

下面的规则匹配文档树中所有 h1 元素：

h1 {font-family: sans-serif;}

选择器分组

假设希望 h2 元素和段落都有灰色。为达到这个目的，最容易的做法是使用以下声明：

h2, p {color:gray;}

将 h2 和 p 选择器放在规则左边，然后用逗号分隔，就定义了一个规则。其右边的样式（color:gray;）将应用到这两个选择器所引用的元素。逗号告诉浏览器，规则中包含两个不同的选择器。如果没有这个逗号，那么规则的含义将完全不同。参见后代选择器。

可以将任意多个选择器分组在一起，对此没有任何限制。

CSS 类选择器

类选择器允许以一种独立于文档元素的方式来指定样式。

该选择器可以单独使用，也可以与其他元素结合使用。

提示：只有适当地标记文档后，才能使用这些选择器，所以使用这两种选择器通常需要先做一些构想和计划。

要应用样式而不考虑具体设计的元素，最常用的方法就是使用类选择器。

<h1 class="important">

This heading is very important.

</h1>

<p class="important">

This paragraph is very important.

</p>

CSS：

.important {color:red;}

结合元素选择器

类选择器可以结合元素选择器来使用。

例如，您可能希望只有段落显示为红色文本：

p.important {color:red;}

选择器现在会匹配 class 属性包含 important 的所有 p 元素，但是其他任何类型的元素都不匹配，不论是否有此 class 属性。选择器 p.important 解释为：“其 class 属性值为 important 的所有段落”。 因为 h1 元素不是段落，这个规则的选择器与之不匹配，因此 h1 元素不会变成红色文本。

如果你确实希望为 h1 元素指定不同的样式，可以使用选择器 h1.important：

p.important {color:red;}

h1.important {color:blue;}

CSS 多类选择器

在上一节中，我们处理了 class 值中包含一个词的情况。在 HTML 中，一个 class 值中可能包含一个词列表，各个词之间用空格分隔。例如，如果希望将一个特定的元素同时标记为重要（important）和警告（warning），就可以写作：

<p class="important warning">

This paragraph is a very important warning.

</p>

这两个词的顺序无关紧要，写成 warning important 也可以。

我们假设 class 为 important 的所有元素都是粗体，而 class 为 warning 的所有元素为斜体，class 中同时包含 important 和 warning 的所有元素还有一个银色的背景 。就可以写作：

.important {font-weight:bold;}

.warning {font-style:italic;}

.important.warning {background:silver;}

ID 选择器

<p id="intro">This is a paragraph of introduction.</p>

CSS：

#intro {font-weight:bold;}

属性选择器

a[href] {color:red;}

根据部分属性值选择

假设您想选择 class 属性中包含 important 的元素，可以用下面这个选择器做到这一点：

p[class~="important"] {color: red;}

#### 2.4、CSS的框模型

#### 2.5、CSS的定位方法

CSS 定位和浮动

CSS 为定位和浮动提供了一些属性，利用这些属性，可以建立列式布局，将布局的一部分与另一部分重叠，还可以完成多年来通常需要使用多个表格才能完成的任务。

定位的基本思想很简单，它允许你定义元素框相对于其正常位置应该出现的位置，或者相对于父元素、另一个元素甚至浏览器窗口本身的位置。显然，这个功能非常强大，也很让人吃惊。要知道，用户代理对 CSS2 中定位的支持远胜于对其它方面的支持，对此不应感到奇怪。

另一方面，CSS1 中首次提出了浮动，它以 Netscape 在 Web 发展初期增加的一个功能为基础。浮动不完全是定位，不过，它当然也不是正常流布局。我们会在后面的章节中明确浮动的含义。

### JavaScript

#### 3.1、JavaScript 简介

JavaScript 是脚本语言

JavaScript 是一种轻量级的编程语言。

JavaScript 是可插入 HTML 页面的编程代码。

JavaScript 插入 HTML 页面后，可由所有的现代浏览器执行。

JavaScript 很容易学习。

#### 3.2、JavaScript 使用

HTML 中的脚本必须位于 <script> 与 </script> 标签之间。

脚本可被放置在 HTML 页面的 <body> 和 <head> 部分中。

外部的 JavaScript

也可以把脚本保存到外部文件中。外部文件通常包含被多个网页使用的代码。

外部 JavaScript 文件的文件扩展名是 .js。

如需使用外部文件，请在 <script> 标签的 "src" 属性中设置该 .js 文件：

实例

<!DOCTYPE html>

<html>

<body>

<script src="myScript.js"></script>

</body>

</html>

#### 3.3、JavaScript 输出

操作 HTML 元素

如需从 JavaScript 访问某个 HTML 元素，您可以使用 document.getElementById(id) 方法。

请使用 "id" 属性来标识 HTML 元素：

例子

通过指定的 id 来访问 HTML 元素，并改变其内容：

<!DOCTYPE html>

<html>

<body>

<h1>我的第一张网页</h1>

<p id="demo">我的第一个段落</p>

<script>

document.getElementById("demo").innerHTML="我的第一段 JavaScript";

</script>

</body>

</html>

写到文档输出

下面的例子直接把 <p> 元素写到 HTML 文档输出中：

实例

<!DOCTYPE html>

<html>

<body>

<h1>我的第一张网页</h1>

<script>

document.write("<p>我的第一段 JavaScript</p>");

</script>

</body>

</html>

#### 3.4、JavaScript 语句

JavaScript 语句

JavaScript 语句向浏览器发出的命令。语句的作用是告诉浏览器该做什么。

下面的 JavaScript 语句向 id="demo" 的 HTML 元素输出文本 "Hello World"：

document.getElementById("demo").innerHTML="Hello World";

分号 ;

分号用于分隔 JavaScript 语句。

通常我们在每条可执行的语句结尾添加分号。

使用分号的另一用处是在一行中编写多条语句。

提示：您也可能看到不带有分号的案例。

在 JavaScript 中，用分号来结束语句是可选的。

JavaScript 代码

JavaScript 代码（或者只有 JavaScript）是 JavaScript 语句的序列。

浏览器会按照编写顺序来执行每条语句。

本例将操作两个 HTML 元素：

实例

document.getElementById("demo").innerHTML="Hello World";

document.getElementById("myDIV").innerHTML="How are you?";

JavaScript 代码块

JavaScript 语句通过代码块的形式进行组合。

块由左花括号开始，由右花括号结束。

块的作用是使语句序列一起执行。

JavaScript 函数是将语句组合在块中的典型例子。

下面的例子将运行可操作两个 HTML 元素的函数：

实例

function myFunction()

{

document.getElementById("demo").innerHTML="Hello World";

document.getElementById("myDIV").innerHTML="How are you?";

}

JavaScript 对大小写敏感。

JavaScript 对大小写是敏感的。

当编写 JavaScript 语句时，请留意是否关闭大小写切换键。

函数 getElementById 与 getElementbyID 是不同的。

同样，变量 myVariable 与 MyVariable 也是不同的。

空格

JavaScript 会忽略多余的空格。您可以向脚本添加空格，来提高其可读性。下面的两行代码是等效的：

var name="Hello";

var name = "Hello";

对代码行进行折行

您可以在文本字符串中使用反斜杠对代码行进行换行。下面的例子会正确地显示：

document.write("Hello \

World!");

不过，您不能像这样折行：

document.write \

("Hello World!");

#### 3.5、JavaScript 注释

JavaScript 注释可用于提高代码的可读性。

JavaScript 注释

JavaScript 不会执行注释。

我们可以添加注释来对 JavaScript 进行解释，或者提高代码的可读性。

单行注释以 // 开头。

例子

下面的例子使用单行注释来解释代码：

// 输出标题：

document.getElementById("myH1").innerHTML="Welcome to my Homepage";

// 输出段落：

document.getElementById("myP").innerHTML="This is my first paragraph.";

JavaScript 多行注释

多行注释以 /\* 开始，以 \*/ 结尾。

下面的例子使用多行注释来解释代码：

例子

/\*

下面的这些代码会输出

一个标题和一个段落

并将代表主页的开始

\*/

document.getElementById("myH1").innerHTML="Welcome to my Homepage";

document.getElementById("myP").innerHTML="This is my first paragraph.";

#### 3.6、JavaScript 变量

变量是存储信息的容器。

实例

var x=2;

var y=3;

var z=x+y;

JavaScript 变量

与代数一样，JavaScript 变量可用于存放值（比如 x=2）和表达式（比如 z=x+y）。

变量可以使用短名称（比如 x 和 y），也可以使用描述性更好的名称（比如 age, sum, totalvolume）。

变量必须以字母开头

变量也能以 $ 和 \_ 符号开头（不过我们不推荐这么做）

变量名称对大小写敏感（y 和 Y 是不同的变量）

提示：JavaScript 语句和 JavaScript 变量都对大小写敏感。

JavaScript 数据类型

JavaScript 变量还能保存其他数据类型，比如文本值 (name="Bill Gates")。

在 JavaScript 中，类似 "Bill Gates" 这样一条文本被称为字符串。

JavaScript 变量有很多种类型，但是现在，我们只关注数字和字符串。

当您向变量分配文本值时，应该用双引号或单引号包围这个值。

当您向变量赋的值是数值时，不要使用引号。如果您用引号包围数值，该值会被作为文本来处理。

例子

var pi=3.14;

var name="Bill Gates";

var answer='Yes I am!';

一条语句，多个变量

您可以在一条语句中声明很多变量。该语句以 var 开头，并使用逗号分隔变量即可：

var name="Gates", age=56, job="CEO";

在计算机程序中，经常会声明无值的变量。未使用值来声明的变量，其值实际上是 undefined。

在执行过以下语句后，变量 carname 的值将是 undefined：

var carname;

#### 3.7、JavaScript 数据类型

JavaScript 拥有动态类型

JavaScript 拥有动态类型。这意味着相同的变量可用作不同的类型：

实例

var x // x 为 undefined

var x = 6; // x 为数字

var x = "Bill"; // x 为字符串

JavaScript 字符串

字符串是存储字符（比如 "Bill Gates"）的变量。

字符串可以是引号中的任意文本。您可以使用单引号或双引号：

实例

var carname="Bill Gates";

var carname='Bill Gates';

您可以在字符串中使用引号，只要不匹配包围字符串的引号即可：

实例

var answer="Nice to meet you!";

var answer="He is called 'Bill'";

var answer='He is called "Bill"';

JavaScript 数字

JavaScript 只有一种数字类型。数字可以带小数点，也可以不带：

实例

var x1=34.00; //使用小数点来写

var x2=34; //不使用小数点来写

极大或极小的数字可以通过科学（指数）计数法来书写：

实例

var y=123e5; // 12300000

var z=123e-5; // 0.00123

JavaScript 布尔

布尔（逻辑）只能有两个值：true 或 false。

var x=true

var y=false

布尔常用在条件测试中。您将在本教程稍后的章节中学到更多关于条件测试的知识。

JavaScript 数组

下面的代码创建名为 cars 的数组：

var cars=new Array();

cars[0]="Audi";

cars[1]="BMW";

cars[2]="Volvo";

或者 (condensed array):

var cars=new Array("Audi","BMW","Volvo");

或者 (literal array):

实例

var cars=["Audi","BMW","Volvo"];

数组下标是基于零的，所以第一个项目是 [0]，第二个是 [1]，以此类推。

您将在本教程稍后的章节中学到更多关于数组的知识。

JavaScript 对象

对象由花括号分隔。在括号内部，对象的属性以名称和值对的形式 (name : value) 来定义。属性由逗号分隔：

var person={firstname:"Bill", lastname:"Gates", id:5566};

上面例子中的对象 (person) 有三个属性：firstname、lastname 以及 id。

空格和折行无关紧要。声明可横跨多行：

var person={

firstname : "Bill",

lastname : "Gates",

id : 5566

};

对象属性有两种寻址方式：

实例

name=person.lastname;

name=person["lastname"];

Undefined 和 Null

Undefined 这个值表示变量不含有值。

可以通过将变量的值设置为 null 来清空变量。

实例

cars=null;

person=null;

声明变量类型

当您声明新变量时，可以使用关键词 "new" 来声明其类型：

var carname=new String;

var x= new Number;

var y= new Boolean;

var cars= new Array;

var person= new Object;

JavaScript 变量均为对象。当您声明一个变量时，就创建了一个新的对象。

#### 3.8、JavaScript 对象

JavaScript 中的所有事物都是对象：字符串、数字、数组、日期，等等。

在 JavaScript 中，对象是拥有属性和方法的数据。

属性和方法

属性是与对象相关的值。

方法是能够在对象上执行的动作。

举例：汽车就是现实生活中的对象。

汽车的属性：

car.name=Fiat

car.model=500

car.weight=850kg

car.color=white

汽车的方法：

car.start()

car.drive()

car.brake()

汽车的属性包括名称、型号、重量、颜色等。

所有汽车都有这些属性，但是每款车的属性都不尽相同。

汽车的方法可以是启动、驾驶、刹车等。

所有汽车都拥有这些方法，但是它们被执行的时间都不尽相同。

JavaScript 中的对象

在 JavaScript 中，对象是数据（变量），拥有属性和方法。

当您像这样声明一个 JavaScript 变量时：

var txt = "Hello";

您实际上已经创建了一个 JavaScript 字符串对象。字符串对象拥有内建的属性 length。对于上面的字符串来说，length 的值是 5。字符串对象同时拥有若干个内建的方法。

属性：

txt.length=5

方法：

txt.indexOf()

txt.replace()

txt.search()

提示：在面向对象的语言中，属性和方法常被称为对象的成员。

在本教程稍后的章节中，您将学到有关字符串对象的更多属性和方法。

创建 JavaScript 对象

JavaScript 中的几乎所有事务都是对象：字符串、数字、数组、日期、函数，等等。

你也可以创建自己的对象。

本例创建名为 "person" 的对象，并为其添加了四个属性：

实例

person=new Object();

person.firstname="Bill";

person.lastname="Gates";

person.age=56;

person.eyecolor="blue";

创建新 JavaScript 对象有很多不同的方法，并且您还可以向已存在的对象添加属性和方法。

您将在本教程稍后的章节学到更多相关的内容。

访问对象的属性

访问对象属性的语法是：

objectName.propertyName

本例使用 String 对象的 length 属性来查找字符串的长度：

var message="Hello World!";

var x=message.length;

在以上代码执行后，x 的值是：
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访问对象的方法

您可以通过下面的语法调用方法：

objectName.methodName()

这个例子使用 String 对象的 toUpperCase() 方法来把文本转换为大写：

var message="Hello world!";

var x=message.toUpperCase();

在以上代码执行后，x 的值是：

HELLO WORLD!

#### 3.9、JavaScript 函数

JavaScript 函数语法

函数就是包裹在花括号中的代码块，前面使用了关键词 function：

function functionname()

{

这里是要执行的代码

}

当调用该函数时，会执行函数内的代码。

可以在某事件发生时直接调用函数（比如当用户点击按钮时），并且可由 JavaScript 在任何位置进行调用。

提示：JavaScript 对大小写敏感。关键词 function 必须是小写的，并且必须以与函数名称相同的大小写来调用函数。

调用带参数的函数

在调用函数时，您可以向其传递值，这些值被称为参数。

这些参数可以在函数中使用。

您可以发送任意多的参数，由逗号 (,) 分隔：

myFunction(argument1,argument2)

当您声明函数时，请把参数作为变量来声明：

function myFunction(var1,var2)

{

这里是要执行的代码

}

变量和参数必须以一致的顺序出现。第一个变量就是第一个被传递的参数的给定的值，以此类推。

实例

<button onclick="myFunction('Bill Gates','CEO')">点击这里</button>

<script>

function myFunction(name,job)

{

alert("Welcome " + name + ", the " + job);

}

</script>

带有返回值的函数

有时，我们会希望函数将值返回调用它的地方。

通过使用 return 语句就可以实现。

在使用 return 语句时，函数会停止执行，并返回指定的值。

语法

function myFunction()

{

var x=5;

return x;

}

上面的函数会返回值 5。

注释：整个 JavaScript 并不会停止执行，仅仅是函数。JavaScript 将继续执行代码，从调用函数的地方。

函数调用将被返回值取代：

var myVar=myFunction();

myVar 变量的值是 5，也就是函数 "myFunction()" 所返回的值。

即使不把它保存为变量，您也可以使用返回值：

document.getElementById("demo").innerHTML=myFunction();

"demo" 元素的 innerHTML 将成为 5，也就是函数 "myFunction()" 所返回的值。

您可以使返回值基于传递到函数中的参数：

实例

计算两个数字的乘积，并返回结果：

function myFunction(a,b)

{

return a\*b;

}

document.getElementById("demo").innerHTML=myFunction(4,3);

"demo" 元素的 innerHTML 将是：
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在您仅仅希望退出函数时 ，也可使用 return 语句。返回值是可选的：

function myFunction(a,b)

{

if (a>b)

{

return;

}

x=a+b

}

如果 a 大于 b，则上面的代码将退出函数，并不会计算 a 和 b 的总和。

局部 JavaScript 变量

在 JavaScript 函数内部声明的变量（使用 var）是局部变量，所以只能在函数内部访问它。（该变量的作用域是局部的）。

您可以在不同的函数中使用名称相同的局部变量，因为只有声明过该变量的函数才能识别出该变量。

只要函数运行完毕，本地变量就会被删除。

全局 JavaScript 变量

在函数外声明的变量是全局变量，网页上的所有脚本和函数都能访问它。

JavaScript 变量的生存期

JavaScript 变量的生命期从它们被声明的时间开始。

局部变量会在函数运行以后被删除。

全局变量会在页面关闭后被删除。

向未声明的 JavaScript 变量来分配值

如果您把值赋给尚未声明的变量，该变量将被自动作为全局变量声明。

这条语句：

carname="Volvo";

将声明一个全局变量 carname，即使它在函数内执行。

#### 3.10、JavaScript 运算符

给定 **y=5**，下面的表格解释了这些算术运算符：

|  |  |  |  |
| --- | --- | --- | --- |
| **运算符** | **描述** | **例子** | **结果** |
| + | 加 | x=y+2 | x=7 |
| - | 减 | x=y-2 | x=3 |
| \* | 乘 | x=y\*2 | x=10 |
| / | 除 | x=y/2 | x=2.5 |
| % | 求余数 (保留整数) | x=y%2 | x=1 |
| ++ | 累加 | x=++y | x=6 |
| -- | 递减 | x=--y | x=4 |

给定 **x=10** 和 **y=5**，下面的表格解释了赋值运算符：

|  |  |  |  |
| --- | --- | --- | --- |
| **运算符** | **例子** | **等价于** | **结果** |
| = | x=y |  | x=5 |
| += | x+=y | x=x+y | x=15 |
| -= | x-=y | x=x-y | x=5 |
| \*= | x\*=y | x=x\*y | x=50 |
| /= | x/=y | x=x/y | x=2 |
| %= | x%=y | x=x%y | x=0 |

+ 运算符用于把文本值或字符串变量加起来（连接起来）。

如需把两个或多个字符串变量连接起来，请使用 + 运算符。

txt1="What a very";

txt2="nice day";

txt3=txt1+txt2;

在以上语句执行后，变量 txt3 包含的值是 "What a verynice day"。

要想在两个字符串之间增加空格，需要把空格插入一个字符串之中：

txt1="What a very ";

txt2="nice day";

txt3=txt1+txt2;

或者把空格插入表达式中：

txt1="What a very";

txt2="nice day";

txt3=txt1+" "+txt2;

在以上语句执行后，变量 txt3 包含的值是：

"What a very nice day"

如果把数字与字符串相加，结果将成为字符串。

#### 3.11、JavaScript 比较和逻辑运算符

比较运算符在逻辑语句中使用，以测定变量或值是否相等。

给定 x=5，下面的表格解释了比较运算符：

|  |  |  |
| --- | --- | --- |
| **运算符** | **描述** | **例子** |
| == | 等于 | x==8 为 false |
| === | 全等（值和类型） | x===5 为 true；x==="5" 为 false |
| != | 不等于 | x!=8 为 true |
| > | 大于 | x>8 为 false |
| < | 小于 | x<8 为 true |
| >= | 大于或等于 | x>=8 为 false |
| <= | 小于或等于 | x<=8 为 true |

逻辑运算符用于测定变量或值之间的逻辑。

给定 x=6 以及 y=3，下表解释了逻辑运算符：

|  |  |  |
| --- | --- | --- |
| **运算符** | **描述** | **例子** |
| && | and | (x < 10 && y > 1) 为 true |
| || | or | (x==5 || y==5) 为 false |
| ! | not | !(x==y) 为 true |

JavaScript 还包含了基于某些条件对变量进行赋值的条件运算符。

语法

variablename=(condition)?value1:value2

例子

greeting=(visitor=="PRES")?"Dear President ":"Dear ";

如果变量 visitor 中的值是 "PRES"，则向变量 greeting 赋值 "Dear President "，否则赋值 "Dear"。

#### 3.12、条件跳转和循环

条件语句

通常在写代码时，您总是需要为不同的决定来执行不同的动作。您可以在代码中使用条件语句来完成该任务。

在 JavaScript 中，我们可使用以下条件语句：

if 语句 - 只有当指定条件为 true 时，使用该语句来执行代码

if...else 语句 - 当条件为 true 时执行代码，当条件为 false 时执行其他代码

if...else if....else 语句 - 使用该语句来选择多个代码块之一来执行

switch 语句 - 使用该语句来选择多个代码块之一来执行

JavaScript Switch 语句

请使用 switch 语句来选择要执行的多个代码块之一。

语法

switch(n)

{

case 1:

执行代码块 1

break;

case 2:

执行代码块 2

break;

default:

n 与 case 1 和 case 2 不同时执行的代码

}

工作原理：首先设置表达式 n（通常是一个变量）。随后表达式的值会与结构中的每个 case 的值做比较。如果存在匹配，则与该 case 关联的代码块会被执行。请使用 break 来阻止代码自动地向下一个 case 运行。

不同类型的循环

JavaScript 支持不同类型的循环：

for - 循环代码块一定的次数

for/in - 循环遍历对象的属性

while - 当指定的条件为 true 时循环指定的代码块

do/while - 同样当指定的条件为 true 时循环指定的代码块

例1：遍历数组

for (var i=0,len=cars.length; i<len; i++)

{

document.write(cars[i] + "<br>");

}

例2：遍历对象属性

var person={fname:"John", name:"Doe",age:25};

for (x in person)

{

txt=txt + person[x];

}

Break 语句

我们已经在本教程稍早的章节中见到过 break 语句。它用于跳出 switch() 语句。

break 语句可用于跳出循环。

break 语句跳出循环后，会继续执行该循环之后的代码（如果有的话）：

Continue 语句

continue 语句中断循环中的迭代，如果出现了指定的条件，然后继续循环中的下一个迭代。

JavaScript 标签

正如您在 switch 语句那一章中看到的，可以对 JavaScript 语句进行标记。

如需标记 JavaScript 语句，请在语句之前加上冒号：

label:

语句

break 和 continue 语句仅仅是能够跳出代码块的语句。

语法

break labelname;

continue labelname;

continue 语句（带有或不带标签引用）只能用在循环中。

break 语句（不带标签引用），只能用在循环或 switch 中。

通过标签引用，break 语句可用于跳出任何 JavaScript 代码块：

#### 3.13、错误处理

JavaScript 测试和捕捉

try 语句允许我们定义在执行时进行错误测试的代码块。

catch 语句允许我们定义当 try 代码块发生错误时，所执行的代码块。

JavaScript 语句 try 和 catch 是成对出现的。

语法

try

{

//在这里运行代码

}

catch(err)

{

//在这里处理错误

}

实例

在下面的例子中，我们故意在 try 块的代码中写了一个错字。

catch 块会捕捉到 try 块中的错误，并执行代码来处理它。

<!DOCTYPE html>

<html>

<head>

<script>

var txt="";

function message()

{

try

{

adddlert("Welcome guest!");

}

catch(err)

{

txt="There was an error on this page.\n\n";

txt+="Error description: " + err.message + "\n\n";

txt+="Click OK to continue.\n\n";

alert(txt);

}

}

</script>

</head>

<body>

<input type="button" value="View message" onclick="message()">

</body>

</html>

Throw 语句

throw 语句允许我们创建自定义错误。

正确的技术术语是：创建或抛出异常（exception）。

如果把 throw 与 try 和 catch 一起使用，那么您能够控制程序流，并生成自定义的错误消息。

语法

throw exception

异常可以是 JavaScript 字符串、数字、逻辑值或对象。

实例

本例检测输入变量的值。如果值是错误的，会抛出一个异常（错误）。catch 会捕捉到这个错误，并显示一段自定义的错误消息：

<script>

function myFunction()

{

try

{

var x=document.getElementById("demo").value;

if(x=="") throw "empty";

if(isNaN(x)) throw "not a number";

if(x>10) throw "too high";

if(x<5) throw "too low";

}

catch(err)

{

var y=document.getElementById("mess");

y.innerHTML="Error: " + err + ".";

}

}

</script>

<h1>My First JavaScript</h1>

<p>Please input a number between 5 and 10:</p>

<input id="demo" type="text">

<button type="button" onclick="myFunction()">Test Input</button>

<p id="mess"></p>

#### 3.14、常见JavaScript对象：array, string, Math, Date, Timer

JavaScript 数字

JavaScript 数字可以使用也可以不使用小数点来书写：

实例

var pi=3.14; // 使用小数点

var x=34; // 不使用小数点

极大或极小的数字可通过科学（指数）计数法来写：

实例

var y=123e5; // 12300000

var z=123e-5; // 0.00123

所有 JavaScript 数字均为 64 位

JavaScript 不是类型语言。与许多其他编程语言不同，JavaScript 不定义不同类型的数字，比如整数、短、长、浮点等等。

JavaScript 中的所有数字都存储为根为 10 的 64 位（8 比特），浮点数。

精度

整数（不使用小数点或指数计数法）最多为 15 位。

小数的最大位数是 17，但是浮点运算并不总是 100% 准确：

实例

var x=0.2+0.1;

八进制和十六进制

如果前缀为 0，则 JavaScript 会把数值常量解释为八进制数，如果前缀为 0 和 "x"，则解释为十六进制数。

实例

var y=0377;

var z=0xFF;

提示：绝不要在数字前面写零，除非您需要进行八进制转换。

数字属性和方法

属性：

MAX\_VALUE

MIN\_VALUE

NEGATIVE\_INFINITIVE

POSITIVE\_INFINITIVE

NaN

方法：

toExponential()

toFixed()

toPrecision()

toString()

valueOf()

String 对象

String 对象用于处理文本（字符串）。

创建 String 对象的语法：

new String(s);

String(s);

参数

参数 s 是要存储在 String 对象中或转换成原始字符串的值。

返回值

当 String() 和运算符 new 一起作为构造函数使用时，它返回一个新创建的 String 对象，存放的是字符串 s 或 s 的字符串表示。

当不用 new 运算符调用 String() 时，它只把 s 转换成原始的字符串，并返回转换后的值。

String 对象属性

属性 描述

constructor 对创建该对象的函数的引用

length 字符串的长度

prototype 允许您向对象添加属性和方法

String 对象方法

方法 描述

anchor() 创建 HTML 锚。

big() 用大号字体显示字符串。

blink() 显示闪动字符串。

bold() 使用粗体显示字符串。

charAt() 返回在指定位置的字符。

charCodeAt() 返回在指定的位置的字符的 Unicode 编码。

concat() 连接字符串。

fixed() 以打字机文本显示字符串。

fontcolor() 使用指定的颜色来显示字符串。

fontsize() 使用指定的尺寸来显示字符串。

fromCharCode() 从字符编码创建一个字符串。

indexOf() 检索字符串。

italics() 使用斜体显示字符串。

lastIndexOf() 从后向前搜索字符串。

link() 将字符串显示为链接。

localeCompare() 用本地特定的顺序来比较两个字符串。

match() 找到一个或多个正则表达式的匹配。

replace() 替换与正则表达式匹配的子串。

search() 检索与正则表达式相匹配的值。

slice() 提取字符串的片断，并在新的字符串中返回被提取的部分。

small() 使用小字号来显示字符串。

split() 把字符串分割为字符串数组。

strike() 使用删除线来显示字符串。

sub() 把字符串显示为下标。

substr() 从起始索引号提取字符串中指定数目的字符。

substring() 提取字符串中两个指定的索引号之间的字符。

sup() 把字符串显示为上标。

toLocaleLowerCase() 把字符串转换为小写。

toLocaleUpperCase() 把字符串转换为大写。

toLowerCase() 把字符串转换为小写。

toUpperCase() 把字符串转换为大写。

toSource() 代表对象的源代码。

toString() 返回字符串。

valueOf() 返回某个字符串对象的原始值。

String 对象描述

字符串是 JavaScript 的一种基本的数据类型。

String 对象的 length 属性声明了该字符串中的字符数。

String 类定义了大量操作字符串的方法，例如从字符串中提取字符或子串，或者检索字符或子串。

需要注意的是，JavaScript 的字符串是不可变的（immutable），String 类定义的方法都不能改变字符串的内容。像 String.toUpperCase() 这样的方法，返回的是全新的字符串，而不是修改原始字符串。

在较早的 Netscape 代码基的 JavaScript 实现中（例如 Firefox 实现中），字符串的行为就像只读的字符数组。例如，从字符串 s 中提取第三个字符，可以用 s[2] 代替更加标准的 s.charAt(2)。此外，对字符串应用 for/in 循环时，它将枚举字符串中每个字符的数组下标（但要注意，ECMAScript 标准规定，不能枚举 length 属性）。因为字符串的数组行为不标准，所以应该避免使用它。

Math 对象

Math 对象用于执行数学任务。

使用 Math 的属性和方法的语法：

var pi\_value=Math.PI;

var sqrt\_value=Math.sqrt(15);

注释：Math 对象并不像 Date 和 String 那样是对象的类，因此没有构造函数 Math()，像 Math.sin() 这样的函数只是函数，不是某个对象的方法。您无需创建它，通过把 Math 作为对象使用就可以调用其所有属性和方法。

Math 对象属性

属性 描述

E 返回算术常量 e，即自然对数的底数（约等于2.718）。

LN2 返回 2 的自然对数（约等于0.693）。

LN10 返回 10 的自然对数（约等于2.302）。

LOG2E 返回以 2 为底的 e 的对数（约等于 1.414）。

LOG10E 返回以 10 为底的 e 的对数（约等于0.434）。

PI 返回圆周率（约等于3.14159）。

SQRT1\_2 返回返回 2 的平方根的倒数（约等于 0.707）。

SQRT2 返回 2 的平方根（约等于 1.414）。

Math 对象方法

方法 描述

abs(x) 返回数的绝对值。

acos(x) 返回数的反余弦值。

asin(x) 返回数的反正弦值。

atan(x) 以介于 -PI/2 与 PI/2 弧度之间的数值来返回 x 的反正切值。

atan2(y,x) 返回从 x 轴到点 (x,y) 的角度（介于 -PI/2 与 PI/2 弧度之间）。

ceil(x) 对数进行上舍入。

cos(x) 返回数的余弦。

exp(x) 返回 e 的指数。

floor(x) 对数进行下舍入。

log(x) 返回数的自然对数（底为e）。

max(x,y) 返回 x 和 y 中的最高值。

min(x,y) 返回 x 和 y 中的最低值。

pow(x,y) 返回 x 的 y 次幂。

random() 返回 0 ~ 1 之间的随机数。

round(x) 把数四舍五入为最接近的整数。

sin(x) 返回数的正弦。

sqrt(x) 返回数的平方根。

tan(x) 返回角的正切。

toSource() 返回该对象的源代码。

valueOf() 返回 Math 对象的原始值。

\*\*注意，Math功能太弱，后面我们会用其他库取代。

Array 对象

Array 对象用于在单个的变量中存储多个值。

创建 Array 对象的语法：

new Array();

new Array(size);

new Array(element0, element1, ..., elementn);

参数

参数 size 是期望的数组元素个数。返回的数组，length 字段将被设为 size 的值。

参数 element ..., elementn 是参数列表。当使用这些参数来调用构造函数 Array() 时，新创建的数组的元素就会被初始化为这些值。它的 length 字段也会被设置为参数的个数。

返回值

返回新创建并被初始化了的数组。

如果调用构造函数 Array() 时没有使用参数，那么返回的数组为空，length 字段为 0。

当调用构造函数时只传递给它一个数字参数，该构造函数将返回具有指定个数、元素为 undefined 的数组。

当其他参数调用 Array() 时，该构造函数将用参数指定的值初始化数组。

当把构造函数作为函数调用，不使用 new 运算符时，它的行为与使用 new 运算符调用它时的行为完全一样。

Array 对象属性

属性 描述

constructor 返回对创建此对象的数组函数的引用。

length 设置或返回数组中元素的数目。

prototype 使您有能力向对象添加属性和方法。

Array 对象方法

方法 描述

concat() 连接两个或更多的数组，并返回结果。

join() 把数组的所有元素放入一个字符串。元素通过指定的分隔符进行分隔。

pop() 删除并返回数组的最后一个元素

push() 向数组的末尾添加一个或更多元素，并返回新的长度。

reverse() 颠倒数组中元素的顺序。

shift() 删除并返回数组的第一个元素

slice() 从某个已有的数组返回选定的元素

sort() 对数组的元素进行排序

splice() 删除元素，并向数组添加新元素。

toSource() 返回该对象的源代码。

toString() 把数组转换为字符串，并返回结果。

toLocaleString() 把数组转换为本地数组，并返回结果。

unshift() 向数组的开头添加一个或更多元素，并返回新的长度。

valueOf() 返回数组对象的原始值

Date 对象

Date 对象用于处理日期和时间。

创建 Date 对象的语法：

var myDate=new Date()

注释：Date 对象会自动把当前日期和时间保存为其初始值。

Date 对象属性

属性 描述

constructor 返回对创建此对象的 Date 函数的引用。

prototype 使您有能力向对象添加属性和方法。

Date 对象方法

方法 描述

Date() 返回当日的日期和时间。

getDate() 从 Date 对象返回一个月中的某一天 (1 ~ 31)。

getDay() 从 Date 对象返回一周中的某一天 (0 ~ 6)。

getMonth() 从 Date 对象返回月份 (0 ~ 11)。

getFullYear() 从 Date 对象以四位数字返回年份。

getYear() 请使用 getFullYear() 方法代替。

getHours() 返回 Date 对象的小时 (0 ~ 23)。

getMinutes() 返回 Date 对象的分钟 (0 ~ 59)。

getSeconds() 返回 Date 对象的秒数 (0 ~ 59)。

getMilliseconds() 返回 Date 对象的毫秒(0 ~ 999)。

getTime() 返回 1970 年 1 月 1 日至今的毫秒数。

getTimezoneOffset() 返回本地时间与格林威治标准时间 (GMT) 的分钟差。

getUTCDate() 根据世界时从 Date 对象返回月中的一天 (1 ~ 31)。

getUTCDay() 根据世界时从 Date 对象返回周中的一天 (0 ~ 6)。

getUTCMonth() 根据世界时从 Date 对象返回月份 (0 ~ 11)。

getUTCFullYear() 根据世界时从 Date 对象返回四位数的年份。

getUTCHours() 根据世界时返回 Date 对象的小时 (0 ~ 23)。

getUTCMinutes() 根据世界时返回 Date 对象的分钟 (0 ~ 59)。

getUTCSeconds() 根据世界时返回 Date 对象的秒钟 (0 ~ 59)。

getUTCMilliseconds() 根据世界时返回 Date 对象的毫秒(0 ~ 999)。

parse() 返回1970年1月1日午夜到指定日期（字符串）的毫秒数。

setDate() 设置 Date 对象中月的某一天 (1 ~ 31)。

setMonth() 设置 Date 对象中月份 (0 ~ 11)。

setFullYear() 设置 Date 对象中的年份（四位数字）。

setYear() 请使用 setFullYear() 方法代替。

setHours() 设置 Date 对象中的小时 (0 ~ 23)。

setMinutes() 设置 Date 对象中的分钟 (0 ~ 59)。

setSeconds() 设置 Date 对象中的秒钟 (0 ~ 59)。

setMilliseconds() 设置 Date 对象中的毫秒 (0 ~ 999)。

setTime() 以毫秒设置 Date 对象。

setUTCDate() 根据世界时设置 Date 对象中月份的一天 (1 ~ 31)。

setUTCMonth() 根据世界时设置 Date 对象中的月份 (0 ~ 11)。

setUTCFullYear() 根据世界时设置 Date 对象中的年份（四位数字）。

setUTCHours() 根据世界时设置 Date 对象中的小时 (0 ~ 23)。

setUTCMinutes() 根据世界时设置 Date 对象中的分钟 (0 ~ 59)。

setUTCSeconds() 根据世界时设置 Date 对象中的秒钟 (0 ~ 59)。

setUTCMilliseconds() 根据世界时设置 Date 对象中的毫秒 (0 ~ 999)。

toSource() 返回该对象的源代码。

toString() 把 Date 对象转换为字符串。

toTimeString() 把 Date 对象的时间部分转换为字符串。

toDateString() 把 Date 对象的日期部分转换为字符串。

toGMTString() 请使用 toUTCString() 方法代替。

toUTCString() 根据世界时，把 Date 对象转换为字符串。

toLocaleString() 根据本地时间格式，把 Date 对象转换为字符串。

toLocaleTimeString() 根据本地时间格式，把 Date 对象的时间部分转换为字符串。

toLocaleDateString() 根据本地时间格式，把 Date 对象的日期部分转换为字符串。

UTC() 根据世界时返回 1970 年 1 月 1 日 到指定日期的毫秒数。

valueOf() 返回 Date 对象的原始值。

顶层函数（全局函数）

函数 描述

decodeURI() 解码某个编码的 URI。

decodeURIComponent() 解码一个编码的 URI 组件。

encodeURI() 把字符串编码为 URI。

encodeURIComponent() 把字符串编码为 URI 组件。

escape() 对字符串进行编码。

eval() 计算 JavaScript 字符串，并把它作为脚本代码来执行。

getClass() 返回一个 JavaObject 的 JavaClass。

isFinite() 检查某个值是否为有穷大的数。

isNaN() 检查某个值是否是数字。

Number() 把对象的值转换为数字。

parseFloat() 解析一个字符串并返回一个浮点数。

parseInt() 解析一个字符串并返回一个整数。

String() 把对象的值转换为字符串。

unescape() 对由 escape() 编码的字符串进行解码。

顶层属性（全局属性）

方法 描述

Infinity 代表正的无穷大的数值。

java 代表 java.\* 包层级的一个 JavaPackage。

NaN 指示某个值是不是数字值。

Packages 根 JavaPackage 对象。

undefined 指示未定义的值。

### DOM

#### 4.1 JavaScript HTML DOM

通过 HTML DOM，可访问 JavaScript HTML 文档的所有元素。

HTML DOM （文档对象模型）

当网页被加载时，浏览器会创建页面的文档对象模型（Document Object Model）。

HTML DOM 模型被构造为对象的树。

**HTML DOM 树**

![DOM HTML 树](data:image/gif;base64,R0lGODlh5gEKAaIAAP////8AAJmZmQAA/wAAAAAAAAAAAAAAACH5BAAHAP8ALAAAAADmAQoBAAP/CLrc/jDKSau9OOvNu/9gKI5kaZ5oqq5s675wLM90bd94ru987//AoHBILBqPyKRyyWw6n9CodEqtWq/YrHbL7Xq/4LB4TC6bz+i0es1uu9/wrGBOr9vv+Lx+z+/7/3GBgkd/hYaHiIl3g4yNPnNtkI6TlDSSa5eVmpspmWmenKGiHqBnpaOoqROnZayqr7CuY7KwtaK0Ybi2u5S6IwQRwAvCMr68x4LGIsTEAMDC0DHKyNSRAi0E2drbz9rO380u09XkaOMdzA7R2TPn5e9i7hvpDd3c0tfw+nHyGvTD7Orh20fQTT9/3xg8exCOxcGCEKU8xLBQIThuDVdMjMiR/8nGCxkTCoTxsaNJIyUnsAtoUd3AkzC7pGTIUoE3m84wvozJE8tMJz97CrUR1GO+oUihFF2yNKlTjUfVNH1K1cRUJFeragWRFWXUrWAffTU3NqxZHF2LpD3LNsLaIW/byl2gqK7du4nm6i2Gt6/fv3H3Cq4RcrDhY4UPK4aVeLHjUY0fS9YUebLlRpUva46TebNnNp0/iz4TerRpMaVPq+6SerVrLK1fy54Se7ZtJ7Vv606Se7dvIr1/C/8RfLhxHcWPKye8vLmS5M6js4AuvfoJ6tZPY9zOvbv37+DDix+f/Sx2KefLk0sPhb16ZOyhbZMQ0j3992Dj49yfcztA//8u2IefLefNdw9CwaQn4ICMoRANfyp5V4+CDFal4IMJfTfSgiNV6NSF9tSUIU0QBujhUwWOiOGIEATE4TAnfmhCRQuFs+J/BypEYYxI6cdiS/+AI9KE1/HYo4M4VcTfPw++WKKRMPnIUjc6euMiMy86CSUlWh7R5ZaYvfElmIOMCRyZMWX5gZZmogmHmh1WwKabJ8HZkgVz0tmRe1P2199KVtYk33R67nmdjek0wySMAKnQZqFrYCcihEqKtCiRRUIKEXWFKTrkpUPeScKjmqIhaUaeerokozoiWSpBF8ZZKaiK2kfqq2XwGaR8Sl466Yy47nMrccHqM6wPxxb7RbL/PDCrLBfjRSvttNRW+6xnzl67WbbaXsZtt5N9C+5j4o67WLnmHoZuuoOty+5e7r47V7x0Vmvvvfjmq+++/Pbr778AS0bvqwNvUrCmB1eScKELT9JwvQLLi8PDYUpsA8WMYEymxoJwvKXHnFl8ccQi0wDymyWbTHLKMZzcLMAwx8zdbjLXbDNtYtKcM3o73+ZyCB4/Wt8NP6di5tAT4xzgzDYx3bLO0zndHXM8I0ufgEWj4mxivwJb9cQStuoo1BeH3SihX6+gIZBU+xz11GyPnDY2T+ZU9wtZQ4Z33S4mPTfand64t25OCn620EoPjiqAYqeQtyiF88342WonbqKl/xZV2rirbl++q5Akoh1FnpjvZzjdhF9eOouI/+1grYE2TfngnTsKO6Cy5y5D0D3b9jgHvLvxOyfDIzh677MVn0HwlQOtuu/NL0+05Y4v83zy0VM0veteg2An9GMbrzL33ic65U1Nnx97+LX/Yj6WghrIaNclMO8+pqDz/ens9ZMNNKIwUlWqWGU39rVnVKjKnKgCuED6eUB5CltGAhk4P7YtrnrkE5+s/qS+lSzwbg/0HzqCocAKVrBTnDvg/VxCwQ2qin/WS93/GFJC01kwdJk6Xv1sVMMf5e98GGxf+VwYtwKGyogpfEJ8PvenKl2pRlgT4QzT18EqrQ6JQVRhG/8gyKUhjMl+kZJis8anwy2K0VS0sZkaA0a4NbqRX7XgonXkiBqW7W5ldryeuvIIAzqGwY/RAeSy+Ei7cxFSj4YRZHMUyZpDos4xjFROJLcwSeNUMguXFE4mr7DJTb3xk2+EXLE6Kb1QkBJWejPlKFNJvFWKUpXBOiVIXokrWeKJlgRjpcFcCcvngPKX1MpAAIZJzGIa85jITKYyl8nMZjrzmcsDpjTJQ5FpWnNtckIeBQLwBm5qT3ilNOMtwYkBb7bBnOMU5yzJmc22xWkGpUGn7RjHwxrIkwKtY6E726lOfOJNak7rozARSY/TueCeKvknPQNaSH7Cs0Xbc+gOuBb/xXIujZ42bIgDRYDQ+1gtQdmT6Dx1QsUcCTSdRDOb7pK4zechKkToWykKOkrCHGBTpt1D6USvFlKPvo2hBhWdBWjaPwD17YgwICoNsaFSHz7tm2CDGwz7p1PAhS6fQzVRk1r4KKXq03NXlds6fzo5p55UpM0LHAh7OgGvWg+jHNzoTMMJ1hYF1YBoDd8FkdpQn9Z1QiTdXA6z+sgj1lMdC3LrB9NKk8BOdVR0RZ1a+SrUhJ70c5p77C8GSjemHRZ/KVAsASVLwBrZla1+JS1iHYtTquaVc75aK15batXSfVYGopWta2NLWdTWVHGlzR9oB2vZqDmRSkaUa04rkNsR/14EuTCN6Quam6XbQRdLd4TqI3l7tLGChrPnnJY2i6s26xYQiE99rRni2c3IqqE0nexMfMHLBuqON7Xv9e5ZF/tQixa2mrh1bxrge9+l/pdSyKHvbNWrAvuys6r7HSOEWbo/myo4i/qdroDRqN3sGri/DF4Trzx4D/gNCpESaO4I0XddQCm3BA7u4+1aG2F/7jN9YrXxjD67oh5rFrL+Na7pMEuDGDPVpy8mro6XFkAR1arGv13hBiv8QhpvNsjZ83ELY2Bk2y0ZiyiOcnnxV2Uru/bL3ouyllmr2xBi2YA9LnGRN3zm1f7qSwQW8pTvlmTnhtgfE7ShCU+74BS7FP/B79Rwhx0X6FD1+coZXq6oypzoOuNXglMW4J0eDbwLp1DLSZrzor086R/7FqJ6LvVoTe28CWP6P5byIBXNbOm2HtrRNzFTl4+MI+TemLxjVvWTON1pV6/X02jY9YDp/LrgcpDWtUZ1P5nb3lFzONLXRvOy36wGZWf7z3XE0zXHXdZtPvPc6E63utdtzGiS+92Phre8n8PLVvYyl7ikTL13ee9S2RLcIYulLvUt8HxHsOD9PngtB65wfCe8iwi3t8QdPnGCL9zgEL/4wx22b4vzW+MVb7i/GZ5xin/85CPHOMcjjnKRI4zkKwd5y0ue8o074t/vwDmwjzCAnvv850D/D7rQh070ohv96EhP+j6SzvSmO/3pUA96BqJO9apbHeoXGMAbtK4PrrfB6xYA+xrELgGyp8Hs1ED7GdQOAbaXwe0MgHu0+QsDudfC7jG8tAzwrgC+Q1rMMcC731uN1CDVfenpDXSb/D74vCt+71ln6tRuCmYTNH4Ul6/m5JtKbA0wXqEzo3znwx552qEQpCvIfChUH87TEzr1U/ew63F4AsGftT6jFwHrN7H7seL+Vp9PvF0XX3rVJTCzh++66WmI/OQXf/kuaT4LbC/QCd5VBb2vRPZvaf02pyD4T+t+b7///M7q0/CVL8H2J7F+f2qUVRrlEPirf/5V554C1K9x/3Q1d/8KtL8R/7dz+4drLTB/+hdX/Gcf+Xdk9AN8iMdkDZgDBsiAswd5pPc2gPVVNBCAg8CBVvSBdOd8Fyh5GVhpL7CAY/eAXxd7boCCauCBgQCDTTCBZ1d+L6iCbECDaOCC0tNoe2Z/vZYj0od/OIgQx2dYo3VbFdZDnseCa1J4wrUqiWZigTWEEcCD2oM0+7NVSUJSXMiEGCCDcKB6vZJriFYi6zAfXSiE4zcBOtiDOCJoZ9hkB/KFW2aDV5hmI+Yf8kMj0uVEzxaFTvgOrMd/aGggapiIgLgovfGGcFhEJfVsathYMBVqG4CFaTZsXWiCGbVqHSCGW4dAk8dVmP9jiJZIAo6IDhKSKPDnUb0SApj4hJpoVAPYRKale0UYQ4clKH5yims4ibA4iF6ziwJUi33Yhv6Hh4T3UizEYvdhhWGYi85zVKyYUZWYO+yRik9IjaTYi711ix8Qi9soEEeYhkEIjiAAii24Y+BYh2u4OoFiUukojKL4Q4ooJOZYUiQWjCMILDw0gDTyQ0uIi8p3P0zEOkPGhmY1j9G4Y1dUUKG2DqUYgvSYhxjmidW4VVaCjMqIDAF4Yq9oQYY3KOehjW7WNyNJQRq5j/yYjIcCZooHkdDliRygjivIjhEJjBkyk5NWkhXpPhIpj9jViUfFkW7YkcDjZH0CVzFFhf1rtwA2mYM7BEAFtZSRGI/Q1pBI+UBKaVu86I2xJo81uZVkEJUpuI5aKZX9eJbwYJZGYJJiIHhXN5d0WZc9t3R2mZd66XRTt5d++ZdD50iCOZiEWZiGeZiImZiKuZiM2ZiO+ZiQGZmSOZljkAAAOw==)

通过可编程的对象模型，JavaScript 获得了足够的能力来创建动态的 HTML。

* JavaScript 能够改变页面中的所有 HTML 元素
* JavaScript 能够改变页面中的所有 HTML 属性
* JavaScript 能够改变页面中的所有 CSS 样式
* JavaScript 能够对页面中的所有事件做出反应

查找 HTML 元素

通常，通过 JavaScript，您需要操作 HTML 元素。

为了做到这件事情，您必须首先找到该元素。有三种方法来做这件事：

通过 id 找到 HTML 元素

通过标签名找到 HTML 元素

通过类名找到 HTML 元素

通过 id 查找 HTML 元素

在 DOM 中查找 HTML 元素的最简单的方法，是通过使用元素的 id。

实例

本例查找 id="intro" 元素：

var x=document.getElementById("intro");

如果找到该元素，则该方法将以对象（在 x 中）的形式返回该元素。

如果未找到该元素，则 x 将包含 null。

通过标签名查找 HTML 元素

实例

本例查找 id="main" 的元素，然后查找 "main" 中的所有 <p> 元素：

var x=document.getElementById("main");

var y=x.getElementsByTagName("p");

#### 4.2 改变 HTML 元素的内容

HTML DOM 允许 JavaScript 改变 HTML 元素的内容。

改变 HTML 输出流

JavaScript 能够创建动态的 HTML 内容：

今天的日期是： Mon Sep 04 2017 12:52:36 GMT+0800 (中国标准时间)

在 JavaScript 中，document.write() 可用于直接向 HTML 输出流写内容。

实例

<!DOCTYPE html>

<html>

<body>

<script>

document.write(Date());

</script>

</body>

</html>

改变 HTML 内容

修改 HTML 内容的最简单的方法时使用 innerHTML 属性。

如需改变 HTML 元素的内容，请使用这个语法：

document.getElementById(id).innerHTML=new HTML

实例

本例改变了 <p> 元素的内容：

<html>

<body>

<p id="p1">Hello World!</p>

<script>

document.getElementById("p1").innerHTML="New text!";

</script>

</body>

</html>

改变 HTML 属性

如需改变 HTML 元素的属性，请使用这个语法：

document.getElementById(id).attribute=new value

实例

本例改变了 <img> 元素的 src 属性：

<!DOCTYPE html>

<html>

<body>

<img id="image" src="smiley.gif">

<script>

document.getElementById("image").src="landscape.jpg";

</script>

</body>

</html>

#### 4.3 改变 CSS

HTML DOM 允许 JavaScript 改变 HTML 元素的样式。

改变 HTML 样式

如需改变 HTML 元素的样式，请使用这个语法：

document.getElementById(id).style.property=new style

例子 1

下面的例子会改变 <p> 元素的样式：

<p id="p2">Hello World!</p>

<script>

document.getElementById("p2").style.color="blue";

</script>

#### 4.4 DOM 事件

对事件做出反应

我们可以在事件发生时执行 JavaScript，比如当用户在 HTML 元素上点击时。

如需在用户点击某个元素时执行代码，请向一个 HTML 事件属性添加 JavaScript 代码：

onclick=JavaScript

HTML 事件的例子：

当用户点击鼠标时

当网页已加载时

当图像已加载时

当鼠标移动到元素上时

当输入字段被改变时

当提交 HTML 表单时

当用户触发按键时

例子 1

在本例中，当用户在 <h1> 元素上点击时，会改变其内容：

<h1 onclick="this.innerHTML='谢谢!'">请点击该文本</h1>

HTML 事件属性

如需向 HTML 元素分配 事件，您可以使用事件属性。

实例

向 button 元素分配 onclick 事件：

<button onclick="displayDate()">点击这里</button>

使用 HTML DOM 来分配事件

HTML DOM 允许您通过使用 JavaScript 来向 HTML 元素分配事件：

实例

向 button 元素分配 onclick 事件：

<script>

document.getElementById("myBtn").onclick=function(){displayDate()};

</script>

onmousedown 和 onmouseup

当用户按下鼠标按钮时，更换一幅图像。

onload

当页面完成加载时，显示一个提示框。

onfocus

当输入字段获得焦点时，改变其背景色。

鼠标事件

当指针移动到元素上方时，改变其颜色；当指针移出文本后，会再次改变其颜色。

## 作业

1. 编写一个完整的HTML5的网页，内包含h1~h6, p, span, b, i, a, table, img 等元素，并通过设置CSS来为不同的元素设置不同的颜色；
2. 编写一个HTML5网页，包含一个完整的form（表单），里面有一个文本输入框（input type=text），一个选择框（select，可选项：男，女），和一个添加按钮，用户在文本框中输入名字，选择男女，按按钮即可将该用户添加到数组中，并动态加入html中的表格中显示出来。编写相对应的HTML文件和JavaScript程序。

## 教学后记