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# Introduction

This document is the Test Plan for the Producers-Consumers Economic Relationships Model. The aim of this document is to describe testing strategy and approach used to verify produced software. Following software quality attributes are taken into account in verification process

* Availability
* Correctness
* Reliability
* Testability

## Objectives

The purpose of this document is to :

* Define the activities required to prepare and perform unit, integration and acceptance testing.
* Describe and follow employed testing strategy.
* Define testing tools used
* Define deliverables

## Testing process overview

The testing activities performed to ensure quality attributes of produced software.

1. Create test harness.
2. Implement unit tests for every class.
3. Execute tests using test harness.
4. Fix software bugs to achieve all unit tests passed.
5. Implement integration tests.
6. Execute tests using harness.
7. Fix software bugs to achieve all tests passed.
8. Generate code coverage report.
9. Prepare acceptance tests
10. Perform acceptance tests.

## References

[1] Advanced Software Engineering Lecture Notes, Academic Year 2010/2011 , Dr. Stuart Barnes

[2] IEEE Standard for Software Test Documentation (Std 829-2008)

[3] IEEE Standard for Software Verification and Validation (Std 1012-2004)

[4] <http://namgivu.wordpress.com/2010/10/14/how-to-get-unit-testing-code-coverage-run-from-command-line/>

## Glossary

Available in *Software Requirements Specification for Producers – Consumers Economic Relationships Model* document .

# Tools

Two testing tools are used together with Integrated Development Environment to enable testing process for this project.

* **Google C++ Testing Framework**

Testing framework which provides functionality of unit testing . It can be easily integrated with Visual Studio IDE .

* **Microsoft Visual Studio 2010 Performance Tools**

Profiling and testing tools provided with Visual Studio 2010 IDE. These tools are used to provide code coverage of developed unit tests.

* **Vsinstr**

Used to perform coverage instrumentation of unit testing binary. Executed with following command :

*Vsintr Test.exe /COVERAGE .*

* **VSPerfMon**

Tool used to perform code coverage collection monitoring. Generates code coverage report. Executed with following command :

*VSPerfMon.exe /COVERAGE /OUTPUT:codeCoverageReport*

* **Microsoft Visual Studio 2010 IDE**

All unit tests are implemented and run using this environment together with Google Testing Framework. This IDE also gives possibility of presenting code coverage reports generated with VSPerfMon.

# 3. Test items

## 3.1. Program modules

Implementation of the project comprises of the following classes :

* Consumer
* Factory
* Model
* Offer
* Order
* Producer
* Product
* SimulationManager
* SimulationPresenter

## 3.2. Features to be tested

All modules of the program are tested with unit, integration and acceptance tests . It is necessary to ensure quality , completeness, correctness, reliability and availability of all modules and entire program. All requirements and quality attributes included in Software Requirements Specification should be fulfilled .

## 3.3. Features not to be tested

The feature which is not tested in produced software is user interface usability. Advanced user interface is not required for this project. What is more, the User interface is limited to console interface, so usability of the software from the User point of view is not checked.

# Testing strategy

Testing strategy includes White Box Testing and Black Box Testing.

## White Box Testing

The White Box Testing strategy focuses on internal perspective of the software. This software testing methodology is applied to perform unit and integration tests. At the beginning of testing process, unit tests are implemented for all classes mentioned in chapter 3. Next step is testing at integration level. The quality of White Box testing can be measured in code coverage percentage. It shows how many paths of the software were visited by written tests.

## Black Box Testing

The Black Box Testing is a method that tests software functionalities included in specification. This method is used to perform acceptance testing of *Producers-Consumers Economic Relationship Model*.

# Testing Process

Testing process

## Unit Testing

The purpose of this phase is to ensure that the class logic is complete and correct ,what ensures that component works as designed. Unit testing is the most low-level part of testing process. Testing each method of every class was important in terms of high code coverage percentage.

## Integration Testing

This phase of testing process checks correctness and completeness of modules relationships. Integration tests were implemented in the same manner as unit tests, except operating on many modules within a single test. Testing relationships between modules was essential to achieve code coverage above 95% in each class . Performing operations involving many modules dependent on each other is the only way to check all possible paths in a software.

## Acceptance Testing

### Performance testing

# Items Pass / Fail Criteria

## Unit Testing

### Pre-requisites

* Implementation of all classes is completed.
* Test Harness created.
* All unit tests implemented and added to test harness

### Pass criteria

* Test harness executed correctly
* All tests passed

### Fail criteria

* Test harness execution failed
* Test harness executed with fails.

## Integration Testing

### Pre-requisites

* Test harness executed correctly on unit level
* All unit tests passed
* All integration tests implemented and added to test harness
* Code coverage tools prepared

### Pass criteria

* Test harness executed correctly
* All tests passed
* Overall code coverage above 90%

### 6.2.3 Fail criteria

* Test harness execution failed
* Test harness executed with fails
* Overall code coverage below 90%

## Acceptance Testing

### Pre-requisites

* All integration tests passed
* Full understanding of software requirements achieved.

### Pass criteria

* All functionalities included in *Software Requirements Specification* fulfilled.
* Software performance is satisfying.
* Each Black Box test performed resulted with correct output of the software.

### Fail criteria

* Missing functionality
* Software performance is not satisfying
* Incorrect or unexpected software’s output achieved when running Black Box test

# Testing Process Results

## Consumer

## Factory

## Model

## Offer

## Order

## Producer

## Product

## Simulation Manager

## Simulation Presenter

# Deliverables

* Test Plan document
* Test harness
* Code coverage report
* Tests source codes
* Acceptance testing artifacts