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## Load all required packages

Note: rstan and rstanarm require a c++ compiler to run

[Download the C++ compiler here](https://github.com/stan-dev/rstan/wiki/Installing-RStan-on-Windows)

library(Metrics)

## Warning: package 'Metrics' was built under R version 3.4.4

library(readr)  
Data <- read\_csv("~/ParkBreak/Seasonal.csv")

## Warning: Missing column names filled in: 'X1' [1]

## Parsed with column specification:  
## cols(  
## X1 = col\_integer(),  
## Year = col\_integer(),  
## Season = col\_character(),  
## SeasVis = col\_integer(),  
## MedGas = col\_double(),  
## MedGoogle = col\_integer(),  
## GoogStag = col\_integer(),  
## Winter = col\_integer(),  
## Fall = col\_integer(),  
## Summer = col\_integer(),  
## Spring = col\_integer(),  
## Overnight = col\_integer(),  
## MedCCI = col\_double(),  
## GasStag = col\_double(),  
## CCIStag = col\_double()  
## )

View(Data)  
library(rethinking)

## Loading required package: rstan

## Loading required package: ggplot2

## Loading required package: StanHeaders

## rstan (Version 2.17.3, GitRev: 2e1f913d3ca3)

## For execution on a local, multicore CPU with excess RAM we recommend calling  
## options(mc.cores = parallel::detectCores()).  
## To avoid recompilation of unchanged Stan programs, we recommend calling  
## rstan\_options(auto\_write = TRUE)

## Loading required package: parallel

## rethinking (Version 1.59)

##   
## Attaching package: 'rethinking'

## The following object is masked from 'package:Metrics':  
##   
## se

library(shiny)  
library(rstanarm)

## Loading required package: Rcpp

## rstanarm (Version 2.17.3, packaged: 2018-02-17 05:11:16 UTC)

## - Do not expect the default priors to remain the same in future rstanarm versions.

## Thus, R scripts should specify priors explicitly, even if they are just the defaults.

## - For execution on a local, multicore CPU with excess RAM we recommend calling

## options(mc.cores = parallel::detectCores())

## - Plotting theme set to bayesplot::theme\_default().

##   
## Attaching package: 'rstanarm'

## The following object is masked from 'package:rethinking':  
##   
## se

## The following object is masked from 'package:Metrics':  
##   
## se

library(rstan)  
library(MASS)  
library(ggplot2)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following object is masked from 'package:MASS':  
##   
## select

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyr)

##   
## Attaching package: 'tidyr'

## The following object is masked from 'package:rstan':  
##   
## extract

First, we will create frequentist models to check for significance and do leave-one-out cross validation (LOOCV) of our models.

The first step in model creation is to standardize all of our variables so that the slopes are comparable.

stdize<-function(x) {return((x-mean(x)/(2\*sd(x))))}  
Data$stdcci<-stdize(Data$CCIStag)  
Data$stdgoog<-stdize(Data$GoogStag)

Now create the different models Note: only the significant variables are displayed here…this is to save you from running the 50+ models that were required for parameter elimination.

M1<-glm.nb(SeasVis~stdcci,data=Data)  
M2<-glm.nb(SeasVis~stdgoog,data=Data)  
M3<-glm.nb(SeasVis~Season,data=Data)  
M4<-glm.nb(SeasVis~stdcci+stdgoog,data=Data)  
M5<-glm.nb(SeasVis~stdcci+Season,data=Data)  
M6<-glm.nb(SeasVis~stdgoog+Season,data=Data)  
M7<-glm.nb(SeasVis~stdgoog+Season+stdcci,data=Data)  
M8<-glm(SeasVis~stdgoog+Season+stdcci,family="poisson",data=Data)

Let’s run the LOOCV for the negative binomial and Poisson distributions

leftout<-rep(NA,times=length(Data$SeasVis))  
for(i in 1:length(Data$SeasVis)){  
 sub\_dat<-Data[-i,]  
 m\_sub<-glm.nb(SeasVis~stdcci+stdgoog+Season,data=Data)  
 leftout[i]=predict(m\_sub,newdat=Data[i,])   
}  
  
R2 <- function (x, y) cor(x, y) ^ 2  
R2mod<-R2(exp(leftout),Data$SeasVis)  
library('Metrics')  
rmsemod<-rmse(leftout,Data$SeasVis)  
R2mod

## [1] 0.9255936

rmsemod

## [1] 471637.3

leftout<-rep(NA,times=length(Data$SeasVis))  
for(i in 1:length(Data$SeasVis)){  
 sub\_dat<-Data[-i,]  
 m\_sub<-glm(SeasVis~stdcci+stdgoog+Season,family="poisson",data=Data)  
 leftout[i]=predict(m\_sub,newdat=Data[i,])   
}  
  
R2mod<-R2(exp(leftout),Data$SeasVis)  
rmsemod<-rmse(leftout,Data$SeasVis)  
R2mod

## [1] 0.9271636

rmsemod

## [1] 471637.3

Cool, now that we know that the negative binomial model affords us the greatest out of sample predictive power, let’s run this model in a Bayesian context.

fcmod<-stan\_glm.nb(SeasVis~stdgoog+Season+stdcci,data=Data)

##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 1).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.529 seconds (Warm-up)  
## 0.546 seconds (Sampling)  
## 1.075 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 2).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.55 seconds (Warm-up)  
## 0.407 seconds (Sampling)  
## 0.957 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 3).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.522 seconds (Warm-up)  
## 0.487 seconds (Sampling)  
## 1.009 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 4).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.571 seconds (Warm-up)  
## 0.482 seconds (Sampling)  
## 1.053 seconds (Total)

Great, now we have our Bayesian model, lets examine the posterior distributions and check out some plots.

bayesplot::color\_scheme\_set("brightblue")  
plot(fcmod, "areas",prob = 0.5, prob\_outer = 0.9)
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plot\_title <- ggplot2::ggtitle("Posterior Distributions")  
plot(fcmod, "hist") + plot\_title

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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plot(fcmod, "dens\_overlay", pars = "(Intercept)"  
) + plot\_title
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These ^^ are useful, we can see that out chains are converging and out parameters look significant, lets look at the posterior distributions in a better way though.

sam<-as.matrix(fcmod)  
sam<-as.data.frame(sam)  
  
  
sam <- sam %>% gather(value, sam[1:8,])  
  
colnames(sam)[1] <- "Parameter"  
  
colnames(sam)[2]<-"Estimate"  
  
sam<-filter(sam, sam$Parameter!="(Intercept)")  
sam<-filter(sam, sam$Parameter!="reciprocal\_dispersion")  
  
library(ggjoy)

## Warning: package 'ggjoy' was built under R version 3.4.4

## Loading required package: ggridges

## Warning: package 'ggridges' was built under R version 3.4.4

## The ggjoy package has been deprecated. Please switch over to the  
## ggridges package, which provides the same functionality. Porting  
## guidelines can be found here:  
## https://github.com/clauswilke/ggjoy/blob/master/README.md

ggplot(sam, aes(x=Estimate, y=Parameter, height=..density..)) +  
 geom\_vline(xintercept = 0, col = "grey70") +  
 geom\_density\_ridges2(col = "grey70", fill = "royalblue", scale = 2.4) +  
 ggtitle("Parameter Estimates") +  
 theme(plot.title = element\_text(color="black", size=24, face="bold"))+  
 theme(axis.title.x = element\_text(size=20,face="bold"))+  
 theme(axis.title.y = element\_text(size=20,face="bold"))+  
 theme(axis.text = element\_text(size=18))+  
 theme(axis.text = element\_text(size=18))

## Picking joint bandwidth of 0.0157
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Cool, now lets look at our R^2 from our LOOCV and look at our predicted vs observed values over time.

We need to make a LOOCV data set for overnight visitation first

fcmodON<-glm.nb(Overnight~stdgoog+Season+stdcci,data=Data)  
leftout2<-rep(NA,times=length(Data$SeasVis))  
for(i in 1:length(Data$SeasVis)){  
 sub\_dat<-Data[-i,]  
 m\_sub<-glm.nb(Overnight~stdcci+stdgoog+Season,data=Data)  
 leftout2[i]=predict(m\_sub,newdat=Data[i,])   
}  
  
R2mod2<-R2(exp(leftout2),Data$Overnight)

Note: if your “leftout” is still set to a Poisson distribution, so back and set it to negative binomial

par(mfrow=c(1,1))  
  
plot(exp(leftout)~Data$Year,col="red", cex=2,pch=17, ylab="Total Visitation",xlab="Year",  
 main="Predicted vs Observed Total Visitation by Season")  
legend("topleft", pch=c(17,16), col=c("red", "blue"), c("Predicted", "Observed"))  
points(SeasVis~Year,data=Data,cex=2, pch=16, col="blue")
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plot(exp(leftout2)~Data$Year,col="red", cex=2,pch=17, ylab="Overnight Visitation",xlab="Year",  
 main="Predicted vs Observed Overnight Visitation by Season")  
legend("topleft", pch=c(17,16), col=c("red", "blue"), c("Predicted", "Observed"))  
points(Overnight~Year,data=Data,cex=2, pch=16, col="blue")
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plot(leftout,log(Data$SeasVis),pch=16,cex=2,main="Leave-One-Out Cross Validation: Predicted vs Observed Total Visitation",  
 xlab="Log of Predicted Total Visitation",ylab="Log of Observed Total Visitation")  
abline(lm(leftout~log(Data$SeasVis)),col="red",lwd=2)  
legend("topleft", bty="n", legend=paste("R2 =", format(R2mod, digits=4)))
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plot(leftout2,log(Data$Overnight),pch=16,cex=2,main="Leave-One-Out Cross Validation: Predicted vs Observed Overnight Visitation",  
 xlab="Log of Predicted Overnight Visitation",ylab="Log of Observed OvernightVisitation")  
abline(lm(leftout2~log(Data$Overnight)),col="red",lwd=2)  
legend("topleft", bty="n", legend=paste("R2 =", format(R2mod2, digits=4)))

![](data:image/png;base64,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)

Last thing we will do is see how many of our data points fall within the 50% credibility interval that we use for the forecasting app. The first example is Total visitation, the second is Overnight visitation

n1<-25  
n2<-75  
  
fcmod<-stan\_glm.nb(SeasVis~GoogStag+CCIStag+Season,data=Data)

##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 1).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.526 seconds (Warm-up)  
## 0.522 seconds (Sampling)  
## 1.048 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 2).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.567 seconds (Warm-up)  
## 0.466 seconds (Sampling)  
## 1.033 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 3).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.59 seconds (Warm-up)  
## 0.499 seconds (Sampling)  
## 1.089 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 4).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.526 seconds (Warm-up)  
## 0.528 seconds (Sampling)  
## 1.054 seconds (Total)

leftout<-rep(NA,times=length(Data$SeasVis))  
for(i in 1:length(Data$SeasVis)){  
 df <- data.frame(CCIStag=Data$CCIStag[i],  
 GoogStag=Data$GoogStag[i],  
 Season=Data$Season[i])  
 mod<-(posterior\_predict(  
 fcmod,df,draws=4000))  
 upbound<-min(mod[mod > quantile(mod,prob=1-n1/100),])  
 lwrbound<-max(mod[mod < quantile(mod,prob=1-n2/100),])  
 inside<-sum(Data$SeasVis[i]>lwrbound & Data$SeasVis[i] < upbound)  
   
 leftout[i]= inside  
   
}  
totinside<-sum(leftout)  
percinside<-totinside/39  
percinside

## [1] 0.9230769

fcmodON<-stan\_glm.nb(Overnight~GoogStag+Season+CCIStag,data=Data)

##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 1).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.532 seconds (Warm-up)  
## 0.53 seconds (Sampling)  
## 1.062 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 2).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.561 seconds (Warm-up)  
## 0.495 seconds (Sampling)  
## 1.056 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 3).  
##   
## Gradient evaluation took 0 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 0 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.531 seconds (Warm-up)  
## 0.493 seconds (Sampling)  
## 1.024 seconds (Total)  
##   
##   
## SAMPLING FOR MODEL 'count' NOW (CHAIN 4).  
##   
## Gradient evaluation took 0.001 seconds  
## 1000 transitions using 10 leapfrog steps per transition would take 10 seconds.  
## Adjust your expectations accordingly!  
##   
##   
## Iteration: 1 / 2000 [ 0%] (Warmup)  
## Iteration: 200 / 2000 [ 10%] (Warmup)  
## Iteration: 400 / 2000 [ 20%] (Warmup)  
## Iteration: 600 / 2000 [ 30%] (Warmup)  
## Iteration: 800 / 2000 [ 40%] (Warmup)  
## Iteration: 1000 / 2000 [ 50%] (Warmup)  
## Iteration: 1001 / 2000 [ 50%] (Sampling)  
## Iteration: 1200 / 2000 [ 60%] (Sampling)  
## Iteration: 1400 / 2000 [ 70%] (Sampling)  
## Iteration: 1600 / 2000 [ 80%] (Sampling)  
## Iteration: 1800 / 2000 [ 90%] (Sampling)  
## Iteration: 2000 / 2000 [100%] (Sampling)  
##   
## Elapsed Time: 0.582 seconds (Warm-up)  
## 0.519 seconds (Sampling)  
## 1.101 seconds (Total)

leftout<-rep(NA,times=length(Data$SeasVis))  
for(i in 1:length(Data$SeasVis)){  
 df <- data.frame(CCIStag=Data$CCIStag[i],  
 GoogStag=Data$GoogStag[i],  
 Season=Data$Season[i])  
 mod<-(posterior\_predict(  
 fcmodON,df,draws=4000))  
 upbound<-min(mod[mod > quantile(mod,prob=1-n1/100),])  
 lwrbound<-max(mod[mod < quantile(mod,prob=1-n2/100),])  
 inside<-sum(Data$Overnight[i]>lwrbound & Data$Overnight[i] < upbound)  
   
 leftout[i]= inside  
   
}  
totinside<-sum(leftout)  
percinside<-totinside/39  
percinside

## [1] 0.8717949