CMSC 350 – Project 1: Infix Evaluator

UML for written classes: 1

Test Plan: 2 – 4

Lessons Learned: 5

1. **UML**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAT4AAADzCAIAAACQW+25AAAWlklEQVR42u2dD1RUZd7HPaJxPL5Gmm8akYFC4Bp5zF5B6i1TdzlKkcghwDjaKuvGgrHSaynHVcq0dwshdVWQNlFsdmYYGBwIiRawzDFHhP7YpnYKK+e4RtuKnpQw6v1ynt57bjN3huHPMP++n/MczsOdey/3Pr/nc5/nuc+dy7CfCCEeyDAWASFUlxBCdQkhVJcQqksIobqEEKpLCNUlhFBdQgjVJYRQXUKoLiGE6hJCqC4hVJcQQnUJIVSXEKpLCKG6hBCqSwihuoRQXUKIh6nb1NS0kfSLjz76iPWPuExdVMFhpF88+eSTrH/E9eqyFXWc+fPno8QmTpx4/fp1VkHiSnXxk0XZJ8aPH49yO3HiBIuCUF1PIiUlBeWWmpr69ttvt7a2trW1dXR0sFgI1XV39Ho9yu322283GAyw99SpU+3t7SwWQnXdnStXrvj5+aHodu3aBXuNRiMa3s7OTpYMobruzrx581B0aWlparX6zTffRMPLPjNxpbrihnOvG5aWlt5yyy1oeR544AHHtxrMMx/YX0Q7OWfOnIEcwO7du3EAERERBw4cQMNrMpnYZyYe0OqOHDkSG167ds1VEyQDVHfg1xr0kLEHlENRUVFFRQVGvOwzE3dpdUVeq9WGh4ejjs6cOfODDz6QlkvIt/r444/RFMfExIg9YBP8ioXiVzRQYWFh2FVkZGR1dbVYiN4mtk1ISJCOITExEUuwHPlz586heRw1apQ4ALSWto5T8RQUN7c+foDTnDZtGlbDyer1eou9vffee+hlSOclwFngo4yMDPaZiTuqKwe13766YM2aNcgfOnRIpVIh8/zzz4vlb7zxhsWGkodBQUFw5ttvv0X+m2++ge2BgYGS/PJN4FWf1FXc3Pr4cbQWCxsbG60LQX59AZs2bcLCqKgo9pmJO6obFxeHXrGYDvH39+/VFvSig4OD0SJNmjQJ7Vh3d7dYjlGxUBr5w4cPI5+UlCQ+Wr9+PX7dtm0b8viJfG5ursWhfvbZZ7YOwM7BOLI5QMuMX1euXIkzxU/kxRheWnP16tWiDZfv89ixY/goICAAI3+UD65EZrOZlZK4i7rnz5/vqy3oDIslzc3N0kJoY9GyjRkzRurWSk369OnTkT9z5oz8lhJa8hkzZtg6APsH0+vm0rF9//33yOMn8uhjy9f88ssvFQsQvWh8+swzz6C/3dDQcPbsWQ53ibuo29ePwNatW8WS3bt3W9zZkoOOsfTp3LlzsUS07ffff7+0fOfOnViCZvmTTz5xRF0hnvSrI5tbqCuuIxbq2irArKwsfDpv3jyMDmpra1tbWzncJZ6qLgarY8eOnThxIhpVZPCrfNiJEa/ikWC4iE/Rx8bP1157TVqOnWAJdBJ3sxQPQFwU0BVH5zwzM1P+kf3N0bf/7rvvpM48usrYg+gwS1NH9tUV/Ytbb72Vw13i8eqKqr9///7CwkJxA1YsV6vVFq1ubGystAcMMuG5aO5glLQcw2Zp/dGjR+OnaNbkfxGttPUdNfubi2sESElJ+en/H2yU88477ziiLg71xhtvxAovvPACp4iIB6uLHiMy0dHRYrkYYWKh+BXN6dSpU9FPDggIQPMobilLZGdnY+Xly5fLF2KkKuZsFixY8Omnn2KFp59+2uIA0BkWs1CTJ0/GJUP+ka3N4Sr6BVguzfdgsBoZGYklOEJ516DXGeDFixeLW26cIiKuVJf0FfFYVVhYGPvMhOp6EhcuXBBfRdixYwf7zITqehJisJ2ens4+M6G6noR4rOqee+5hn5lQXU9CTBqPHDmyuLiYj1WRoVB32bJlqHMPPvggXxY3QMaNG4eSDAwMTEpKWrp06apVq9avX89i8W6amppcpi6k5WtZCekfA+muDlTdJ554Qjw5lEcGRlZWFooR5cm2yBdwvboc6xLSb3Gys7PNZnN7e3tHR0dfpwOpLiEuU3fFihWtra1nz56FwH2dDqS6hLhM3dTU1IaGBpPJBHv7Oh1IdQlxmbqJiYl6vR72ou3t63Qg1SXEZeouWrRIpVJJL+KmuoR4jLr79u2TXpBCdQmhulSXEKpLCKG6hFDdIVS369+XLzadZOpf6rp0xdlVigEamgB5nro4PfWwWUz9S18fPulsdRmgoQmQp6p7ujD/YpOayfF0uiB/KNVlgJwdIE9VF6f6448tTI6nfzaqh1JdBsjZAaK6vlUz6gpKjEZjvx9YZ4DcJ0BU17dqhjZvq8Fg6PcD6wyQ+wTIC9XtvGZq0b1au+yp8rsWqf1jxOi/YkrcW2mrztcd6O5q9uWaUbZui0ql6vcD6wyQ+wTIq9S93t1iLNqmmRSrCY8vz1yjK91ZYaqs+MBQ0VKlUxVrc3K10xdXhiz4XLXHZ2vG/rWbS0tL+/3AOgPkPgHyHnUvdxyrjP+dJmRh+a7CntpgI+mKt5WHPfzOYxnXr5p8sGZoNuajZvQ72AyQ+wTIS9RFtaiYk6aJTta9rbZTLX5Oxyqw8t/nLvWpyuFadRkgqqtQM9AN67mcRyf3hLzXaiFSSxUqx7vJGawZQ6AuA0R1lWtGz/ApZKFDl/NfXtqrIuLP+cywyoXqMkBUV6FmdF4zaSbF2h8+2UpVJdurp8T5yC1NV6nrywH64YdmqmuzZrToXtWEx1tHXW3SJWekTgia6DfCL2jy7dlbcqLmzr7z7nCL1apnJplry6Tik7+ceuTIEbW1f5F/pFjiisttrWzxV/AnZsyIOH68zP5qgqSkX3uiuoMeIDvnWFOz3d//hszMx+wEywLHC7BPK4s0ffqdVNdmzeiZHsxcYxFvTXMlKoHi2+It1jyUu8GUnqMYHng7apS/3N7BCrP0Ka7Kf/1rXnh4sP29/etfh6dNm3LhwlueqK7zAmSdLK62g6LfQLbt0yY+p275tEU904O/jHdK5uPYZ8C4gPW78nStBw8Y1bjAK9aMKu2e2oh4W2WNeoDaIP8Imn3xxSFkvvqqLjIyVL7JxYsNc+f+F2wvK3tBWgjrFiy4DzuJjZ2NvOJfwSb4CTmxT7Fni6s12ludLt/+Dl966Y+TJ98mDmP+/CisgINpb29yubpOCpA45eDgQElXeUMqfqKIjh4tRaa+frfosyi6ZB3TY8f2ozeEPd9yy7h9+zZZ/2nr47HeRH48ikGRR80X1VX7Rf88rS9Lt04KxD43FD0nX3hH2B3W/bGKlirszc5l0iJgq1c/XlS0Hhm0lrm5K+QrZGQkvf76FjSk2dlL5AuFkFVVhVhu/Vf27n0uP7+nVdmwYeWuXbnIYP/PPvuEtIJG8+clSxZIv9raofjTyK9cuRj7RAYVKD09weXqOilAyKCUcMrWl1cp8/77mujoSKwzc+ZUUWiK6lrHdOrUkIaGYmRwxQwI+A9H1LW/iWJQ5FHzSXWHzbIeRw0fPtz6+m0r9UldXL9TUmKRwU9caOUr4HIrwnDp0hFp4fjxN0m7mjjxZsURV0HB/2AhRrxxcf+NTGLiPPwVqSVHayxvPG3tUKoBY8feKPKdncelOuRKdZ0TIGS6uk7YkkrKpKUtfOSRBzZu/L2dsa51TO1UAFvq2t9EMSjyqLHV/Tkpdr0UU/WHfVMXZS3kCQubZLGCdO232ErCz2+49V85ceJ1OC/yQUETRGiliCYkPFRTs93WjRbFHcrz8kNyq1Z34AFSPGXrDC6IKISrV9+zY5p1THGt3LQpEyajLXVQXcc3se4j+Ki6+rsTrIdSN40f29OalW/vtWY0Gfb2aawrrs3o4i5f/qjFcrSBoh24fPldaaG83bP1V/z9b5C6VegDixbAusfr4A4l83EwY8aMdrm6TgqQg+qiPGNipr/44lP27xtZxHTWrLs2b84yGLa1tb1hZ+e4zkp5+5soBsXX1W1MX219AzNheSL2efOE8et2/EnXehBLdlYXx/zmvsDg2yzWPJK3ydYNTDR3o0b5S42e9FFJyQbkKyu3WtcSMWRas2aZfKwrboH87W//i3GX9V/BJnPm3CtdKdCzwv6RN5vrZ8yIwFXAopL1ukPUP1Qg9xnrOilAjqh7+rQeo1wIFhkZamesax1TxB3bYkP5bQt59wqRgooYJEsLFTfBmiKCikHxdXXP1x3QRsRbzxkqzj3MeihKvprhVE19VHJf53UvXHgLH1kPtMS9X7S9e/c+J+9HxcbOxvqoPf/4R6X1vC68xXVaLMc+sRDSIv/oo3MUB2a2digdp7jRjRXmz49yhzvMgx4gx9XFKPfIkdeQqavbifK0M69rEdOqqkL0e9FUbt/+rPXORV8MjacQ3s4miYnzRJdKMSi+rm53V3NlyALrh3U0zZVLc3475VehfiP8kILDQ9Kyl2lb9PJ1TNqSmlA3eljn6NFS9Lu87GkqbwoQH4Qc5GeYP1ftKZ8c19dHZGtPVtVOW+RWj8iOHj1KdKu87BlmrwkQ1R38L/0dWZKlm53q+BdTDp2qaVy43JjyB34xZWi+9McAUV3lmnH9qqlp4YqeyvGu1pHLOapF0/xl/DrokKnLAFFdmy9hQJiNj6+qCn1YX/SKrTphOFWD4RO6Ybic8yUMQ/yWDAaI6tp7axmGRtVT4g7elfDm07mGst3iYYDqDw2NB/ceydtUH5VcExp3zodffeRCdRkgqtvLCwe7u5ov1L9+MuuZ+nuTNCOixQsHUSFM6Tnm2jIff+Ggy9VlgKguX/PrqeoyUV3Gm+pSXarLmkF1qe4QqHumMB+nyuR4Ev9IbsjUZYCcHSD+f13fSkOmLpOzA+Sxre4rL/M/svYpnSl8eUhbXQbIyQHiWJdDKY51OdalulSXAaK6rBlUlwGiukxUl+pSXarLAFFdzutyXpeJ87pMnNflvC7ndTmvy3ldzutyrMuxLhPHuqwZVJcBorqsGVSX6lJdqssAUV3WDKrLAHmpuqcLOG3o1vO6DBDndTltyHldBsgr1O26dOXrwydFqiso0eZtLVu3Zf/azThnpt7T3v3OVpcBGpoAeZ66coxGo8FgUKlUpaQvoMRQbii9tra2n5wJA+S8AHm2uq2trThivV6PU91HHANlhRJDuaH0zGazU9VlgJwXIM9WF8dqMplw0LhEaYljoKxQYig3lF57e7tT1WWAnBcgz1YX1yQcLi5O6Fo0EMdAWaHEUG4ovY6ODqeqywA5L0CerS5ODJclnCGGBGeJY6CsUGIoN5ReZ2enU9VlgJwXIM9WlxCfheoSQnWpLiFUlxBCdQmhulSXEKpLdQmhuoRQXapLCNWluoRQXUII1SWE6lJdQqguIYTqEkJ1qS4hVJfqEkJ1CaG6VJcQqkt1CaG6hBCqSwjVpbqEUF1CCNUlhOpSXUKoLtUlhOoSQnWpLiFUl+oSQnUJIVSXEKpLdQmhuoQQqksI1aW6hFBdqksI1SWE6lJdQqgu1SWE6hJCqC4hVJfqEkJ1qS4hVJcQqkt1CaG6VJcQqksI1aW6hFBdqksI1SWEUF1CqK5nqNv178sXm056d+q6dIX1mOp6m7qo2ephs7w7fX34JOsx1fVOdU8X5l9sUntfOl2QT3Wprjeri1r+448t3pf+2aimulSX6nqqunUFJUajsbW1FZEzm80dHR2s1lSX6nqAutq8rQaDAZEzmUwIXnt7O6s11fV+dTuvmVp0r9Yue6r8rkVq/xhx46diStxbaavO1x3o7mp2f3XL1m1RqVR6vR7BQ9uLhpfVmup6s7rXu1uMRds0k2I14fHlmWt0pTsrTJUVHxgqWqp0qmJtTq52+uLKkAWfq/a4ubr7124uLS2FvWh70XNua2tjtaa6Xqvu5Y5jlfG/04QsLN9V2KOrjaQr3lYe9vA7j2Vcv2pyW3U1G/Ohbr/jR6iux6gLbyvmpGmik3Vvq+14+3M6VoGV/z53qRvaS3Wprg+pi35yT3sbndzjZK/eitRSBXvfTc6guoTqukzdnvFtyEKH2ttftr1VEfHn3GzcS3Wprq+o23nNpJkUa398aytVlWyvnhLnVvecqS7V9RV1W3SvasLjrbVUm3TJGakTgib6jfALmnx79pacqLmz77w73GK16plJ5toyyRwcth2vamq2+/vfkJn5mJ3VsM7IkSOwwqhR/g0NxXb2LC2Rf0R1qa6vqNszf5u5xkJITXMlLB2mhMWah3I3mNJzHFQXTtbW/sXOCvgUxop1Kiu3jhkz+ujRUqpLqK6CuuXTFvXM3/5SyJTMx3EAAeMC1u/K07UePGBUowVWVLdKu6c2Il5Rp5de+mNwcKCkqyS/tFps7GxhZn397qSkXwu30epKe4O9+fk5VJdQXQV11X7RPz93IUu3TgrEAWwoek6+8I6wO6w7zBUtVdibok7PPvvEDz80w1sIqSjb++9roqMjsc7MmVO/+qrOfqNNdQnV/aW6w2ZZD3SHDx9u3cDaSrbU7eo6YcsxKZOWtvCRRx7YuPH31hLKW2mqS6iuQ62uYt9YMVV/aFNdOwulzPHjZWiTr159r1c/paZbPnKmusR31dXfnWA91r1p/FgcQEH59l7VbTLstTXWdUTd7OwlMTHTX3zxKcX7WPLONrrWX3xxSPoIeWxIdYnvqtuYvtr6DnPC8kQcwM0Txq/b8Sdd60Es2VldHPOb+wKDb7NY80jeJsU7zI6oe/q0HqPczs7jkZGhYqwrv8NcU7MdeemuVVNTCbrWZnM98lg5MXHekSOvUV3iu+qerzugjYi3ntRVnBya9VCUfDXDqZr6qGTFeV1H1IWKQr+6up2PPjpH3tJiBeuZJJ0uPzDwP/FRUNAEjebPinewqC7V9RV1u7uaK0MWWD9NpWmuXJrz2ym/CvUb4YcUHB6Slr1M26KXr2PSltSE8mkqQnVdoS7S56o95ZPj+voMc+3Jqtppi/gMM6G6LlMX6ciSLN3sVMe/OXToVE3jwuXGlD/wm0OE6rpS3etXTU0LV/TY+67WkfYW3jbNX8bv6xKq62J1hb3Gx1dVhT6sL3rFlrSGUzUY36KfjPaWb8kgVNct1BUJY9fqKXEH70p48+lcQ9lu8bRG9YeGxoN7j+Rtqo9KrgmNO+f276aiulTXF98I2d3VfKH+9ZNZz9Tfm6QZES3eCAljTek55toyj3gjJNWlunwPs0e+h5nqUl2qS3UJ1aW6VJdQ3QGqe6YwH7Xc+5L4T39Ul+ry/+t6ZKK6VNd7W91XXvbK/697pvBlqkt1OdblWJdQXapLdQnVpbpUl1BdqkuoLtWluoTqcl6X87qE6lqqy3ldQnU9s9XlvC6huhzrcqxLqC7VpbqE6lJdqkt1qS7VJVSX6lJdQnX7pe7pAs7rEqrrgepyXpdQXQ9Tt+vSla8PnxSprqBEm7e1bN2W/Ws3o7p7T9q7n+pSXW9TV47RaDQYDCqVqtQbwXnh7HCObW1trNZU16vUbW1txenp9XrU8n3eBc4I54WzwzmazWZWa6rrVerixEwmE84QrZPWu8AZ4bxwdjjH9vZ2Vmuq61XqojnCuaFdQq+ywbvAGeG8cHY4x46ODlZrqutV6qJOo0VC5cZo8Kx3gTPCeeHscI6dnZ2s1lTXq9QlhOpSXUKoLtUlhOoSQnWpLiFUl+oSQnUJIVSXEKo7gCMQ9hJCHERY4xbqEkL6iivVbWpqki4kqampiYmJiwghjrF27dp+f99z2CB23731S3mEuOH3PQdTXW/9Uh4hbvh9z8FU11u/lEeIG37fczDV9dYv5RHiht/3HPYTIcQDobqEUF1CCNUlhFBdQryN/wPCIWXT4CKysQAAAABJRU5ErkJggg==)

1. **Test Plan**

* *Test each operator:*
  + *Testing no-spaces, order of operations, parentheses*
  + Input: (2+3\*5)-8/5\*(5-2)
  + Expected Output: 14
  + Actual Output: 14

**PASS**

* + Input: 72+9
  + Expected Output: 81
  + Actual Output: 81

**PASS**

* + *Testing with spaces*
  + Input: 8 - 8
  + Expected Output: 0
  + Actual Output: 0

**PASS**

* + *Testing no spaces and spaces*
  + Input: 8- 22
  + Expected Output: -14
  + Actual Output: -14

**PASS**

* + *Testing spaces and no spaces*
  + Input: 4 \*7
  + Expected Output: 28
  + Actual Output: 28

**PASS**

* + Input: 10 / 2
  + Expected Output: 5
  + Actual Output: 5

**PASS**

* + *Testing integer division (rounding down)*
  + Input: 20 / 7
  + Expected Output: 2
  + Actual Output: 2

**PASS**

* + *Testing integer division with result = 0*
  + Input: 4/5
  + Expected Output: 0
  + Actual Output: 0

**PASS**

* *Test precedence/order of operations*
  + *Testing higher precedence ops after lower precedence, parentheses*
  + Input: 4+3\*5-2/(1+1)
  + Expected Output: 18
  + Actual Output: 18

**PASS**

* + *Testing with lower precedence after higher precedence ops, parentheses*
  + Input: (5+5)/2\*3+1-4
  + Expected Output: 12
  + Actual Output: 12

**PASS**

* + *Test nested parentheses*
  + Input: (((5-2)+3)\*4)
  + Expected Output: 24
  + Actual Output: 24

**PASS**

* *Test division by 0*
  + Input: 5/0
  + Expected Output: JOptionPane with message “Denominator cannot be 0” (program still runs)
  + Actual Output: JOptionPane with message “Denominator cannot be 0” (program still runs)

**PASS**

* *Test unexpected/invalid input*
  + *Test no input – was not sure what type of error (if any) to expect*
  + Input:
  + Expected Output: JOptionPane with error message (program still runs)
  + Actual Output: JOptionPane for EmptyStackException (programs still runs)

**PASS**

* + *Test with invalid characters*
  + Input: 2a \* 3
  + Expected Output: JOptionPane – IllegalArgumentException (program still runs)
  + Actual Output: JOptionPane – IllegalArgumentException (program still runs)

**PASS**

* + *Test with invalid characters*
  + Input: b
  + Expected Output: JOptionPane – IllegalArgumentException (program still runs)
  + Actual Output: JOptionPane – IllegalArgumentException (program still runs)

**PASS**

* + *Test malformed equation - parentheses*
  + Input: (5 – 2)) + ((3 – 2)
  + Expected Output: JOptionPane – IllegalArgumentException (program still runs)
  + Actual Output: JOptionPane – IllegalArgumentException (program still runs)

**PASS**

* + *Test malformed equation – orphaned operator*
  + Input: 5 ++ 3
  + Expected Output: JOptionPane – IllegalArgumentException (program still runs)
  + Actual Output: JOptionPane – IllegalArgumentException (program still runs)

**PASS**

* + *Test malformed equation – orphaned operator*
  + Input: + 5 + 3
  + Expected Output: JOptionPane – IllegalArgumentException (program still runs)
  + Actual Output: JOptionPane – IllegalArgumentException (program still runs)

**PASS**

1. Lessons Learned

The biggest takeaway from this project is that I explicity leveraged the power of a stack data structure. This is something that I may have implicitly done in the past via recursion, but an integral part of the algorithm requires the use of a stack in order for this to work. Additionally, this was the first time I have been had to write the code for a GUI myself rather than having it generated by an IDE. So although I was already aware of how it worked, I had to learn or relearn the parts for the actual layout of the GUI.

Although DivideByZero was required, I wanted the program to run gracefully no matter what exception and to be able to give useful feedback to the user. This definitely helped in my understanding not just through practice, but also by forcing myself to understand where an exception was ocurring and to evaluate whether I should simply catch it or prevent the program from ever reaching that state. One example was with the EmptyStackException that would get thrown when *solveNext()* was called. This would happen because it pops 2 off of numbers and 1 off of operators. I figured out that the reason this state would ever be reached is due to a malformed equation or an invalid format. So, instead I check for valid stack sizes and if they aren’t then an IllegalArgumentException is thrown since this is the cause of even getting an empty stack in this case.