Experiment-1

**Aim:** To Perform Linear Search and Binary Search on an array

**1.Linear Search:**

**Algorithm:**

\*Start from the leftmost element of arr[] and one by one compare x with each element of arr[].

\*If x matches with an element, return the index.

\*If x doesn’t match with any of the elements, return -1.

**Source Code:**

#include<stdio.h>

int main()

{

    int a[20],i,x,n;

    printf("How many elements?");

    scanf("%d",&n);

    printf("Enter array elements:");

    for(i=0;i<n;++i)

        scanf("%d",&a[i]);

    printf("Enter element to search:");

    scanf("%d",&x);

    for(i=0;i<n;++i)

        if(a[i]==x)

            break;

    if(i<n)

        printf("Element found at index %d",i);

    else

        printf("Element not found");

    return 0;

}

**Output:**
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**2.Binary Search:**

**Algorithm:**

\*Begin with the mid element of the whole array as a search key.

\*If the value of the search key is equal to the item then return an index of the search key

. \*Or if the value of the search key is less than the item in the middle of the interval, narrow the interval tothe lower half.

\*Otherwise, narrow it to the upper half.

\*Repeatedly check from the second point until the value is found or the interval is empty.

**Source Code:**

#include <stdio.h>

int binarySearch(int array[], int x, int low, int high) {

  if (high >= low) {

    int mid = low + (high - low) / 2;

    if (array[mid] == x)

      return mid;

    if (array[mid] > x)

      return binarySearch(array, x, low, mid - 1);

    return binarySearch(array, x, mid + 1, high);

  }

  return -1;

}

int main(void) {

  int array[] = {10, 12, 15, 19, 23, 29, 31};

  int n = sizeof(array) / sizeof(array[0]);

  int x = 23;

  int result = binarySearch(array, x, 0, n - 1);

  if (result == -1)

    printf("Not found");

  else

    printf("Element is found at index %d", result);

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARQAAAAZCAYAAADwmdETAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAPtSURBVHhe7ZndlaswDIRvJemLaiiEEqiC9/TEtS3b2EbGggic3Z2H75wF/KeRNCHZf6/XawUAPMMwLev7Pa8j8+w3AEMB4EFgKAAAIASGAgBQA4YCAFDjPkMZpnV5v833Rc8yrQM37jcTNXjoO3Op+XtZp4EZ9zT+XPPIPPsm7sjXT4ldiUfeUMbZJOnHGMq4zqYAlmlgnp3kSUMJe80j/7wntzbVl+cLhiJgnP0n4B5OuD9rKA9C/z34kjeSkp9iKHfwNYZCOtkevVOrjwxFKhIM5X6++t+RMJTuhuJ60JzjDxjKsE7LFmz2KeuSYa+Du9KzKE625sE6Btdwbvzm1JYgLjVkOj/nVBJ8EcX51djzs3zyhtE2lOO9+Pl5s7Y0LOdtexGnm6rUMTnz0/nSjf2oVsP8shZq9wVEU6M1Tmlzks6G4kVKvvdToXjRvKEsi72mJNi/3Xh3hiBuY514XSSEjUNX9DOxu3vs2Ar+/FXC2n5cGlPQI8RO1wJDcWsfaOiLN9MvFrS/FrHXgj5Ikr3DuHK/D6jlSy/2fd5p7WRdPycdw8cuwZuXW0tXK46uhsIXcSJAJmxwdT8+OUNzHXMdCiI/MyfwMwV6rcnq8BpYch129/3Z+Pm5FhIN2Xi1YvXr9MiXVuy8zkyO0h472W8p+X66WnEo/yjLOyifpFqhb+PzZOQNEM4gWceOlzRM/d51agUa9rExXCmUEj4+A9uERDpHok97TEU7LUNh16/seZFavnRil9Vqds/MdTBz2pRn0tWKo+MbCgUXBSsx42WG0l7Hjpc0TP3edeqGYvExxfNeeaUl+PgMB81Mc2hPiT46TSWH9kv1IXrkSyd2GsPF5NjtG8YzeRWwj0VXK46OhlJ364jIUATrGCQNU793nWNDSfCxXjUVPj5D01BojkQfnaaSQXuVc/rlSyd2Wa0Sod7ndU7rXorrj7KWdLXi6PobSrPZBIZin0maVtIwxJmktxEbiuVC4wX4+Cy1ePL77HyvcdCnrSG/l9PgVFxFriP98qUVu7QeaD9vCEUeJIR9jziznpSuhhIaqFoMQkNprmNoF8R2n5Jx/etHSjV2c/5y36yIkvsS+Pg8TL52e5Vj/LUlnFOiYbmuu16W00a5y0HIcbJXdewH1PKlFrugVoP2aZw6MfL1ronyj7KbcCQuPyYPiIIsx7h1pIbSWieeR2Yoca9knTNJkMa+H1cxBAF8fAm7nO3H5uexz0mHcGaphlT8Htc4NGbLlYQyB3bffvnSjZ3upftY3JhonPxen5lKTT89rhkKAAAwwFAAAGrAUAAAasBQAABqwFAAAGrAUAAAasBQAABKvNb/DJekqfA/iGwAAAAASUVORK5CYII=)