**代码评审标准**

**一，计算机运行效率的维度：**

目的：运行效率高

手段：优化执行逻辑、减少执行时间、减少重复计算、对象池（空间换时间）......

**二，程序员方便理解的维度：**

目的：可读性

手段：命名方法、函数设计、格式、注释......

**三，程序员易于修改的维度：**

目的：可维护、可复用、可拓展、灵活性好

手段：设计模式六大原则......

**四，可读性量化标准**

在很多跟代码质量有关的书里都强调了一个观点：程序首先是给人看的，其次才是能被机器执行。

在评价可读性这个维度的好坏的时候，可采用一种方法，就是将代码翻译成中文读给其他程序员听。不可避免的会有需要联系上下文才能理解的句子，但这就是相对可以量化的地方，如果需要联系的上下文越多，意味着代码的可读性越差。

**五，代码的重构**

重构的定义：重构就是在不改变软件系统外部行为的前提下，改善它的内部结构。

项目的需求（即代码需要应对的情况）总是不断地迭代的，这是很正常的情况。一个好的程序架构，可以做到面对需求一定程度的变更（无论是增删还是改）都能轻松应对，好的程序架构对于需求应该是支持而不是限制。产品要做的就是将未来的各种需求，尽可能地考虑周全；而程序要做的就是要将未来的各种需求，都囊括到你现在写的程序架构可以尽可能轻松实现的范畴之中。

我们不能要求产品将未来的各种需求都细无巨细地考虑完全，所以一旦有超出目前程序架构能实现的需求出现，可能就面临着重构。当然这个时候，你也可以在老架构之上先将需求实现，这之后再来考虑重构的事，但这往往是代码变烂的开始，因为你已经欠下一笔账了。所以我认为重构代码应该是即时的（仅限于模块内的重构，项目重构涉及到项目周期等更多因素）。

重构再定义：保留对原有功能的支持，再增加对未来需求的适应性。
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