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Санкт-Петербург 2024

ЗАДАНИЕ

на лабораторное занятие № 4 по дисциплине

«Прикладная теория вероятностей и статистика»

I. Тема: Реализация на ЭВМ алгоритмов описательной статистики.

II. Исходные данные: выборка значений ТМП объемом 100 элементов и уровень значимости по вариантам.

Вариант 2

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1,03 | 1,24 | 1,19 | 1,32 | 1,30 | 1,01 | 1,24 | 1,18 | 1,33 | 1,15 |
| 1,53 | 1,39 | 1,15 | 1,37 | 1,13 | 1,50 | 1,14 | 1,14 | 1,35 | 1,26 |
| 1,59 | 1,13 | 1,58 | 1,36 | 1,30 | 1,59 | 1,14 | 1,27 | 1,38 | 1,37 |
| 1,33 | 1,18 | 1,31 | 1,31 | 1,34 | 1,35 | 1,15 | 1,33 | 1,33 | 1,17 |
| 1,30 | 1,36 | 1,45 | 1,31 | 1,17 | 1,30 | 1,40 | 1,44 | 1,30 | 1,25 |
| 1,32 | 1,21 | 1,40 | 1,28 | 1,25 | 1,33 | 1,21 | 1,39 | 1,29 | 1,34 |
| 1,25 | 1,14 | 1,37 | 1,36 | 1,34 | 1,25 | 1,16 | 1,40 | 1,34 | 1,26 |
| 1,24 | 1,23 | 1,28 | 1,35 | 1,24 | 1,25 | 1,21 | 1,28 | 1,35 | 1,23 |
| 1,36 | 1,19 | 1,35 | 1,21 | 1,22 | 1,40 | 1,35 | 1,31 | 1,20 | 1,23 |
| 1,15 | 1,33 | 1,30 | 1,31 | 1,24 | 1,34 | 1,20 | 1,34 | 1,30 | 1,35 |

Уровень значимости α = 0,025.

III. Выполнить:

1. Построить две гистограммы распределения с количеством интервалов *q*min+1 и с количеством интервалов *q*max – 1, где

*q*min = 0,55 *N*0,4 и *q*max = 1,25 *N*0,4,

*N* = 100 – объем исходных данных.

Сделать вывод о том, как влияет количество интервалов на форму гистограммы.

1. Получить основные статистические характеристики исходного ряда: математическое ожидание, медиану, моду, СКО, дисперсию, коэффициент асимметрии, коэффициент эксцесса, стандартную ошибку среднего. Представить α-процентные доверительные интервалы для среднего.
2. Проверить гипотезу о нормальности распределения с помощью критерия согласия χ2 при заданном уровне значимости. Сделать вывод.
3. Номер варианта соответствует порядковому номеру в списке учебной группы.

Номер варианта (C) = 2.

1. **Код программы расчета статистических характеристик наблюдаемого ряда и проверки гипотезы о нормальном распределении**

1. ./DataSetMetrics.cs

﻿**using** Lab4;

**namespace** Core

{

**public** **class** DataSetMetrics

{

*/// <summary>*

*/// Кол-во наблюдений*

*/// </summary>*

**public** **double** N { **get**; **set**; }

*/// <summary>*

*/// Размах*

*/// </summary>*

**public** **double** R { **get**; **set**; }

*/// <summary>*

*/// Математическое ожидание*

*/// </summary>*

**public** **double** ExpectValue { **get**; **internal** **set**; }

*/// <summary>*

*/// Мода*

*/// </summary>*

**public** **double** Mode { **get**; **internal** **set**; }

*/// <summary>*

*/// Медиана*

*/// </summary>*

**public** **double** Median { **get**; **internal** **set**; }

*/// <summary>*

*/// Статистика сегментированная (распреление для гистограммы)*

*/// </summary>*

**public** Dictionary<**int**, SegmentStatistics> QSegmentStatistics { **get**; **set**; } = new();

*/// <summary>*

*/// Дисперсия*

*/// </summary>*

**public** **double** D { **get**; **internal** **set**; }

*/// <summary>*

*/// СКО*

*/// </summary>*

**public** **double** Sigma => Math.Sqrt(D);

*/// <summary>*

*/// Коэффициент ассиметрии*

*/// </summary>*

**public** **double** Skewness { **get**; **internal** **set**; }

*/// <summary>*

*/// Коэффициент эксцесса*

*/// </summary>*

**public** **double** ExcessKurtosis { **get**; **internal** **set**; }

*/// <summary>*

*/// Стандартная ошибка среднего*

*/// </summary>*

**public** **double** StandardError { **get**; **internal** **set**; }

*/// <summary>*

*/// Получить квантиль распределения Стьюдента*

*/// </summary>*

*/// <param name="a">Уровень значимости α</param>*

*/// <returns></returns>*

**public** **double** GetTValue(**double** a)

{

**var** v = N - 1;

**return** Student.GetT(a, v);

}

}

}

2. ./Metrics.cs

﻿**namespace** Core

{

**public** **class** Metrics

{

**public** **static** DataSetMetrics CountMetrics(

**double**[] values,

**int**[] qValues)

{

**var** ret = new DataSetMetrics();

ret.N = values.Length;

ret.R = values.Max() - values.Min();

ret.ExpectValue = values.Average();

**var** sortedValues = values.ToList();

sortedValues.Sort();

**if** (sortedValues.Count % 2 == 0)

{

ret.Median = (sortedValues[sortedValues.Count / 2 - 1]

+ sortedValues[sortedValues.Count / 2]) / 2;

}

**else**

{

ret.Median = sortedValues[sortedValues.Count / 2 - 1];

}

**foreach** (**var** q **in** qValues)

{

**var** statistics = BuildSegmentStatistics(values, q);

ret.QSegmentStatistics.**Add**(q, statistics);

}

**if** (ret.QSegmentStatistics.Count != 0)

{

**var** elderStatistics = ret.QSegmentStatistics

.MaxBy(p => p.Key);

**var** mainSegmentValues = elderStatistics.**Value**.Parts

.MaxBy(p => p.**Value**.Values.Length)

.**Value**.Values;

**if** (mainSegmentValues.Length != 0)

{

ret.Mode = mainSegmentValues.Order().ToArray()[mainSegmentValues.Length / 2];

}

}

ret.D = values

.**Select**(v => Math.Pow(v - ret.ExpectValue, 2))

.Sum() / (values.Length - 1);

ret.Skewness = GetCentralMoment(values, 3) /

Math.Pow(ret.Sigma, 3);

ret.ExcessKurtosis = (GetCentralMoment(values, 4) /

Math.Pow(ret.Sigma, 4)) - 3;

ret.StandardError = ret.Sigma / Math.Sqrt(values.Length);

**return** ret;

}

**private** **static** SegmentStatistics BuildSegmentStatistics(

**double**[] values,

**double** q)

{

**var** max = values.Max();

**var** min = values.Min();

**var** r = max - min;

**var** delta = r / q;

**var** ret = new SegmentStatistics();

**for** (**int** i = 1; i <= q; i++)

{

**var** **from** = min + (i - 1) \* delta;

**var** to = min + i \* delta;

**var** part = new SegmentStatisticsPart();

part.**From** = **from**;

part.To = to;

part.Values = values

.**Where**(v => v >= **from**

&& (v < to

|| v == to

&& i == q))

.ToArray();

ret.Parts.**Add**(part.**From**, part);

}

ret.**From** = min;

ret.To = max;

**return** ret;

}

*/// <summary>*

*/// Получить n-ый центральный момент*

*/// </summary>*

*/// <param name="values"></param>*

*/// <param name="number"></param>*

*/// <returns></returns>*

**public** **static** **double** GetCentralMoment(

**double**[] values,

**double** number)

{

**decimal** sum = 0;

**decimal** count = values.Length;

**var** expect = values.Average();

**foreach** (**var** **value** **in** values)

{

sum += (**decimal**)Math.Pow((**value** - expect), number);

}

**return** (**double**)(sum / count);

}

}

}

3. ./PlotBuilder.cs

﻿**using** ScottPlot;

**namespace** Core

{

**public** **class** PlotBuilder

{

**public** **static** Plot BuildGistogram(

SegmentStatistics segmentStatistics)

{

**var** plot = new Plot();

**var** bars = new List<Bar>();

**var** ticks = new List<Tick>();

**int** cnt = 0;

**foreach** (**var** (**from**, part) **in** segmentStatistics.Parts)

{

cnt++;

**var** x = part.**From** + (part.To - part.**From**) / 2;

**var** bar = new Bar()

{

Position = cnt,

**Value** = part.Values.Length,

ValueBase = 0,

Orientation = Orientation.Vertical,

*//Size = 0*

};

ticks.**Add**(new(cnt, cnt.ToString() + "**\r\n**" + bar.**Value**.ToString()));

bars.**Add**(bar);

}

plot.Axes.Bottom.TickGenerator = new ScottPlot.TickGenerators.NumericManual(ticks.ToArray());

plot.Axes.Bottom.MajorTickStyle.Length = 0;

plot.HideGrid();

*// tell the plot to autoscale with no padding beneath the bars*

plot.Axes.Margins(bottom: 0);

**var** barsPlot = plot.**Add**.Bars(bars);

**return** plot;

}

}

}

4. ./PlotDescriptor.cs

﻿**using** ScottPlot;

**using** System.Reflection;

**namespace** Core

{

**public** **class** PlotDescriptor

{

**public** List<PlotSegment> Segments { **get**; **set**; } = new();

**public** **double** MinX { **get**; **set**; } = 0;

**public** **double** MaxX { **get**; **set**; } = 1;

**public** List<Coordinates> GetCoords(**double** fromX, **double** toX, **double** step = 0.01)

{

**var** ret = new SortedList<**double**, Coordinates>();

**foreach** (**var** segment **in** Segments)

{

**var** segmentFromX = Math.Max(fromX, segment.MinX);

**var** segmentToX = Math.Min(toX, segment.MaxX);

**double** x = segmentFromX;

**for** (**int** i = 0; x <= segmentToX ; i++)

{

x = segmentFromX + (i \* step);

**var** coords = new Coordinates(x, segment.Func(x));

ret.**Add**(x, coords);

}

}

**return** ret.ToList().ConvertAll(v => v.**Value**);

}

}

}

5. ./PlotSegment.cs

﻿**namespace** Core

{

*/// <summary>*

*/// Segment of plot*

*/// </summary>*

**public** **class** PlotSegment

{

**public** Func<**double**, **double**> Func { **get**; **set**; } = (x) => x;

**public** **double** MinX { **get**; **set**; } = **double**.MinValue;

**public** **double** MaxX { **get**; **set**; } = **double**.MaxValue;

**public** **double** Step { **get**; **set**; } = 0.01;

**public** List<**double**> GetXCoords()

{

**var** ret = new List<**double**>();

**for** (**double** i = MinX; i <= MaxX; i += Step)

{

ret.**Add**(i);

}

**return** ret;

}

**public** List<**double**> GetYCoords()

{

**var** ret = GetXCoords().ConvertAll(x => Func(x));

**return** ret;

}

**public** **bool** HasMapping(**double** x) => x <= MaxX && x >= MinX;

}

}

6. ./Program.cs

﻿*// See https://aka.ms/new-console-template for more information*

**using** Core;

**using** ScottPlot;

Console.WriteLine("Hello, World!");

Plot myPlot = new();

**var** plotDescriptor = new PlotDescriptor();

**var** plotSegment = new PlotSegment()

{

MinX = 0,

MaxX = 1

};

plotDescriptor.Segments.**Add**(plotSegment);

plotDescriptor.Segments.**Add**(new PlotSegment()

{

Func = (x) => 0,

MaxX = -0.001

});

plotDescriptor.Segments.**Add**(new PlotSegment()

{

Func = (x) => 0,

MinX = 1.001

});

**var** values = plotDescriptor.GetCoords(-0.1, 1.1, 0.001);

**var** scatter = myPlot.**Add**.Scatter(

values);

scatter.LineStyle.Width = 5;

scatter.MarkerStyle.Size = 5;

**var** fileName = "demo.png";

myPlot.SavePng(fileName, 800, 600);

Utils.OpenPath(fileName);

7. ./SegmentStatistics.cs

﻿**namespace** Core

{

*/// <summary>*

*/// эмпирическая статистика для построения гистограммы и вычисления моды*

*/// </summary>*

**public** **class** SegmentStatistics

{

**public** **int** PartsNumber { **get** => Parts.Count; }

**public** **double** **From** { **get**; **set**; }

**public** **double** To { **get**; **set**; }

**public** SortedList<**double**, SegmentStatisticsPart> Parts { **get**; **set**; } = new();

**public** **int** ValuesCount => Parts.Sum(p => p.**Value**.Values.Length);

}

}

8. ./SegmentStatisticsPart.cs

﻿**namespace** Core

{

**public** **class** SegmentStatisticsPart

{

**public** **double** **From** { **get**; **set**; }

**public** **double** To { **get**; **set**; }

**public** **double**[] Values { **get**; **set**; } = Array.Empty<**double**>();

}

}

9. ./Student.cs

﻿**namespace** Lab4

{

*/// <summary>*

*/// Code from https://www.meracalculator.com/math/t-distribution-critical-value-table.php*

*/// </summary>*

**public** **class** Student

{

*//easyRoundOf(resConvert(pStuT(bhname, df2)), 4);*

**public** **static** **double** GetT(**double** a, **double** v)

{

**return** resConvert(pStuT(a, v));

}

**public** **static** **double** stuT(**double** a, **double** b)

{

a = Math.Abs(a);

**var** c = a / Math.Sqrt(b);

**var** d = Math.Atan(c);

**if** (1 == b)

{

**return** d / (Math.PI / 2);

}

**var** e = Math.Sin(d);

**var** f = Math.Cos(d);

**var** alpha = b % 2 == 1

? 1 - (d + e \* f \* stuComp(f \* f, 2, b - 3, -1)) / (Math.PI / 2)

: 1 - e \* stuComp(f \* f, 1, b - 3, -1);

**return** 1.0 - alpha;

}

**public** **static** **double** stuComp(**double** a, **double** b, **double** c, **double** d)

{

**double** e = 1;

**var** f = e;

**var** g = b;

**for** (; g <= c;)

{

e = e \* a \* g / (g - d);

f += e;

g += 2;

}

**return** f;

}

**public** **static** **double** pStuT(**double** a, **double** b)

{

**var** c = .5;

**var** d = .5;

**double** e = 0;

**for** (; d > 1e-6;)

{

e = (**double**)1 / c - 1;

d /= 2;

**var** qt = 1 - stuT(e, b);

**if** (qt > a)

{

c -= d;

}

**else**

{

c += d;

}

}

**return** e;

}

**public** **static** **double** resConvert(**double** a)

{

*//var b;*

**return** a >= 0 ? a + 5e-4 : a - 5e-4;

}

**public** **static** **double** easyRoundOf(**double** a, **int** b)

{

*/\*if (isNaN(a))*

*return 0;\*/*

**var** level = Math.Pow(10, b);

**var** c = Math.Round(a \* level) / level;

**return** c;

}

*/\*function parseConv(a)*

*{*

*return parseFloat(a)*

*}\*/*

}

}

10. ./Utils.cs

﻿**using** Markdig;

**using** ScottPlot;

**using** System.Diagnostics;

**using** System.Text;

**namespace** Core

{

**public** **class** Utils

{

**public** **static** **void** OpenPath(**string** fileName)

{

**var** processStart = new ProcessStartInfo()

{

FileName = "cmd",

Arguments = $"/c {fileName}"

};

**var** process = new Process();

process.StartInfo = processStart;

process.Start();

}

**public** **static** **double**[] GetUniformRandomValues(**int** count)

{

**var** randomValues = new **double**[count];

**var** random = new Random();

**for** (**int** i = 0; i < count; i++)

{

randomValues[i] = random.NextDouble();

}

**return** randomValues;

}

**public** **static** **async** Task SaveValues(**string** fileName, **double**[] values)

{

**await** File.AppendAllLinesAsync(

fileName,

values.**Select**(v => v.ToString()));

}

**public** **static** **async** Task<**double**[]> ReadValues(**string** fileName)

{

**return** (**await** File.ReadAllLinesAsync(fileName))

.**Select**(**double**.Parse)

.ToArray();

}

*/// <summary>*

*/// подтоговка значений равномерно распределенной случайной величины*

*/// </summary>*

*/// <param name="count"> кол-во значений </param>*

*/// <param name="a"> значение a для линейного преобразования </param>*

*/// <param name="b"> значение b для линейного преобразования </param>*

*/// <returns></returns>*

**public** **static** **double**[] PrepareUniformData(**int** count, **double** a = 0, **double** b = 1)

{

**var** values = Utils.GetUniformRandomValues(count).**Select**(v => UniformLinearTransform(v, a, b));

**return** values.ToArray();

}

*/// <summary>*

*/// Линейное преобразование значения для элемента ряда равномерного распределения*

*/// </summary>*

*/// <param name="value"></param>*

*/// <param name="a"></param>*

*/// <param name="b"></param>*

*/// <returns></returns>*

**public** **static** **double** UniformLinearTransform(

**double** **value**,

**double** a,

**double** b)

{

**return** a + **value** \* (b - a);

}

**public** **static** **double**[] PrepareGaussData(**int** count, **double** m, **double** sigma)

{

**var** values = Utils.GetUniformRandomValues(count \* 2);

**var** ret = new **double**[count];

**for** (**int** i = 0; i < count; i++)

{

ret[i] = CreateGaussValue(values[i], values[i + 1]);

}

ret = ret

.**Select**(v => GaussLinearTransform(v, m, sigma))

.ToArray();

**return** ret;

}

*/// <summary>*

*/// Линейное преобразование элемента нормально распределеного ряда*

*/// </summary>*

*/// <param name="value"></param>*

*/// <param name="m"></param>*

*/// <param name="sigma"></param>*

*/// <returns></returns>*

**public** **static** **double** GaussLinearTransform(

**double** **value**,

**double** m,

**double** sigma)

{

**return** m + sigma \* **value**;

}

*/// <summary>*

*/// распределение произведения двух независимых случайных величин,*

*/// одна из которых имеет распределение Релея,*

*/// а другая распределена по закону арксинуса, является нормальным*

*/// </summary>*

*/// <param name="uniformValue1"></param>*

*/// <param name="uniformValue2"></param>*

*/// <returns></returns>*

**public** **static** **double** CreateGaussValue(

**double** uniformValue1,

**double** uniformValue2)

{

**return** Math.Sin(2 \* Math.PI \* uniformValue1)

\* Math.Sqrt(-2 \* Math.Log(uniformValue2));

}

**public** **static** **string** BuildSegmentStatTableHtml(SegmentStatistics segmentStatistics)

{

MarkdownPipeline pipeline = new MarkdownPipelineBuilder()

.UseAdvancedExtensions()

.Build();

**var** markdown = new StringBuilder();

markdown.AppendLine("| Номер интервала | x j | x j**\\**+1 | n j |");

markdown.AppendLine("|------------------|------|--------|-------|");

**int** cnt = 0;

**foreach** (**var** segment **in** segmentStatistics.Parts)

{

cnt++;

markdown.AppendLine($"| {cnt} | {Math.Round(segment.Value.From, 3)} | " +

$"{Math.Round(segment.Value.To, 3)} | {segment.Value.Values.Length} |");

}

markdown.AppendLine($"| Сумма | | | {segmentStatistics.ValuesCount} |");

**return** Markdown.ToHtml(markdown.ToString(), pipeline);

}

}

}

11. ./Lab4.cs

﻿**using** Core;

**using** Markdig;

**using** System.Text;

**using** System.Web;

**using** MathNet.Numerics.Distributions;

**using** Microsoft.Win32.SafeHandles;

**namespace** Lab4

{

**internal** **class** Lab4

{

**private** **const** **string** SOURCE\_FILENAME = "sourceData.txt";

**private** **const** **string** REPORT\_FILENAME = "report4.html";

**public** **static** **readonly** **double**[] \_sourceData = Utils.ReadValues(SOURCE\_FILENAME)

.GetAwaiter()

.GetResult();

**private** **const** **string** TMP\_DIRECTORY\_NAME = "tmp";

**private** **const** **double** A = 0.025;

**static** **async** Task Main(**string**[] args)

{

PrepareEnvironment();

**var** metrics = Metrics.CountMetrics(

\_sourceData,

[(**int**)Math.Round(0.55 \* Math.Pow(\_sourceData.Length, 0.4) + 1),

(**int**)Math.Round(1.25 \* Math.Pow(\_sourceData.Length, 0.4) - 1)]);

**await** CreateReport(metrics);

}

**private** **static** **async** Task CreateReport(DataSetMetrics metrics)

{

**await** File.WriteAllLinesAsync(

REPORT\_FILENAME,

[@"

<style>

table, th, td {

border: 1px solid black;

}

</style>"]);

**var** html = new StringBuilder();

html.AppendLine(Markdown.ToHtml("# Лабораторная работа №4"));

html.AppendLine(Markdown.ToHtml("# 1. Гистограмма"));

**foreach** (**var** (order, stat) **in** metrics.QSegmentStatistics)

{

**var** fileName = BuildBars(stat);

html.AppendLine(Markdown.ToHtml($"## q = {order}"));

html.AppendLine(Utils.BuildSegmentStatTableHtml(stat));

html.AppendLine(

HttpUtility.UrlDecode(

Markdown.ToHtml(

$"![График]({fileName} **\"**График q = {order}**\"**)")));

}

**var** staticticsHtml = BuildStatisticsHtml(metrics);

html.AppendLine(Markdown.ToHtml("# 2. Основные статистические характеристики"));

html.AppendLine(staticticsHtml);

html.AppendLine(Markdown.ToHtml("# 3. Проверка гипотезы о нормальности распределения"));

html.AppendLine(BuildNormHtmlTable(metrics));

html.Append(Markdown.ToHtml("По таблице квантилей 𝜒2 распределения, " +

"при заданном уровне значимости α=0,025 " +

"и числе степеней свободы 𝜈=𝑘−𝑟−1=7−2−1=4, критическое значение = 11.143. " +

"Оснований для отклонения гипотезы нет."));

**await** File.AppendAllLinesAsync(

REPORT\_FILENAME,

[html.ToString()]);

Utils.OpenPath(REPORT\_FILENAME);

}

**private** **static** **string** BuildStatisticsHtml(DataSetMetrics metrics)

{

**var** markdown = new StringBuilder();

markdown.AppendLine($"+ Мат. ожидание {metrics.ExpectValue}");

markdown.AppendLine($"+ Медиана {metrics.Median}");

markdown.AppendLine($"+ Мода {metrics.Mode}");

markdown.AppendLine($"+ Дисперсия {metrics.D}");

markdown.AppendLine($"+ Ср. кв. откл. {metrics.Sigma}");

markdown.AppendLine($"+ Коэффициент ассиметрии {metrics.Skewness}");

markdown.AppendLine($"+ Коэффициент эксцесса {metrics.ExcessKurtosis}");

markdown.AppendLine($"+ Ст. ошибка среднего {metrics.StandardError}");

markdown.AppendLine($"+ Доверительный интервал для среднего, a = " +

$"{A}: {metrics.ExpectValue} ± {metrics.GetTValue(A) \* metrics.StandardError}");

**return** Markdown.ToHtml(markdown.ToString());

}

**private** **static** MarkdownPipeline pipeline = new MarkdownPipelineBuilder()

.UseAdvancedExtensions()

.Build();

**private** **static** **string** BuildNormHtmlTable(DataSetMetrics metrics)

{

**var** markdown = new StringBuilder();

**var** segments = metrics.QSegmentStatistics.MaxBy(kv => kv.Key).**Value**;

*//SegmentStatisticsPart? prevPart = null;*

markdown.AppendLine("|№|x j|x j+1|nj|Ф(x)| Ф(x+1)|pj|N \* pj|(n\_j-N∙p\_j )^2|(n\_j-N∙p\_j )^2/(N∙p\_j )|");

markdown.AppendLine("|---|---|---|---|---|---|---|---|---|---|");

Func<**double**, **double**> norm = **value** => Norm(**value**, metrics.ExpectValue, metrics.Sigma);

**int** cnt = 0;

**double** countedSum = 0;

**foreach** (**var** (\_, part) **in** segments.Parts)

{

cnt++;

**var** fFrom = cnt == 1 ? 0 : norm(part.**From**);

**var** fTo = cnt == segments.Parts.Count ? 1 : norm(part.To);

**var** diff = fTo - fFrom;

**var** counted1 = Math.Pow(part.Values.Length - segments.ValuesCount \* diff, 2);

**var** counted2 = counted1 / (segments.ValuesCount \* diff);

markdown.Append($"|{cnt.ToString("0.0000")}|{part.From}|{part.To}|{part.Values.Length}");

markdown.Append($"|{fFrom}|{fTo}|{diff}|{diff \* segments.ValuesCount}");

markdown.AppendLine($"|{counted1}|{counted2}|");

countedSum += counted2;

}

markdown.Append($"|Сумма|-|-|{segments.ValuesCount}");

markdown.Append($"|-|-|1|{ segments.ValuesCount}");

markdown.AppendLine($"|χ02=|{countedSum}|");

**return** Markdown.ToHtml(markdown.ToString(), pipeline);

}

*/// <summary>*

*/// Нормальная функция распределения*

*/// </summary>*

*/// <param name="X">Значение</param>*

*/// <param name="M">Математическое ожидание</param>*

*/// <param name="S">Среднее квадратное отклонение</param>*

*/// <returns></returns>*

**private** **static** **double** Norm(**double** X, **double** M = 0, **double** S = 1)

{

**return** Normal.CDF(M, S, X);

}

**private** **static** **string** BuildBars(SegmentStatistics statistics)

{

**var** plot = PlotBuilder.BuildGistogram(statistics);

**var** fileName = Path.GetRandomFileName() + ".png";

fileName = Path.Combine(TMP\_DIRECTORY\_NAME, fileName);

plot.SavePng(fileName, 800, 600);

**return** fileName;

}

**private** **static** **void** PrepareEnvironment()

{

**if** (Directory.Exists(TMP\_DIRECTORY\_NAME))

{

Directory.Delete(TMP\_DIRECTORY\_NAME, **true**);

}

**if** (!Directory.Exists(TMP\_DIRECTORY\_NAME))

{

Directory.CreateDirectory(TMP\_DIRECTORY\_NAME);

}

}

}

}

1. Результаты

# Лабораторная работа №4

# 1. Гистограмма

## q = 4

| **Номер интервала** | **x j** | **x j+1** | **n j** |
| --- | --- | --- | --- |
| 1 | 1,01 | 1,155 | 12 |
| 2 | 1,155 | 1,3 | 34 |
| 3 | 1,3 | 1,445 | 48 |
| 4 | 1,445 | 1,59 | 6 |
| Сумма |  |  | 100 |

![График](data:image/png;base64,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)

## q = 7

| **Номер интервала** | **x j** | **x j+1** | **n j** |
| --- | --- | --- | --- |
| 1 | 1,01 | 1,093 | 2 |
| 2 | 1,093 | 1,176 | 13 |
| 3 | 1,176 | 1,259 | 24 |
| 4 | 1,259 | 1,341 | 33 |
| 5 | 1,341 | 1,424 | 21 |
| 6 | 1,424 | 1,507 | 3 |
| 7 | 1,507 | 1,59 | 4 |
| Сумма |  |  | 100 |
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# 2. Основные статистические характеристики

* Мат. ожидание 1,2897
* Медиана 1,3
* Мода 1,31
* Дисперсия 0,011307989898989913
* Ср. кв. откл. 0,10633903281011123
* Коэффициент ассиметрии 0,2964084524320268
* Коэффициент эксцесса 0,7648234341195406
* Ст. ошибка среднего 0,010633903281011122
* Доверительный интервал для среднего, a = 0,025: 1,2897 ± 0,024208096500406874

# 3. Проверка гипотезы о нормальности распределения

| **№** | **x j** | **x j+1** | **nj** | **Ф(x)** | **Ф(x+1)** | **pj** | **N \* pj** | **(n\_j-N∙p\_j )^2** | **(n\_j-N∙p\_j )^2/(N∙p\_j )** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1,00000 | 1,01000 | 1,09286 | 2,00000 | 0,00000 | 0,03208 | 0,03208 | 3,20785 | 1,45890 | 0,45479 |
| 2,00000 | 1,09286 | 1,17571 | 13,00000 | 0,03208 | 0,14188 | 0,10980 | 10,98021 | 4,07956 | 0,37154 |
| 3,00000 | 1,17571 | 1,25857 | 24,00000 | 0,14188 | 0,38486 | 0,24298 | 24,29839 | 0,08904 | 0,00366 |
| 4,00000 | 1,25857 | 1,34143 | 33,00000 | 0,38486 | 0,68668 | 0,30181 | 30,18113 | 7,94603 | 0,26328 |
| 5,00000 | 1,34143 | 1,42429 | 21,00000 | 0,68668 | 0,89718 | 0,21050 | 21,05012 | 0,00251 | 0,00012 |
| 6,00000 | 1,42429 | 1,50714 | 3,00000 | 0,89718 | 0,97956 | 0,08239 | 8,23861 | 27,44307 | 3,33103 |
| 7,00000 | 1,50714 | 1,59000 | 4,00000 | 0,97956 | 1,00000 | 0,02044 | 2,04369 | 3,82714 | 1,87266 |
| Сумма | - | - | 100,00000 | - | - | 1 | 100,00000 | χ02= | 6,29708 |

По таблице квантилей 𝜒2 распределения, при заданном уровне значимости α=0,025 и числе степеней свободы 𝜈=𝑘−𝑟−1=7−2−1=4, критическое значение = 11.143. Оснований для отклонения гипотезы нет.

**Выводы**

В ходе выполнения четвертой лабораторной работы произведена реализация на ЭВМ алгоритмов описательной статистики.

Определены статистические показатели набора данных в соответствии с вариантом.

Выполнена проверка гипотезы о нормальности распределения с помощью критерия согласия χ2 при заданном уровне значимости α.

Написана программа для выполнения операций в соответствии с заданием.

Приобретены навыки по реализации на ЭВМ алгоритмов описательной статистики.