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# ЗАДАНИЕ

Цель курсового проектирования: изучение структур данных и алгоритмов их обработки, а также получение практических навыков их использования при разработке программ. Задача курсового проекта: разработка информационной системы для заданной предметной области с использованием заданных структур данных и алгоритмов. Тема курсового проекта: «Использование заданных структур данных и алгоритмов при разработке программного обеспечения информационной системы».

Согласно алгоритму распределения вариантов определена комбинация переменных частей задания:

Предметная область – «Регистрация постояльцев в гостинице»;

Метод хеширования – открытое;

Метод сортировки – слиянием;

Вид списка – циклический однонаправленный;

Метод обхода дерева – прямой;

Алгоритм поиска слова в тексте – Боуера и Мура (БМ).

# ВВЕДЕНИЕ

Предметная область – «Регистрация постояльцев в гостинице». Программное решение, созданное для работы в данной предметной области, позволит автоматизировать документооборот гостиничного обслуживания.

Предметная область, охватывающая взаимодействие с клиентами гостиничного сервиса, является благодатной почвой для автоматизации, поскольку в ходе работы непрерывно генерируются потоки новых данных (регистрация постояльцев, заселения и выселения). Автоматизация этих процессов позволит существенно сократить время на обслуживание конечных клиентов предприятие, что положительно отразится на экономических показателях предприятия.

Используя преимущества электронного документооборота, такие как скорость, надежность, защита от ошибок персонала, аналитические возможности, отчетные механизмы, предприятие получает возможность значительно повысить эффективность своей работы. Чем продуманнее и качественнее спроектировано, реализовано и протестировано ПО, тем больше потенциальные выгоды от его внедрения и использования.

В пояснительной записке будет описан процесс создания подобного решения.

# Алгоритмы и структуры данных

1. Хеш-таблица с открытым хешированием

Хеш-таблица – структура данных, основанная на использования для хранения данных хеш-функции.

Хеш-функция – это функция отображения множества значений из какого-либо множества А в множество Б. В структурах данных и криптографии используются хеш-функции, множество Б в реализации которых представляет из себя конечное множество значений фиксированной длины (в частном случае – множество целочисленных значений).

Хеш-таблица построена на свойстве детерминированности хеш-фунцкции, т.е. неизменности выходных данных для одних и тех же входных данных. Если с помощью выходного значения хеш-функции возможно быстро рассчитать адрес в оперативной памяти, по которому можно получить доступ к данным, то это возможно использовать для построения структуры данных, позволяющей эффективно производить поиск данных по ключу.

В общем виде хеш-таблица представляет из себя массив фиксированного размера, элементами которого являются хранимые данные. Индексом элемента массива является значение, полученное при вычислении хеш-функции по значению ключа. Ключ также входит в состав данных, хранящихся в элементе массива.

Хеш-таблица с открытым хешированием является частным случаем хеш-таблицы. Её особенность состоит в том, что при возникновении коллизий (когда для разных ключей рассчитывается один и тот же хеш) происходит разрешение с помощью связного списка, т.е. в каждом элементе массива таблицы содержится ссылка на другие элементы, также находящиеся в хеш-таблице, но вставленные с разрешением коллизии. В таком виде каждый элемент таблицы является «головой» связного списка.

При использовании хеш-функции с хорошим распределением вставка и удаление элемента в таблице будет происходить за О(1). При возникновении большого количества коллизий эффективность будет снижаться в худшую сторону вплоть до О(N).

1. Односвязный циклический список

Связный список – структура данных, представляющая из себя набор элементов, связанных между собой ссылками.

Односвязный список – такая разновидность связного списка, в котором каждый элемент содержит ссылку на последующий элемент (если он имеется).

Циклический список – такой список, в котором первый и последний элемент связаны ссылками. В случае с односвязным списком это означает, что в последнем элементе будет содержаться ссылка на первый. В том случае, если в списке всего один элемент, он будет содержать ссылку на самого себя.

Типичная программная реализация списка представляет из себя объект-оболочку, содержащий в себе ссылки на первый и последний элемент списка и позволяющий производить вставку и удаление данных. Элементами списка являются ссылочные типы либо структуры, под которые память динамически выделяется в куче. Полями-ссылками на соседние объекты являются указатели (в других терминологиях - ссылки).

1. АВЛ-дерево поиска с прямым обходом

Дерево представляет из себя граф с однонаправленными связями, в котором из каждого узла может исходить не более двух связей. Узел, в который не приходит связей, является вершиной. Узлы, из которых не исходит связей, называются листьями.

Дерево поиска – структура данных, представляющая из себя такое дерево, которое состоит из узлов, способных сравниваться между собой и сохранять упорядоченность с помощью этого свойства. Чаще всего реализация принимает следующий вид: все элементы в правом поддереве вершины превосходят вершину по значениям, в левом – уступают. Идея структуры состоит в вставке, поиске и удалении элементов за логарифмическое время.

АВЛ-дерево – разновидность дерева поиска, при котором сохраняется сбалансированность по высоте: для каждой вершины разность между высотами левого и правого поддерева не превышает 1. При обнаружении факта утери баланса (при добавлении/удалении элементов) происходит балансировка дерева с помощью левых и правых поворотов, которые выполняются всегда за O(1). Это позволяет сохранить стабильное время работы со структурой при любом порядке вставки данных, к примеру при упорядоченной вставке значений от 1 до 100. При использовании обычного дерева поиска структура дерева выродилась бы в односвязный список и время поиска значения составляло бы O(N). При использовании АВЛ-дерева этот недостаток не будет проявлен благодаря восстановлению баланса.

1. Алгоритм Боуера и Мура

Алгоритм Боуера и Мура – модификация алгоритма прямого поиска фрагмента текста, основанная на использовании таблицы смещений. Если при прямом поиске после обнаружения несовпадения слово для поиска сдвигается на один символ вправо, при поиске Боуера и Мура слово сдвигается на количество символов, равное расстоянию от несовпадающего символа в тексте до конца слова поиска, если этот символ встречался в слове поиска. Если символ не встречался в слове поиска, слово поиска сдвигается на всю длину. Использование алгоритма позволяет уменьшить количество итераций, затрачиваемых на поиск фрагмента.

1. Сортировка слиянием

Сортировка слиянием – алгоритм сортировки, работающий за стабильное время *O(nlogn).* Принцип работы заключается в дроблении исходного массива данных на части до интервалов размером 1-2 элемента, их отдельной сортировке и итеративном слиянии получившихся массивов. Требует дополнительного объема памяти O(n).

# Описание программы

Для разработки программы был выбран язык C#. Программа имеет графический пользовательский интерфейс, построенный с помощью компонентов Windows Forms, входящих в состав платформы .NET.

В ходе работы с программой данные хранятся в определенных вариантом структурах данных. Данные о гостиничных номерах хранятся в АВЛ-дереве поиска, данные о постояльцах – в хеш-таблице, данные о проживании постояльцев в номерах – в упорядоченном списке. Применение алгоритмов при выполнении основных операций будет отмечено при описании взаимодействия с программой.

Главный экран программы представлен на рисунках 1 и 2.
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*Рисунок 1 Главный экран, вкладка «Номера»*
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*Рисунок 2 Главный экран, вкладка «Постояльцы»*

На главном экране программы расположены две вкладки для управления данными о номерах и постояльцев. Данные доступны для просмотра в двух таблицах, которые позволяют выделить необходимую строку. Для каждой строки таблиц доступны операции: вывод заселений, изменение записи, удаление записи. Вне контекста выбранной записи доступны операции: создание записи, очистка всех данных. Для номеров доступен поиск по номеру комнаты и по оборудованию. Для постояльцев доступен поиск по номеру паспорта и ФИО, а также функции заселения и выселения.

Для добавления данных используется отдельное диалоговое окно. Окно для добавления номера представлено на рисунке 3. При создании записи производится проверка пользовательского ввода.
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*Рисунок 3 Создание номера*

Диалоговые окна редактирования данных номеров, создания и редактирования данных постояльцев исполнены аналогичным образом.

При нажатии на кнопку «Заселения» открывается форма с данными о заселениях. В зависимости от активной вкладки будут отображены данные о заселениях либо для номера, либо для постояльца. Внешний вид формы показан на рисунке 4.
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*Рисунок 4 Отображение списка заселений*

Для удаления периода проживания должна быть использована кнопка «Удалить». Без удаления записей о проживании удаление данных номера или постояльца невозможно.

Для создания заселений используется отдельное диалоговое окно. Внешний вид окна создания заселения представлен на рисунке 5.

![](data:image/png;base64,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)

*Рисунок 5 Заселение постояльца*

Для заселения постояльца необходимо выбрать номер и дату, с которой необходимо заселить постояльца.

Для выселения постояльца используется аналогичная форма. При проведении выселения период проживания, ранее открытый при заселении, ограничивается датой, выбранной в диалоговом окне.

Исходный код программы с комментариями приведен в приложении 1.

# Тестирование программы

Тестирование программы произведено в двух вариантах: модульное тестирование и ручное тестирование.

В рамках модульного тестирования были произведены проверки работы структур данных и алгоритмов, созданных в ходе выполнения курсового проекта. Входные данные и результаты модульного тестирования будут представлены в виде исходных файлов сценариев тестирования.

1. Тестирование алгоритма поиска строки в тексте Боуэра и Мура.

1. **using** SaodCP.Algorithms;
2. **using** **static** SaodCP.Algorithms.BMTextSearch;
4. **namespace** SaopCPTest
5. **{**
6. [TestClass]
7. **public** **class** BMTextSearchTest
8. {
9. [TestMethod]
10. **public void SearchTest()**
11. {
12. **string** text = **string**.Empty;
13. **string** search = **string**.Empty;
15. **var found = TextSearch(text, search);**
17. Assert.AreEqual(0, found);
19. text = "qwerty";
20. **search = "qwe";**
22. found = TextSearch(text, search);
24. Assert.AreEqual(1, found);
26. search = "werty";
28. found = TextSearch(text, search);
30. **Assert.AreEqual(2, found);**
32. search = "y";
34. found = TextSearch(text, search);
36. Assert.AreEqual(6, found);
38. search = "qwey";
40. **found = TextSearch(text, search);**
42. Assert.AreEqual(0, found);
43. }
44. }
45. **}**

2. Тестирование односвязного циклического списка

1. **using** Microsoft.VisualStudio.TestPlatform.CrossPlatEngine.Client;
2. **using** SaodCP.DataStructures;
3. **using** SaodCP.Models;
4. **using** SaodCP.Utils;
5. **using System;**
6. **using** System.Collections.Generic;
7. **using** System.Linq;
8. **using** System.Text;
9. **using** System.Threading.Tasks;
11. **namespace** SaopCPTest
12. {
13. [TestClass]
14. **public** **class** CycledListTest
15. **{**
16. [TestMethod]
17. **public** **void** CreateAddTest()
18. {
19. **var** list = new OneWayCycledList<Lodger>();
21. Assert.IsNotNull(list);
22. Assert.IsTrue(list.Count == 0);
24. **var** lodgerArray = new Lodger[10];
26. **var** rand = new Random();
28. **for** (**int** i = 0; i < lodgerArray.Length; i++)
29. {
30. **lodgerArray[i] = new Lodger();**
32. lodgerArray[i].PassportId = Utils.GenerateRandomPassportId();
33. lodgerArray[i].Name = rand.GetHashCode().ToString();
34. }
36. **for** (**int** i = 0; i < lodgerArray.Length; i++)
37. {
38. list.**Add**(lodgerArray[i]);
39. }
41. Assert.AreEqual(lodgerArray.Length, list.Count);
43. **int** pos = 0;
45. **foreach (var lodger in list)**
46. {
47. Assert.AreEqual(lodger, lodgerArray[pos]);
48. Assert.IsTrue(list.Contains(lodger));
50. **pos++;**
51. }
53. Assert.IsTrue(list.Contains(lodgerArray[0]));
55. **list.Remove(lodgerArray[0]);**
57. Assert.IsFalse(list.Contains(lodgerArray[0]));
58. Assert.AreEqual(list.Count, lodgerArray.Length - 1);
60. **list.Clear();**
62. Assert.AreEqual(0, list.Count);
64. **var** found = **false**;
66. **foreach**(**var** lodger **in** list)
67. {
68. found = **true**;
69. }
71. Assert.IsFalse(found);
72. }
73. }
74. }

3. Тестирование операций заселения и выселения постояльца

1. **using** **static** SaodCP.Database.HostelContext;
3. **namespace** SaopCPTest
4. {
5. **[TestClass]**
6. **public** **class** HostelContextTest
7. {
8. [TestMethod]
9. **public** **void** PeriodAddTest()
10. **{**
11. InitTestData();
13. **var** lodger = Lodgers.First().**Value**;
14. **var** room = Apartments.First().**Value**;
16. **string** error = **string**.Empty;
18. **var** startDate = DateOnly.FromDateTime(DateTime.Now);
20. **var started = StartAccomodation(**
21. lodger.PassportId,
22. room.Number,
23. startDate,
24. **ref** error);
26. Assert.IsTrue(started);
27. Assert.AreEqual(Accommodations.Count, 1);
29. *// пытаемся повторно заселить того*
30. ***// же постояльца в то же место***
31. started = StartAccomodation(
32. lodger.PassportId,
33. room.Number,
34. startDate,
35. **ref error);**
37. Assert.IsFalse(started);
38. Assert.IsFalse(**string**.IsNullOrWhiteSpace(error));
40. ***// на дату позже***
41. started = StartAccomodation(
42. lodger.PassportId,
43. room.Number,
44. startDate.AddDays(5),
45. **ref error);**
47. Assert.IsFalse(started);
48. Assert.IsFalse(**string**.IsNullOrWhiteSpace(error));
50. ***// пытаемся выселить на день раньше чем заселили***
51. **var** ended = EndAccomodation(
52. lodger.PassportId,
53. room.Number,
54. startDate.AddDays(-1),
55. **ref error);**
57. Assert.IsFalse(ended);
58. Assert.IsFalse(**string**.IsNullOrWhiteSpace(error));
60. ***// выселяем успешно***
61. ended = EndAccomodation(
62. lodger.PassportId,
63. room.Number,
64. startDate.AddDays(5),
65. **ref error);**
67. Assert.IsTrue(ended);
68. Assert.IsTrue(**string**.IsNullOrWhiteSpace(error));
70. ***// выселяем повторно (должна быть ошибка)***
71. ended = EndAccomodation(
72. lodger.PassportId,
73. room.Number,
74. startDate.AddDays(5),
75. **ref error);**
77. Assert.IsFalse(ended);
78. Assert.IsFalse(**string**.IsNullOrWhiteSpace(error));
79. }
80. **}**
81. }

4. Тестирование создания постояльца и генерации ИД паспорта

1. **using** SaodCP.Models;
2. **using** SaodCP.Utils;
3. **using** System.Text.RegularExpressions;
5. **namespace SaopCPTest**
6. {
7. [TestClass]
8. **public** **class** LodgerTest
9. {
10. ***/// <summary>***
11. */// Тестирование генерации случайного Id паспорта*
12. */// </summary>*
13. [TestMethod]
14. **public** **void** RandomPassportIdTest()
15. **{**
16. **var** pattern = @"\d\d\d\d-\d\d\d\d\d\d";
18. **for** (**int** i = 0; i < 1000; i++)
19. {
20. **var id = Utils.GenerateRandomPassportId();**
22. Assert.IsTrue(Regex.IsMatch(id, pattern));
23. }
24. }
26. */// <summary>*
27. */// Тестирование функции проверки формата Id паспорта*
28. */// </summary>*
29. [TestMethod]
30. **public void PassportIdValidationTest()**
31. {
32. **for** (**int** i = 0; i < 1000; i++)
33. {
34. **var** id = Utils.GenerateRandomPassportId();
36. Assert.IsTrue(Utils.ValidateLodgerPassportId(id));
37. }
39. **var** passportId = **string**.Empty;
41. Assert.IsFalse(Utils.ValidateLodgerPassportId(passportId));
43. passportId = "0000-00000A";
45. **Assert.IsFalse(Utils.ValidateLodgerPassportId(passportId));**
47. passportId = "0000000000";
49. Assert.IsFalse(Utils.ValidateLodgerPassportId(passportId));
51. passportId = "0000-1231234";
53. Assert.IsFalse(Utils.ValidateLodgerPassportId(passportId));
55. **passportId = "00001-231234";**
57. Assert.IsFalse(Utils.ValidateLodgerPassportId(passportId));
58. }
60. ***/// <summary>***
61. */// Тестирование создания постояльца и генерации ИД паспорта*
62. */// </summary>*
63. [TestMethod]
64. **public** **void** CreateLodgerTest()
65. **{**
66. **var** lodger = new Lodger();
68. Assert.IsNotNull(lodger);
70. **lodger.PassportId = Utils.GenerateRandomPassportId();**
72. Assert.IsTrue(Utils.ValidateLodgerPassportId(lodger.PassportId));
73. }
74. }
75. **}**
    1. Тестирование хеш-таблицы
76. **using** SaodCP.DataStructures;
78. **namespace** SaopCPTest
79. {
80. ***/// <summary>***
81. */// Тестирование хеш-таблицы*
82. */// </summary>*
83. [TestClass]
84. **public** **class** OpenHashTableTest
85. **{**
86. */// <summary>*
87. */// Создать, добавить, получить*
88. */// </summary>*
89. [TestMethod]
90. **public void CreateAddGetTest()**
91. {
92. OpenHashTable<**string**, **string**> hashTable = new();
94. Assert.AreEqual(0, hashTable.Count);
96. hashTable.**Add**("1", "2");
98. Assert.AreEqual(1, hashTable.Count);
100. **var value = hashTable["1"];**
102. Assert.AreEqual("2", **value**);
103. }
105. ***/// <summary>***
106. */// Нагрузочное тестирование - добавление 1000000 элементов*
107. */// Тестирование удаление элементов*
108. */// Тестирование перечисления элементов*
109. */// </summary>*
110. **[TestMethod]**
111. **public** **void** RebalanceRemoveTest()
112. {
113. Random rnd = new Random();
115. ***// на 1000000 отрабатывает за 6с на i7-10610U***
116. **int** cnt = 1000000;
118. Dictionary<**string**, **string**> pairs = new();
120. **for (int i = 0; i < cnt; i++)**
121. {
122. **var** key = rnd.Next().ToString();
124. **if** (!pairs.ContainsKey(key))
125. **{**
126. pairs.**Add**(key, rnd.Next().ToString());
127. }
128. }
130. **OpenHashTable<string, string> hashTable = new();**
132. **int** count = 0;
134. **foreach** (KeyValuePair<**string**, **string**> pair **in** pairs)
135. **{**
136. hashTable.**Add**(pair.Key, pair.**Value**);
138. count++;
140. **Assert.AreEqual(count, hashTable.Count);**
141. }
143. Console.WriteLine("Вставка пройдена");
145. **Assert.AreEqual(count, hashTable.Count);**
147. **foreach** (KeyValuePair<**string**, **string**> pair **in** pairs)
148. {
149. Assert.AreEqual(hashTable[pair.Key], pair.**Value**);
150. **}**
152. Console.WriteLine("Сверка элементов пройдена");
154. **foreach** (KeyValuePair<**string**, **string**> pair **in** pairs)
155. **{**
156. count--;
158. hashTable.**Remove**(pair.Key);
160. **Assert.AreEqual(hashTable.Count, count);**
161. }
163. Assert.AreEqual(hashTable.Count, 0);
165. **Console.WriteLine("Удаление элементов пройдено");**
166. }
168. */// <summary>*
169. */// Тестирование корректной работы с хеш-значениями*
170. ***/// </summary>***
171. [TestMethod]
172. **public** **void** CustomHashTest()
173. {
174. **var** hashTable = new OpenHashTable<HashString, **string**>();
176. **int** cnt = 10000;
178. Random rnd = new Random();
180. **Dictionary<HashString, string> pairs = new();**
182. **for** (**int** i = 0; i < cnt; i++)
183. {
184. **var** key = rnd.Next().ToString();
186. **if** (!pairs.ContainsKey(key))
187. {
188. pairs.**Add**(key, rnd.Next().ToString());
189. }
190. **}**
192. **foreach** (**var** (key, **value**) **in** pairs)
193. {
194. hashTable.**Add**(key, **value**);
195. **}**
197. **var** keys = new HashSet<HashString>();
199. **var** enumerator = hashTable.GetEnumerator();
201. **while** (enumerator.MoveNext())
202. {
203. keys.**Add**(enumerator.Current.Key);
204. }
206. *//Assert.AreEqual(pairs.Keys.ToHashSet(), keys.ToHashSet());*
208. **var** except = pairs.Keys.ToHashSet().Except(hashTable.Keys);
210. **Assert.AreEqual(except.Count(), 0);**
211. Assert.IsTrue(pairs.Values.ToHashSet().SetEquals(hashTable.Values.ToHashSet()));
212. Assert.AreEqual(pairs.Count, hashTable.Count);
213. }
214. }
215. **}**
     1. Тест алгоритма сортировки слиянием и тест автоматически сортируемого списка
216. **using** SaodCP.DataStructures;
217. **using** SaodCP.Utils;
219. **namespace** SaopCPTest
220. **{**
221. */// <summary>*
222. */// Тест сортировки*
223. */// </summary>*
224. [TestClass]
225. **public class SortTest**
226. {
227. */// <summary>*
228. */// Тест сортировки массива слиянием*
229. */// </summary>*
230. **[TestMethod]**
231. **public** **void** ArraySortTest()
232. {
233. Random randNum = new Random();
235. **int[] source = Enumerable**
236. .Repeat(0, 50)
237. .**Select**(i => randNum.Next(100))
238. .ToArray();
240. ***// сортировка по умолчанию (по возрастанию)***
241. **var** testDest = source.MergeSort();
243. **var** trustList = source.ToList();
245. **trustList.Sort();**
247. **var** trustDest = trustList.ToArray();
249. Assert.AreEqual(trustDest.Length, testDest.Length);
251. **for** (**int** i = 0; i < trustDest.Length; i++)
252. {
253. Assert.AreEqual(trustDest[i], testDest[i]);
254. }
256. *// сортировка по убыванию*
257. Comparison<**int**> comparison = (f, s) => -f.CompareTo(s);
259. testDest = source.MergeSort(comparison);
261. trustList = source.ToList();
263. trustList.Sort(comparison);
265. **trustDest = trustList.ToArray();**
267. Assert.AreEqual(trustDest.Length, testDest.Length);
269. **for** (**int** i = 0; i < trustDest.Length; i++)
270. **{**
271. Assert.AreEqual(trustDest[i], testDest[i]);
272. }
273. }
275. ***/// <summary>***
276. */// Тест автоматически сортируемого односвязного списка*
277. */// </summary>*
278. [TestMethod]
279. **public** **void** SortedListTest()
280. **{**
281. Random randNum = new Random();
283. **int**[] source = Enumerable
284. .Repeat(0, 50)
285. **.Select(i => randNum.Next(100))**
286. .ToArray();
288. **var** trustList = source.ToList();
290. **trustList.Sort();**
292. **var** trustDest = trustList.ToArray();
294. **var** sortedList = new SortedOneWayCycledList<**int**>();
296. **foreach** (**int** i **in** source)
297. {
298. sortedList.**Add**(i);
299. }
301. **int** cnt = 0;
303. **foreach** (**int** element **in** sortedList)
304. {
305. **Assert.AreEqual(element, trustDest[cnt]);**
307. cnt++;
308. }
309. }
310. **}**
311. }
     1. Тестирование АВЛ-дерева поиска
312. **using** SaodCP.DataStructures;
314. **namespace** SaopCPTest
315. {
316. ***/// <summary>***
317. */// Тесты для АВЛ-дерева поиска*
318. */// </summary>*
319. [TestClass]
320. **public** **class** TreeTest
321. **{**
322. */// <summary>*
323. */// Создание, добавление, удаление элементов*
324. */// </summary>*
325. [TestMethod]
326. **public void CreateAddRemoveTest()**
327. {
328. **var** tree = new Tree<**string**, **object**>();
330. tree.**Add**("1");
331. **tree.Add("2");**
332. tree.**Add**("3");
333. tree.**Add**("4");
334. tree.**Add**("5");
336. **Assert.AreEqual(5, tree.Count);**
338. **var** intTree = new Tree<**int**, **string**>();
340. **for** (**int** i = 0; i< 100; i++)
341. **{**
342. intTree.**Add**(i, i.ToString());
343. }
345. Assert.AreEqual(100, intTree.Count);
347. **var** treeSet = intTree
348. .**Select**(kv => kv.Key)
349. .ToHashSet();
351. **var rangeSet = Enumerable.Range(0, 100).ToHashSet();**
353. Assert.IsTrue(treeSet.SetEquals(rangeSet));
355. **var** count = intTree.Count;
357. *// проверка удаления*
358. **var** removed = intTree.**Remove**(100);
360. Assert.IsFalse(removed);
361. **Assert.AreEqual(intTree.Count, count);**
363. **foreach** (**var** i **in** treeSet)
364. {
365. removed = intTree.**Remove**(i);
367. *// удаление успешно*
368. Assert.IsTrue(removed);
370. *// элемента больше не содержится в дереве*
371. **Assert.IsFalse(intTree.Any(kv => kv.Key == i));**
373. *// проверка корректности счетчика*
374. Assert.AreEqual(intTree.Count, --count);
375. }
376. **}**
377. }
378. }

Результаты ручного тестирования представлены в таблице 1.

Таблица 1 Входные и выходные данные тестирования

|  |  |  |  |
| --- | --- | --- | --- |
| **№** | **Тест** | **Входные данные** | **Результат** |
|  | Добавление заселения для постояльца 1 в номер 1 | Код номера, дата заселения | Постоялец заселен в номер 1 с указанной даты |
|  | Добавление пересекающегося периода проживания для постояльца 1 | Код номера, дата заселения | Сообщение о конфликте периодов заселения |
|  | Выселение постояльца 1 из номера 1 | Код номера, дата выселения | Постоялец выселен из номера 1 с указанной даты |
|  | Заселение в номер 1 (кол-во кроватей – 1) постояльца 2, период проживания пересекается с периодом проживания постояльца 1 в номере 1 | Код номера, дата заселения | Сообщение о конфликте максимального количества одновременно проживающих в комнате 1 |
|  | Изменение номера 1, увеличение количества спальных мест с 1 до 2 | Код номера, количество спальных мест | Данные номера изменены |
|  | Повтор п. 4, кол-во кроватей – 2 | Код номера, дата заселения | Постоялец 2 заселен в номер 1 с указанной даты |
|  | Удаление данных о номера 1 | Код номера | Сообщение о невозможности удаления данных ввиду наличия данных о заселении |
|  | Удаление данных о постояльце 1 | Номер паспорта | Сообщение о невозможности удаления данных ввиду наличия данных о заселении |
|  | Удаление данных о заселениях в номер 1 | Порядковый номер заселения в списке | Данные о заселениях удалены |
|  | Повтор пп. 8, 9 | Номер паспорта, Код номера | Данные удалены |
|  | Изменение данных пользователя; ввод некорректного формата номера паспорта | Номер паспорта | Сообщение о неправильном формате номера паспорта |
|  | Изменение данных номера; ввод некорректного формата кода номера | Код номера | Сообщение о неправильном формате кода номера |
|  | Поиск информации о постояльце по номеру паспорта; ввод существующего ключа | Номер паспорта | Вывод данных о постояльце, вывод данных о номере, в котором постоялец проживает на данный момент |
|  | Поиск информации о постояльце по номеру паспорта, ввод несуществующего ключа | Номер паспорта | Вывод сообщения об отсутствии совпадений по ключу |
|  | Поиск информации о постояльце по ФИО; ввод части имени, совпадающей у нескольких постояльцев | ФИО постояльца | Вывод списка постояльцев |
|  | Поиск информации о номере по коду номера; ввод существующего ключа | Код номера | Вывод информации о номере, вывод списка постояльцев, проживающих в номере |
|  | Поиск информации о номере по коду номера; ввод несуществующего ключа | Код номера | Вывод сообщения об отсутствии совпадений по ключу |
|  | Поиск информации о номерах по фрагменту оборудования; ввод подстроки, содержащейся в данных об оборудовании нескольких номеров | Подстрока – фрагмент перечисления оборудования | Вывод списка номеров, содержащих необходимое оборудование |

# ЗАКЛЮЧЕНИЕ

В ходе выполнения курсового проекта была разработана программа, использующая заданные индивидуальным вариантом структуры данных и алгоритмы.

Произведено изучение литературы по теме, приведены данные об эффективности и принципах работы использованных алгоритмов и структур данных.

Компоненты программы протестированы методами модульного и ручного тестирования, подтверждена корректная работа на наборе тестовых данных. Входные и выходные данные тестирований отражены в пояснительной записке.
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# ПРИЛОЖЕНИЕ 1 ИСХОДНЫЙ КОД ПРОГРАММЫ

1. Файл BMTextSearch.cs – поиск подстроки в строке
2. **namespace** SaodCP.Algorithms
3. {
4. */// <summary>*
5. */// Алгоритм поиска подстроки в строке Боуэра и Мура*
6. ***/// </summary>***
7. **public** **static** **class** BMTextSearch
8. {
9. */// <summary>*
10. */// Поиск строки в тексте*
11. ***/// </summary>***
12. */// <param name="text">Текст, в котором производить поиск</param>*
13. */// <param name="search">Строка для поиска</param>*
14. */// <returns>Номер начала первого вхождения строки в текст</returns>*
15. **public** **static** **int** TextSearch(
16. **string text,**
17. **string** search)
18. {
19. **if** (text.Length == 0
20. || search.Length == 0)
21. **{**
22. **return** 0;
23. }
25. **int**[] shiftArray = FillShiftArray(search);
27. **int** startSearch = 0;
28. **int** foundPosition = 0;
30. */// поиск в строке, пока подстрока не выходит за её пределы*
31. **while (startSearch + search.Length <= text.Length)**
32. {
33. **bool** hasDifferences = **false**;
35. **int** textCharInSearchPosition = -1;
37. *// посимвольное сравнение с конца подстроки*
38. **for** (**int** i = search.Length - 1; i >= 0; i--)
39. {
40. **var** textIndex = startSearch + i;
42. **if** (search[i] != text[textIndex])
43. {
44. *// найдено расхождение*
45. hasDifferences = **true**;
47. *// поиск несовпадшего символа в подстроке*
48. **for** (**int** j = 0; j < search.Length; j++)
49. {
50. **if** (search[j] == text[textIndex])
51. **{**
52. *// индекс несовпадшего символа из строки в подстроке*
53. *// начиная с начала подстроки*
54. textCharInSearchPosition = j;
55. }
56. **}**
58. **break**;
59. }
60. }
62. **int** offset;
64. **if** (textCharInSearchPosition == -1)
65. {
66. ***// несовпадший символ не содержится в подстроке -***
67. *// сдвигаем подстроку на всю её длину вправо*
68. offset = search.Length;
69. }
70. **else**
71. **{**
72. *// количество символов для сдвига равно расстоянию от последнего*
73. *// вхождения несовпадшего символа в подстроку до конца подстроки*
74. offset = shiftArray[textCharInSearchPosition];
75. }
77. *// если найдено расхождение*
78. *// позиция поиска смещается, поиск повторяется*
79. **if** (hasDifferences == **true**)
80. {
81. **startSearch += offset;**
82. }
83. **else**
84. {
85. *// иначе - найдено вхождение подстроки, поиск завершен*
86. **foundPosition = startSearch + 1;**
88. **break**;
89. }
90. }
92. **return** foundPosition;
93. }
95. */// <summary>*
96. ***/// Заполнение сдвигов для символов в подстроке***
97. */// </summary>*
98. */// <param name="search">Подстрока</param>*
99. */// <returns></returns>*
100. **private** **static** **int**[] FillShiftArray(**string** search)
101. **{**
102. *// размер таблицы сдвигов равен длине подстроки*
103. **var** shiftArray = new **int**[search.Length];
105. *// для каждого символа в строке вычисляется расстояние от конца*
106. ***// подстроки до последнего вхождения аналогичного символа***
107. **for** (**int** i = 0; i < search.Length; i++)
108. {
109. **var** c = search[i];
111. **shiftArray[i] = search.Length;**
113. **for** (**int** j = search.Length - 1; j >= 0; j--)
114. {
115. **if** (c == search[j])
116. **{**
117. **int** lastOccurenceIdx = j;
118. shiftArray[i] = search.Length - j - 1;
120. **break**;
121. **}**
122. }
123. }
125. **return** shiftArray;
126. **}**
127. }
128. }
129. Файл «OpenHashTable.cs» - хеш-таблица.
130. **using** System.Collections;
131. **using** System.Diagnostics.CodeAnalysis;
133. **namespace** SaodCP.DataStructures
134. **{**
135. */// <summary>*
136. */// Хеш-таблица, открытое хеширование*
137. */// </summary>*
138. **public** **class** OpenHashTable<T, O> : IDictionary<T, O>
139. **{**
140. *// стартовое количество бакетов (размер таблицы)*
141. **protected** **static** **readonly** **int** START\_BUCKETS\_NUM = 2048;
143. *// таблица - массив связных списков, элементами*
144. ***// которых являются пары ключ-значение***
145. **protected** OneWayCycledList<KeyValuePair<T, O>>[] keyValuePairs =
146. new OneWayCycledList<KeyValuePair<T, O>>[START\_BUCKETS\_NUM];
148. **protected** **void** Init()
149. **{**
150. keyValuePairs = new OneWayCycledList<KeyValuePair<T, O>>[START\_BUCKETS\_NUM];
151. Count = 0;
152. }
154. ***/// <summary>***
155. */// Расширение хеш-корзины в 2 раза*
156. */// </summary>*
157. **protected** **void** Expand()
158. {
159. **var oldKeyValuePairs = keyValuePairs;**
161. keyValuePairs = new OneWayCycledList<KeyValuePair<T, O>>[keyValuePairs.Length \* 2];
162. Count = 0;
164. **foreach (var list in oldKeyValuePairs)**
165. {
166. **if** (list == **null**)
167. {
168. **continue**;
169. **}**
171. **foreach** (**var** pair **in** list)
172. {
173. **this**.**Add**(pair);
174. **}**
175. }
176. }
178. */// <summary>*
179. ***/// Расчет ячейки таблицы для ключа***
180. */// </summary>*
181. */// <param name="key"></param>*
182. */// <returns></returns>*
183. **protected** **int** GetBucketNumberByKey(T key)
184. **{**
185. **var** number = key?.GetHashCode() % keyValuePairs.Length
186. ?? **throw** new ArgumentNullException(nameof(key));
188. **return** number >= 0
189. **? number**
190. : -number;
191. }
193. **public** O **this**[T key]
194. **{**
195. **get**
196. {
197. **int** bucket = GetBucketNumberByKey(key);
199. **var list = keyValuePairs[bucket];**
201. **if** (list == **null**)
202. {
203. **return** **default**;
204. **}**
206. **foreach** (**var** pair **in** list)
207. {
208. **if** (pair.Key?.Equals(key) ?? **false**)
209. **{**
210. **return** pair.**Value**;
211. }
212. }
214. **return default;**
215. }
216. **set**
217. {
218. **Add**(key, **value**);
219. **}**
220. }
222. **public** ICollection<T> Keys => **this**.**Select**(kv => kv.Key).ToHashSet();
224. **public ICollection<O> Values => this.Select(kv => kv.Value).ToHashSet();**
226. **public** **int** Count { **get**; **protected** **set**; } = 0;
228. **public** **bool** IsReadOnly => **false**;
230. **public** **void** **Add**(T key, O **value**)
231. {
232. **int** bucket = GetBucketNumberByKey(key);
234. **if (keyValuePairs[bucket] == null)**
235. {
236. keyValuePairs[bucket] = new();
237. }
239. **var list = keyValuePairs[bucket];**
241. *// если длина списка превышает допустимое значение*
242. *// попытка учесть и плохое распределение, когда заполняется мало ячеек*
243. *// и наоборот хорошее, когда элементы равномерно "размазываются" по всем спискам*
244. **if (list.Count >= keyValuePairs.Length**
245. || Count > keyValuePairs.Length \* 10)
246. {
247. Expand();
249. **Add(key, value);**
251. **return**;
252. }
254. **KeyValuePair<T, O>? kv = null;**
256. **foreach** (**var** kvPair **in** list)
257. {
258. **if** (kvPair.Key?.Equals(key) ?? **false**)
259. **{**
260. kv = kvPair;
261. }
262. }
264. **if (kv != null)**
265. {
266. list.**Remove**((KeyValuePair<T, O>)kv);
267. }
269. **list.Add(new(key, value));**
271. Count++;
272. }
274. **public void Add(KeyValuePair<T, O> item)**
275. {
276. **Add**(item.Key, item.**Value**);
277. }
279. **public void Clear()**
280. {
281. Init();
282. }
284. **public bool Contains(KeyValuePair<T, O> item)**
285. {
286. **var** bucketNum = GetBucketNumberByKey(item.Key);
288. **var** list = keyValuePairs[bucketNum];
290. **if** (list == **null**)
291. {
292. **return** **false**;
293. }
295. **foreach** (**var** kv **in** list)
296. {
297. **if** (kv.Equals(item))
298. {
299. **return true;**
300. }
301. }
303. **return** **false**;
304. **}**
306. **public** **bool** ContainsKey(T key)
307. {
308. **var** bucketNum = GetBucketNumberByKey(key);
310. **var** list = keyValuePairs[bucketNum];
312. **if** (list == **null**)
313. {
314. **return false;**
315. }
317. **foreach** (**var** kv **in** list)
318. {
319. **if (kv.Key?.Equals(key) ?? false)**
320. {
321. **return** **true**;
322. }
323. }
325. **return** **false**;
326. }
328. **public** **void** CopyTo(KeyValuePair<T, O>[] array, **int** arrayIndex)
329. **{**
330. **foreach** (**var** kv **in** **this**)
331. {
332. array[arrayIndex++] = kv;
333. }
334. **}**
336. **public** IEnumerator<KeyValuePair<T, O>> GetEnumerator()
337. {
338. **return** new OpenHashTableEnumerator(**this**);
339. **}**
341. */// <summary>*
342. */// Удалить пару из таблицы по ключу*
343. */// </summary>*
344. ***/// <param name="key"></param>***
345. */// <returns></returns>*
346. **public** **bool** **Remove**(T key)
347. {
348. **var** bucket = GetBucketNumberByKey(key);
350. **var** list = keyValuePairs[bucket];
352. **if** (list == **null**)
353. {
354. **return false;**
355. }
357. KeyValuePair<T, O>? keyValue = **null**;
359. **foreach (var kv in list)**
360. {
361. **if** (kv.Key?.Equals(key) ?? **false**)
362. {
363. keyValue = kv;
364. **}**
365. }
367. **if** (keyValue != **null**)
368. {
369. **var ret = list.Remove((KeyValuePair<T, O>)keyValue);**
371. **if** (ret)
372. {
373. Count--;
374. **}**
376. **return** ret;
377. }
379. **return false;**
380. }
382. */// <summary>*
383. */// Удалить пару из таблицы*
384. ***/// </summary>***
385. */// <param name="item"></param>*
386. */// <returns></returns>*
387. **public** **bool** **Remove**(KeyValuePair<T, O> item)
388. {
389. **var bucket = GetBucketNumberByKey(item.Key);**
391. **var** list = keyValuePairs[bucket];
393. **if** (list == **null**)
394. **{**
395. **return** **false**;
396. }
398. KeyValuePair<T, O>? keyValue = **null**;
400. **foreach** (**var** kv **in** list)
401. {
402. **if** (kv.Equals(item))
403. {
404. **keyValue = kv;**
405. }
406. }
408. **if** (keyValue != **null**)
409. **{**
410. **var** ret = list.**Remove**((KeyValuePair<T, O>)keyValue);
412. **if** (ret)
413. {
414. **Count--;**
415. }
417. **return** ret;
418. }
420. **return** **false**;
421. }
423. */// <summary>*
424. ***/// Получить значение***
425. */// </summary>*
426. **public** **bool** TryGetValue(T key, [MaybeNullWhen(**false**)] **out** O **value**)
427. {
428. **if** (!ContainsKey(key))
429. **{**
430. **value** = **default**;
432. **return** **false**;
433. }
435. **value** = **this**[key];
437. **return** **true**;
438. }
440. IEnumerator IEnumerable.GetEnumerator()
441. {
442. **return** **this**.GetEnumerator();
443. }
445. **public** **class** OpenHashTableEnumerator : IEnumerator<KeyValuePair<T, O>>
446. {
447. **private** **readonly** OpenHashTable<T, O> \_table;
449. **private int \_currentBucket = -1;**
451. **private** IEnumerator<KeyValuePair<T, O>>? \_currentListEnumerator;
453. **private** **bool** \_isDisposed;
455. **public** OpenHashTableEnumerator(OpenHashTable<T, O> table)
456. {
457. \_table = table;
458. }
460. **public** KeyValuePair<T, O> Current => \_currentListEnumerator?.Current ?? **default**;
462. **object** IEnumerator.Current => Current;
464. **public void Dispose()**
465. {
466. **if** (\_isDisposed)
467. {
468. **throw** new ObjectDisposedException(GetType().FullName);
469. **}**
471. \_isDisposed = **true**;
472. }
474. **public bool MoveNext()**
475. {
476. *// работа с текущим итератором списка*
477. **if** (\_currentListEnumerator != **null**)
478. {
479. **if (\_currentListEnumerator.MoveNext())**
480. {
481. **return** **true**;
482. }
483. **else**
484. **{**
485. \_currentListEnumerator = **null**;
486. }
487. }
489. **OneWayCycledList<KeyValuePair<T, O>>? list = null;**
491. **while** (list == **null**
492. && \_currentBucket < \_table.keyValuePairs.Length - 1)
493. {
494. **list = \_table.keyValuePairs[++\_currentBucket];**
495. }
497. **if** (list == **null**)
498. {
499. **return false;**
500. }
501. **else**
502. {
503. \_currentListEnumerator = list.GetEnumerator();
505. **if** (\_currentListEnumerator != **null**)
506. {
507. **return** MoveNext();
508. }
509. **else**
510. {
511. **return** **false**;
512. }
513. }
514. **}**
516. **public** **void** Reset()
517. {
518. **throw** new NotImplementedException();
519. **}**
520. }
521. }
522. }
524. Файл «OneWayCycledList.cs» - циклический однонаправленный список
525. **using** System.Collections;
527. **namespace** SaodCP.DataStructures
528. {
529. ***/// <summary>***
530. */// Односвязный циклический список*
531. */// </summary>*
532. */// <typeparam name="T"></typeparam>*
533. **public** **class** OneWayCycledList<T> : ICollection<T>, IEnumerator<T>
534. **{**
535. **protected** OneWayLinkedListElement<T>? \_first;
536. **protected** OneWayLinkedListElement<T>? \_last;
537. **protected** OneWayLinkedListElement<T>? \_current;
539. **private bool \_isDisposed = false;**
541. **public** **int** Count { **get**; **protected** **set**; } = 0;
543. **public** **bool** IsReadOnly => **false**;
545. **public** T Current
546. {
547. **get**
548. {
549. **if (\_current == null)**
550. {
551. **throw** new NullReferenceException();
552. }
554. **return \_current.Value;**
555. }
556. }
558. **object** IEnumerator.Current => Current;
560. **public** **void** **Add**(T item)
561. {
562. **if** (\_last != **null**)
563. {
564. **\_last.Next = new (item);**
566. \_last = \_last.Next;
568. \_last.Next = \_first;
569. **}**
570. **else**
571. {
572. \_first = new(item);
573. \_last = \_first;
574. **\_first.Next = \_last;**
575. }
577. Count++;
578. }
580. **public** **void** Clear()
581. {
582. \_first = **null**;
583. \_last = **null**;
584. **Count = 0;**
585. }
587. **public** **bool** Contains(T item)
588. {
589. **var cnt = 0;**
591. **if** (\_first == **null**)
592. {
593. **return** **false**;
594. **}**
596. OneWayLinkedListElement<T> element = \_first;
598. **while** (cnt < Count)
599. **{**
600. **if** (element.**Value**?.Equals(item) ?? **false**)
601. {
602. **return** **true**;
603. }
605. cnt++;
607. **if** (element.Next == **null**)
608. {
609. **return false;**
610. }
612. element = element.Next;
613. }
615. **return** **false**;
616. }
618. **public** **void** CopyTo(T[] array, **int** arrayIndex)
619. **{**
620. **int** pos = arrayIndex;
622. **foreach**(**var** element **in** **this**)
623. {
624. **array[pos] = element;**
626. pos++;
627. }
628. }
630. **public** **void** Dispose()
631. {
632. **if** (\_isDisposed)
633. {
634. **throw new ObjectDisposedException(GetType().FullName);**
635. }
637. \_isDisposed = **true**;
638. }
640. **public** IEnumerator<T> GetEnumerator()
641. {
642. \_isDisposed = **false**;
643. \_current = **null**;
645. **return** **this**;
646. }
648. **public** **bool** MoveNext()
649. **{**
650. **if** (\_current == **null**)
651. {
652. \_current = \_first;
654. **return \_current != null;**
655. }
657. **if** (**object**.ReferenceEquals(\_current, \_last))
658. {
659. **return false;**
660. }
662. \_current = \_current.Next;
664. **return true;**
665. }
667. **public** **bool** **Remove**(T item)
668. {
669. **if (Count < 1)**
670. {
671. **return** **false**;
672. }
674. **if (\_first == null)**
675. {
676. **return** **false**;
677. }
679. **if (\_last == null)**
680. {
681. **return** **false**;
682. }
684. **var current = \_first;**
685. OneWayLinkedListElement<T> prev = \_last;
687. **do**
688. {
689. **if (current.Value?.Equals(item) ?? false)**
690. {
691. prev.Next = current.Next;
693. **if** (**object**.ReferenceEquals(\_first, current))
694. **{**
695. \_first = current.Next;
696. }
698. Count--;
700. **if** (Count < 1)
701. {
702. \_first = **null**;
703. \_last = **null**;
704. **}**
706. **return** **true**;
707. }
709. **prev = current;**
711. current = current.Next;
712. }
713. **while** (current != **null**);
715. **return** **false**;
716. }
718. **public** **void** Reset()
719. **{**
720. \_current = **null**;
721. }
723. IEnumerator IEnumerable.GetEnumerator()
724. **{**
725. **return** **this**.GetEnumerator();
726. }
728. */// <summary>*
729. ***/// Отсортировать элементы списка***
730. */// </summary>*
731. */// <param name="comparer"></param>*
732. **public** **void** Sort(Comparison<T>? comparer = **null**)
733. {
734. **if (\_first == null)**
735. {
736. **return**;
737. }
739. **if (\_first.Value == null)**
740. {
741. **return**;
742. }
744. **T[] source = new T[Count];**
746. CopyTo(source, 0);
748. **var** dest = Utils.Utils.MergeSort(source, comparer);
750. Clear();
752. **foreach** (**var** item **in** dest)
753. {
754. **Add(item);**
755. }
756. }
757. }
759. ***/// <summary>***
760. */// Элемент односвязного списка*
761. */// </summary>*
762. */// <typeparam name="T"></typeparam>*
763. **public** **class** OneWayLinkedListElement<T> : ICloneable
764. **{**
765. **private** **readonly** T \_value;
767. **public** OneWayLinkedListElement(T **value**)
768. {
769. **\_value = value;**
770. }
772. **public** T **Value** { **get** => \_value; }
774. **public OneWayLinkedListElement<T>? Next { get; set; }**
776. **public** **object** Clone()
777. {
778. **return** MemberwiseClone();
779. **}**
780. }
781. }
783. Файл «SortedOneWayCycledList.cs» - отсортированный односвязный список
784. **using** System;
785. **using** System.Collections.Generic;
786. **using** System.Linq;
787. **using** System.Text;
788. **using System.Threading.Tasks;**
790. **namespace** SaodCP.DataStructures
791. {
792. */// <summary>*
793. ***/// Отсортированный список***
794. */// </summary>*
795. */// <typeparam name="T"></typeparam>*
796. **public** **class** SortedOneWayCycledList<T> : OneWayCycledList<T>
797. {
798. **private Comparison<T> \_comparison;**
800. */// <summary>*
801. */// Делегат для сравнения элементов*
802. */// </summary>*
803. **public Comparison<T> Comparison**
804. {
805. **get** => \_comparison;
806. **set**
807. {
808. **\_comparison = value;**
810. **if** (Count > 1)
811. {
812. Sort();
813. **}**
814. }
815. }
817. */// <summary>*
818. ***/// Создает список для типа, являющегося IComparable***
819. */// </summary>*
820. **public** SortedOneWayCycledList()
821. {
822. **var** type = typeof(T);
824. **if** (!typeof(IComparable<T>).IsAssignableFrom(type))
825. {
826. **throw** new ApplicationException($"{nameof(T)} is not {nameof(IComparable)}"
827. + ", use constructor with a Comparison instead");
828. **}**
830. \_comparison = (f, s) =>
831. {
832. **if** (f != **null**)
833. **{**
834. **return** ((IComparable)f).CompareTo(s);
835. }
836. **else**
837. {
838. **throw new ArgumentNullException(nameof(f));**
839. }
840. };
841. }
843. **public SortedOneWayCycledList(Comparison<T> comparison)**
844. {
845. \_comparison = comparison;
846. }
848. ***/// <summary>***
849. */// Добавление элемента, затем сортировка списка*
850. */// Работает за O(n log(n))*
851. */// </summary>*
852. */// <param name="element"></param>*
853. **public new void Add(T element)**
854. {
855. **base**.**Add**(element);
857. Sort(\_comparison);
858. **}**
859. }
860. }
862. Файл «Tree.cs» - бинарное дерево поиска
863. **using** System.Drawing.Design;
864. **using** System.Net.Sockets;
866. **namespace** SaodCP.DataStructures
867. **{**
868. */// <summary>*
869. */// АВЛ-дерево поиска*
870. */// </summary>*
871. */// <typeparam name="T"></typeparam>*
872. ***/// <typeparam name="O"></typeparam>***
873. **public** **partial** **class** Tree<T, O>
874. {
875. **private** TreeNode<T, O>? head = **null**;
877. **private Comparison<T> \_comparison;**
879. **public** **int** Count { **get**; **private** **set**; } = 0;
881. **public** Tree()
882. **{**
883. **if** (!typeof(IComparable).IsAssignableFrom(typeof(T)))
884. {
885. **throw** new ApplicationException(
886. $"{nameof(T)} is not IComparable and Comparison<{nameof(T)}> was not provided");
887. **}**
889. \_comparison = (first, second) => ((IComparable)first).CompareTo(second);
890. }
892. **public Tree(Comparison<T> comparison)**
893. {
894. \_comparison = comparison;
895. }
897. ***/// <summary>***
898. */// Добавить пару ключ-значение*
899. */// </summary>*
900. */// <param name="key"></param>*
901. */// <param name="value"></param>*
902. **public void Add(T key, O? value = default)**
903. {
904. **var** node = new TreeNode<T, O>(key, **value**);
906. **if** (head == **null**)
907. **{**
908. head = node;
910. Count = 1;
912. **return;**
913. }
915. head = RecursiveAdd(head, node);
916. }
918. **private** TreeNode<T, O> RecursiveAdd(
919. TreeNode<T, O> parent,
920. TreeNode<T, O> addNode)
921. {
922. **var cmp = \_comparison(parent.Key, addNode.Key);**
924. **if** (cmp > 0)
925. {
926. **if** (parent.Left != **null**)
927. **{**
928. parent.Left = RecursiveAdd(parent.Left, addNode);
929. }
930. **else**
931. {
932. **parent.Left = addNode;**
934. Count++;
935. }
937. **parent.UpdateDimensions();**
939. **if** (parent.Diff >= 2
940. || parent.Diff <= -2)
941. {
942. **parent = Rebalance(parent);**
943. }
945. **return** parent;
946. }
947. **else if (cmp < 0)**
948. {
949. **if** (parent.Right != **null**)
950. {
951. parent.Right = RecursiveAdd(parent.Right, addNode);
952. **}**
953. **else**
954. {
955. parent.Right = addNode;
957. **Count++;**
958. }
960. parent.UpdateDimensions();
962. **if (parent.Diff >= 2**
963. || parent.Diff <= -2)
964. {
965. parent = Rebalance(parent);
966. }
968. **return** parent;
969. }
970. **else**
971. {
972. **parent.Value = addNode.Value;**
974. parent.UpdateDimensions();
976. **return** parent;
977. **}**
978. }
980. */// <summary>*
981. */// Удалить по ключу*
982. ***/// </summary>***
983. */// <param name="key"></param>*
984. */// <returns></returns>*
985. **public** **bool** **Remove**(T key)
986. {
987. **if (head == null)**
988. {
989. **return** **false**;
990. }
992. **bool ret = false;**
994. head = DeleteNode(head, key, **ref** ret);
996. **if** (ret)
997. **{**
998. Count--;
999. }
1001. **return** ret;
1002. **}**
1004. **private** TreeNode<T, O>? DeleteNode(
1005. TreeNode<T, O> currentNode,
1006. T itemValue)
1007. **{**
1008. **bool** stackBool = **false**;
1010. **return** DeleteNode(currentNode, itemValue, **ref** stackBool);
1011. }
1013. *// найти и удалить*
1014. **private** TreeNode<T,O>? DeleteNode(
1015. TreeNode<T,O> currentNode,
1016. T itemValue,
1017. **ref bool result)**
1018. {
1019. result = **true**;
1021. **var** cmp = \_comparison(currentNode.Key, itemValue);
1023. *// если нашли нужный элемент, начинаем процедуру удаления*
1024. **if** (cmp == 0)
1025. {
1026. *// обработка самого простого случая, вместо узла возвращается null*
1027. **if (currentNode.Left == null**
1028. && currentNode.Right == **null**)
1029. {
1030. **return** **null**;
1031. }
1033. *// обработка двух случаев, с только одним из поддеревьев*
1034. **if** (currentNode.Left == **null**)
1035. {
1036. **return** currentNode.Right;
1037. **}**
1039. **if** (currentNode.Right == **null**)
1040. {
1041. **return** currentNode.Left;
1042. **}**
1044. *// если у ноды есть оба потомка*
1045. **var** minNodeInRightSubtree = FindMinNode(currentNode.Right);
1046. *// заменили текущий элемент минимальным из правого поддерева*
1047. **currentNode.Value = minNodeInRightSubtree.Value;**
1048. currentNode.Key = minNodeInRightSubtree.Key;
1050. *// ищем в правом поддереве минимальный элемент,*
1051. *// значение которого уже вставлено на место текущего*
1052. **currentNode.Right = DeleteNode(**
1053. currentNode.Right,
1054. minNodeInRightSubtree.Key);
1056. **return** currentNode;
1057. **}**
1059. *// попадаем сюда, если элемент не был найден,*
1060. *// просто проваливаемся в дерево глубже и глубже*
1062. ***// производится рекурсивный вызов этой же функции***
1063. **if** (cmp > 0)
1064. {
1065. **if** (currentNode.Left == **null**)
1066. {
1067. **result = false;**
1069. **return** currentNode;
1070. }
1072. ***// проваливаемся в левое поддерево***
1073. currentNode.Left = DeleteNode(
1074. currentNode.Left,
1075. itemValue,
1076. **ref** result);
1078. *// если нового ребенка после удаления надо балансировать, балансируем*
1079. **if** (currentNode.Left != **null**)
1080. {
1081. **if** (currentNode.Left.Diff == 2
1082. **|| currentNode.Left.Diff == -2)**
1083. {
1084. currentNode.Left = Rebalance(currentNode.Left);
1085. }
1086. }
1088. *// обновление параметров*
1089. currentNode.UpdateDimensions();
1091. *// присваивание на рекурсивный уровень выше,*
1092. ***// может быть как в левое поддерево,так и в правое,***
1093. *// на текущем уровне мы не знаем какое поддерево обрабатываем*
1094. **return** currentNode;
1095. }
1097. ***// аналогичная обработка для правого поддерева***
1098. **if** (cmp < 0)
1099. {
1100. **if** (currentNode.Right == **null**)
1101. {
1102. **result = false;**
1104. **return** currentNode;
1105. }
1107. **currentNode.Right = DeleteNode(**
1108. currentNode.Right,
1109. itemValue,
1110. **ref** result);
1112. ***// если ребенка после удаления надо балансировать, балансируем***
1113. **if** (currentNode.Right != **null**)
1114. {
1115. **if** (currentNode.Right.Diff == 2
1116. || currentNode.Right.Diff == -2)
1117. **{**
1118. currentNode.Right = Rebalance(currentNode.Right);
1119. }
1120. }
1122. **currentNode.UpdateDimensions();**
1124. **return** currentNode;
1125. }
1127. **throw new ApplicationException("Delete Element error");**
1128. }
1130. **private** TreeNode<T,O> FindMinNode(TreeNode<T, O> node)
1131. {
1132. **if (node.Left == null)**
1133. {
1134. **return** node;
1135. }
1137. **return FindMinNode(node.Left);**
1138. }
1140. */// <summary>*
1141. */// Найти значение по ключу*
1142. ***/// </summary>***
1143. */// <param name="key"></param>*
1144. */// <returns></returns>*
1145. **public** O? Find(T key)
1146. {
1147. **if (head == null)**
1148. {
1149. **return** **default**;
1150. }
1152. **return RecursiveFind(head, key);**
1153. }
1155. **private** O? RecursiveFind(TreeNode<T,O> parent, T key)
1156. {
1157. **var cmp = \_comparison(parent.Key, key);**
1159. **if** (cmp == 0)
1160. {
1161. **return** parent.**Value**;
1162. **}**
1163. **else** **if** (cmp > 0)
1164. {
1165. **if** (parent.Left == **null**)
1166. {
1167. **return default;**
1168. }
1170. **return** RecursiveFind(parent.Left, key);
1171. }
1172. **else**
1173. {
1174. **if** (parent.Right == **null**)
1175. {
1176. **return** **default**;
1177. **}**
1179. **return** RecursiveFind(parent.Right, key);
1180. }
1181. }
1182. **}**
1183. }
1184. Файл «Tree\_Enumerable.cs» - АВЛ-дерево поиска, реализация интерфейса перечисляемого типа.
1185. **using** System.Collections;
1187. **namespace** SaodCP.DataStructures
1188. {
1189. ***/// <summary>***
1190. */// Реализация IEnumerable для Tree, чтобы было удобно использовать*
1191. */// Используется прямой обход дерева (вершина, левый, правый)*
1192. */// </summary>*
1193. */// <typeparam name="T"></typeparam>*
1194. ***/// <typeparam name="O"></typeparam>***
1195. **public** **partial** **class** Tree<T, O> : IEnumerable<KeyValuePair<T, O>>
1196. {
1197. */// <summary>*
1198. */// Получить Enumerator (обход дерева в прямом порядке)*
1199. ***/// </summary>***
1200. */// <returns></returns>*
1201. **public** IEnumerator<KeyValuePair<T, O>> GetEnumerator()
1202. {
1203. **var** pairs = new List<KeyValuePair<T, O>>();
1205. **var** node = head;
1207. AddToList(node);
1209. **void AddToList(TreeNode<T,O>? node)**
1210. {
1211. **if** (node == **null**)
1212. {
1213. **return**;
1214. **}**
1216. pairs.**Add**(new(node.Key, node.**Value**));
1218. AddToList(node.Left);
1219. **AddToList(node.Right);**
1220. }
1222. **return** pairs.GetEnumerator();
1223. }
1225. IEnumerator IEnumerable.GetEnumerator()
1226. {
1227. **return** GetEnumerator();
1228. }
1229. **}**
1230. }
1232. Файл «Tree\_Rebalance.cs» - операции по балансировке АВЛ-дерева поиска
1233. **namespace** SaodCP.DataStructures
1234. {
1235. */// <summary>*
1236. */// Операции по балансировке дерева*
1237. ***/// </summary>***
1238. **public** **partial** **class** Tree<T, O>
1239. {
1240. */// <summary>*
1241. */// Балансировка дерева*
1242. ***/// </summary>***
1243. */// <param name="head"></param>*
1244. */// <returns>Новая вершина поддерева</returns>*
1245. **private** TreeNode<T, O> Rebalance(TreeNode<T, O> head)
1246. {
1247. ***// надо ли вообще выполнять поворот***
1248. **if** (head.Diff != 2
1249. && head.Diff != -2)
1250. {
1251. **return** head;
1252. **}**
1254. **var** a = head;
1256. *// левый поворот*
1257. **if (a.Diff == 2)**
1258. {
1259. **var** b = head.Left;
1261. **if** (b == **null**)
1262. **{**
1263. **return** head;
1264. }
1266. **if** (b.Diff == 1
1267. **|| b.Diff == 0)**
1268. {
1269. **return** RotateLeft(head);
1270. }
1271. **else** **if** (b.Diff == -1)
1272. **{**
1274. **var** c = b.Right;
1276. **if** (c == **null**)
1277. **{**
1278. **return** head;
1279. }
1281. **return** BigRotateLeft(head);
1282. **}**
1283. }
1285. *// правый поворот*
1286. **if** (a.Diff == -2)
1287. **{**
1288. **var** b = head.Right;
1290. **if** (b == **null**)
1291. {
1292. **return head;**
1293. }
1295. **if** (b.Diff == -1
1296. || b.Diff == 0)
1297. **{**
1298. **return** RotateRight(head);
1299. }
1300. **else** **if** (b.Diff == 1)
1301. {
1302. **var c = b.Left;**
1304. **if** (c == **null**)
1305. {
1306. **return** head;
1307. **}**
1309. **return** BigRotateRight(head);
1310. }
1311. }
1313. **throw** new ApplicationException("Tree Internal error");
1314. }
1316. */// <summary>*
1317. ***/// левый поворот***
1318. */// </summary>*
1319. */// <param name="b"></param>*
1320. */// <returns></returns>*
1321. */// <exception cref="ArgumentNullException"></exception>*
1322. **private TreeNode<T, O> RotateLeft(TreeNode<T, O> b)**
1323. {
1324. TreeNode<T, O> a = b.Left ?? **throw** new NullReferenceException();
1326. b.Left = a.Right;
1328. a.Right = b;
1330. b.UpdateDimensions();
1331. a.UpdateDimensions();
1333. **return** a;
1334. }
1336. */// <summary>*
1337. ***/// правый поворот***
1338. */// </summary>*
1339. */// <param name="b"></param>*
1340. */// <returns></returns>*
1341. */// <exception cref="ArgumentNullException"></exception>*
1342. **private TreeNode<T, O> RotateRight(TreeNode<T, O> b)**
1343. {
1344. TreeNode<T, O> a = b.Right ?? **throw** new NullReferenceException();
1346. b.Right = a.Left;
1348. a.Left = b;
1350. b.UpdateDimensions();
1351. a.UpdateDimensions();
1353. **return** a;
1354. }
1356. */// <summary>*
1357. ***/// большой левый поворот***
1358. */// </summary>*
1359. */// <param name="a"></param>*
1360. */// <returns></returns>*
1361. */// <exception cref="NullReferenceException"></exception>*
1362. **private TreeNode<T, O> BigRotateLeft(TreeNode<T, O> a)**
1363. {
1364. a.Left = RotateRight(a.Left ?? **throw** new NullReferenceException());
1365. **return** RotateLeft(a);
1366. }
1368. */// <summary>*
1369. */// большой правый поворот*
1370. */// </summary>*
1371. */// <param name="a"></param>*
1372. ***/// <returns></returns>***
1373. */// <exception cref="NullReferenceException"></exception>*
1374. **private** TreeNode<T, O> BigRotateRight(TreeNode<T, O> a)
1375. {
1376. a.Right = RotateLeft(a.Right ?? **throw** new NullReferenceException());
1378. **return** RotateRight(a);
1379. }
1380. }
1381. }
1383. Файл «TreeNode.cs» - узел АВЛ-дерева
1384. **namespace** SaodCP.DataStructures
1385. {
1386. */// <summary>*
1387. */// Узел дерева*
1388. ***/// </summary>***
1389. */// <typeparam name="T"></typeparam>*
1390. **public** **class** TreeNode<T, O>
1391. {
1392. **public** T Key { **get**; **set**; }
1393. **public O? Value { get; set; }**
1395. **public** TreeNode(T key, O? **value**)
1396. {
1397. Key = key;
1398. **Value = value;**
1399. }
1401. **public** TreeNode<T, O>? Left { **get**; **set**; } = **null**;
1402. **public** TreeNode<T, O>? Right { **get**; **set**; } = **null**;
1404. */// <summary>*
1405. */// Разница между высотой левого и правого поддерева*
1406. */// </summary>*
1407. **public** **int** Diff { **get** => GetDiff(); }
1409. */// <summary>*
1410. */// Глубина поддерева*
1411. */// </summary>*
1412. **public** **int** Depth { **get**; **set**; }
1414. */// <summary>*
1415. */// Обновить глубину поддерева*
1416. */// </summary>*
1417. **public** **void** UpdateDepth()
1418. **{**
1419. **int** rightDepth = Right?.Depth + 1 ?? 0;
1420. **int** leftDepth = Left?.Depth + 1 ?? 0;
1422. **int** max = rightDepth > leftDepth ? rightDepth : leftDepth;
1424. Depth = max;
1425. }
1427. */// <summary>*
1428. ***/// Обновить разность***
1429. */// глубин поддеревьев*
1430. */// </summary>*
1431. **public** **int** GetDiff()
1432. {
1433. **int rightDepth = Right?.Depth + 1 ?? 0;**
1434. **int** leftDepth = Left?.Depth + 1 ?? 0;
1436. **return** leftDepth - rightDepth;
1437. }
1439. */// <summary>*
1440. */// Обновить измерения узла*
1441. */// </summary>*
1442. **public** **void** UpdateDimensions()
1443. **{**
1444. UpdateDepth();
1445. }
1446. }
1447. }
1448. Файл «Accommodation.cs» - Запись данных о заселении
1450. **using** System.ComponentModel;
1452. **namespace** SaodCP.Models
1453. **{**
1454. */// <summary>*
1455. */// Данные о периоде проживания постояльца в номере*
1456. */// </summary>*
1457. **public** **class** Accommodation : ICloneable
1458. **{**
1459. */// <summary>*
1460. */// Номер паспорта постояльца*
1461. */// </summary>*
1462. [DisplayName("Номер паспорта")]
1463. **public string LodgerPassportId { get; set; } = string.Empty;**
1465. */// <summary>*
1466. */// Номер комнаты постояльца*
1467. */// </summary>*
1468. **[DisplayName("Номер комнаты")]**
1469. **public** **string** ApartmentNumber { **get**; **set**; } = **string**.Empty;
1471. */// <summary>*
1472. */// Дата заселения постояльца*
1473. ***/// </summary>***
1474. [DisplayName("Дата С")]
1475. **public** DateOnly FromDate { **get**; **set**; }
1477. */// <summary>*
1478. ***/// Дата выезда постояльца***
1479. */// </summary>*
1480. [DisplayName("Дата ПО")]
1481. **public** DateOnly ToDate { **get**; **set**; }
1483. **public object Clone()**
1484. {
1485. **return** MemberwiseClone();
1486. }
1488. **public override string? ToString()**
1489. {
1490. **return** $"Заселение постояльца " +
1491. $"{this.LodgerPassportId} в номер " +
1492. $"{this.ApartmentNumber} " +
1493. **$"с {this.FromDate} по {this.ToDate}";**
1494. }
1495. }
1496. }
1498. Файл «Lodger.cs» - данные постояльца
1499. **using** SaodCP.DataStructures;
1500. **using** System.ComponentModel;
1502. **namespace** SaodCP.Models
1503. **{**
1504. */// <summary>*
1505. */// Постоялец*
1506. */// </summary>*
1507. **public** **class** Lodger
1508. **{**
1509. **public** **static** **readonly** **string** PassportIdPattern = "NNNN-NNNNNN";
1511. **private** HashString passportId = **string**.Empty;
1513. **[DisplayName("Номер паспорта")]**
1514. **public** **string** PassportId
1515. {
1516. **get** => passportId;
1517. **set**
1518. **{**
1519. **if** (Utils.Utils.ValidateLodgerPassportId(**value**))
1520. {
1521. passportId = **value**;
1522. }
1523. **else**
1524. {
1525. **throw** new FormatException("Неверный формат номера паспорта!");
1526. }
1527. }
1528. **}**
1530. [DisplayName("Имя")]
1531. **public** **string** Name { **get**; **set**; } = **string**.Empty;
1533. **[DisplayName("Год рождения")]**
1534. **public** **int** BirthYear { **get**; **set**; }
1536. [DisplayName("Адрес")]
1537. **public** **string** Address { **get**; **set**; } = **string**.Empty;
1538. **}**
1539. }
1541. Файл «Apartment.cs» - запись с данными о гостиничном номере
1542. **using** System.ComponentModel;
1543. **using** System.ComponentModel.DataAnnotations;
1545. **namespace** SaodCP.Models
1546. **{**
1547. */// <summary>*
1548. */// Номер в гостинице*
1549. */// </summary>*
1550. **public** **class** Apartment
1551. **{**
1552. **private** **string** \_number;
1554. #pragma warning disable CS8618 // Поле, не допускающее значения NULL, должно содержать значение, отличное от NULL, при выходе из конструктора. Возможно, стоит объявить поле как допускающее значения NULL.
1555. **public** Apartment(**string** number)
1556. **#pragma warning restore CS8618 // Поле, не допускающее значения NULL, должно содержать значение, отличное от NULL, при выходе из конструктора. Возможно, стоит объявить поле как допускающее значения NULL.**
1557. {
1558. Number = number;
1559. }
1561. ***/// <summary>***
1562. */// Номер апартаментов*
1563. */// </summary>*
1564. [DisplayName("Номер")]
1565. **public** **string** Number
1566. **{**
1567. **get** => \_number;
1568. **set**
1569. {
1570. **if** (!Utils.Utils.ValidateRoomNumberId(**value**))
1571. **{**
1572. **throw** new ArgumentException(**null**, nameof(**value**));
1573. }
1575. \_number = **value**;
1576. **}**
1577. }
1579. */// <summary>*
1580. */// Кол-во спальных мест*
1581. ***/// </summary>***
1582. [DisplayName("Кол-во спальных мест")]
1583. **public** **int** BedsNumber { **get**; **set**; }
1585. */// <summary>*
1586. ***/// Кол-во комнат***
1587. */// </summary>*
1588. [DisplayName("Кол-во комнат")]
1589. **public** **int** RoomNumber { **get**; **set**; }
1591. ***/// <summary>***
1592. */// Есть ли сан.узел*
1593. */// </summary>*
1594. [DisplayName("Сан. узел")]
1595. **public** **bool** HasToilet { **get**; **set**; }
1597. */// <summary>*
1598. */// Список оборудования*
1599. */// </summary>*
1600. [StringLength(200)]
1601. **[DisplayName("Оборудование")]**
1602. **public** **string** Equipment { **get**; **set**; } = **string**.Empty;
1603. }
1604. }
1606. Файл «Utils.cs» - инструменты для работы с первичными ключами, реализация сортировки слиянием, генерация случайных первичных ключей
1607. **using** SaodCP.Models;
1608. **namespace** SaodCP.Utils
1609. {
1610. **public static class Utils**
1611. {
1612. **static** **readonly** **char**[] NUMBER\_CHARS = new **char**[] { '0', '1', '2', '3', '4', '5', '6', '7', '8', '9' };
1614. **static** **readonly** **char**[] ROOM\_NUMBER\_FIRST\_LITERAL = new **char**[] { 'Л', 'П', 'О', 'М' };
1616. */// <summary>*
1617. */// Проверка формата номера паспорта постояльца*
1618. */// </summary>*
1619. **public** **static** **bool** ValidateLodgerPassportId(
1620. **string? passportId)**
1621. {
1622. **var** refString = **string**.Empty;
1624. **return** ValidateLodgerPassportId(passportId, **ref** refString);
1625. **}**
1627. */// <summary>*
1628. */// Проверка формата номера паспорта*
1629. */// </summary>*
1630. ***/// <param name="passportId">Номер паспорта</param>***
1631. */// <param name="error">Описание ошибки</param>*
1632. **public** **static** **bool** ValidateLodgerPassportId(
1633. **string**? passportId,
1634. **ref** **string**? error)
1635. **{**
1636. **if** (**string**.IsNullOrWhiteSpace(passportId))
1637. {
1638. error = "Номер паспорта должен быть заполнен";
1640. **return false;**
1641. }
1643. **var** ret = **true**;
1645. **if (passportId.Length != 11)**
1646. {
1647. ret = **false**;
1648. }
1650. **var allowedCharactersArray = new char[]**
1651. {
1652. '0', '1', '2', '3', '4', '5', '6', '7', '8', '9'
1653. };
1655. **var delimiter = '-';**
1657. **if** (ret)
1658. {
1659. **for** (**var** i = 0; i < passportId.Length; i++)
1660. **{**
1661. **var** c = passportId[i];
1663. **if** (i == 4)
1664. {
1665. **if (c == delimiter)**
1666. {
1667. **continue**;
1668. }
1669. **else**
1670. **{**
1671. ret = **false**;
1673. **break**;
1674. }
1675. **}**
1677. **var** found = **false**;
1679. **for** (**var** j = 0; j < allowedCharactersArray.Length; j++)
1680. **{**
1681. **if** (c == allowedCharactersArray[j])
1682. {
1683. found = **true**;
1685. **break;**
1686. }
1687. }
1689. **if** (!found)
1690. **{**
1691. ret = **false**;
1693. **break**;
1694. }
1695. **}**
1696. }
1698. **if** (!ret)
1699. {
1700. **error = $"Номер паспорта должен соответствовать шаблону {Lodger.PassportIdPattern}";**
1701. }
1703. **return** ret;
1704. }
1706. */// <summary>*
1707. */// Проверка формата номера гостичничного номера*
1708. */// </summary>*
1709. **public** **static** **bool** ValidateRoomNumberId(
1710. **string? roomNumber)**
1711. {
1712. **var** str = **string**.Empty;
1714. **return** ValidateRoomNumberId(
1715. **roomNumber,**
1716. **ref** str);
1717. }
1719. */// <summary>*
1720. ***/// Проверка формата номера комнаты***
1721. */// </summary>*
1722. */// <param name="passportId">Номер комнаты</param>*
1723. */// <param name="error">Описание ошибки</param>*
1724. **public** **static** **bool** ValidateRoomNumberId(
1725. **string? roomNumber,**
1726. **ref** **string**? error)
1727. {
1728. **bool** ret = **true**;
1730. **var description = "Номер комнаты должен соответствовать формату «ANNN», " +**
1731. "где A –**\r\n**буква, обозначающая тип номера**\r\n** " +
1732. "(Л – люкс, П – полулюкс, О – одноместный, М – многоместный);**\r\n** " +
1733. "NNN – порядковый номер (цифры)";
1735. **if (string.IsNullOrWhiteSpace(roomNumber))**
1736. {
1737. ret = **false**;
1738. }
1740. **string number = roomNumber ?? string.Empty;**
1742. **if** (number.Length != 4)
1743. {
1744. ret = **false**;
1746. error = description;
1748. **return** ret;
1749. }
1751. **var** firstLiteral = number[0];
1753. **for** (**int** i = 0; i < ROOM\_NUMBER\_FIRST\_LITERAL.Length; i++)
1754. {
1755. **if (firstLiteral == ROOM\_NUMBER\_FIRST\_LITERAL[i])**
1756. {
1757. **break**;
1758. }
1760. **if (i == ROOM\_NUMBER\_FIRST\_LITERAL.Length - 1)**
1761. {
1762. ret = **false**;
1763. }
1764. }
1766. **for** (**int** i = 1; i < number.Length; i++)
1767. {
1768. **for** (**int** j = 0; j < NUMBER\_CHARS.Length; j++)
1769. {
1770. **if (number[i] == NUMBER\_CHARS[j])**
1771. {
1772. **break**;
1773. }
1775. **if (j == NUMBER\_CHARS.Length - 1)**
1776. {
1777. ret = **false**;
1778. }
1779. }
1781. **if** (!ret)
1782. {
1783. **break**;
1784. }
1785. **}**
1787. **if** (!ret)
1788. {
1789. error = description;
1790. **}**
1792. **return** ret;
1793. }
1795. ***/// <summary>***
1796. */// Генерация случайного ИД паспорта*
1797. */// </summary>*
1798. **public** **static** **string** GenerateRandomPassportId()
1799. {
1800. **var passportIdCharArray = new char[11];**
1802. **var** random = new Random();
1804. **for** (**int** i = 0; i < passportIdCharArray.Length; i++)
1805. **{**
1806. **if** (i == 4)
1807. {
1808. passportIdCharArray[i] = '-';
1810. **continue;**
1811. }
1813. passportIdCharArray[i] = NUMBER\_CHARS[random.Next(NUMBER\_CHARS.Length - 1)];
1814. }
1816. **return** new **string**(passportIdCharArray);
1817. }
1819. */// <summary>*
1820. ***/// Генерация случайного номера комнаты***
1821. */// </summary>*
1822. **public** **static** **string** GenerateRandomRoomNumber()
1823. {
1824. **var** random = new Random();
1826. **char**[] ret = new **char**[4];
1828. **for** (**int** i = 0; i < 4; i++)
1829. {
1830. **if (i == 0)**
1831. {
1832. ret[i] = ROOM\_NUMBER\_FIRST\_LITERAL[random.Next(ROOM\_NUMBER\_FIRST\_LITERAL.Length - 1)];
1833. }
1834. **else**
1835. **{**
1836. ret[i] = NUMBER\_CHARS[random.Next(NUMBER\_CHARS.Length - 1)];
1837. }
1838. }
1840. **return new string(ret);**
1841. }
1843. */// <summary>*
1844. */// Получить следующий по порядку номер комнаты*
1845. ***/// </summary>***
1846. **public** **static** **string** GetNextRoomNumber(**string** roomNumber)
1847. {
1848. **if** (!ValidateRoomNumberId(roomNumber))
1849. {
1850. **throw new ArgumentException(null, nameof(roomNumber));**
1851. }
1853. **int** number = 0;
1855. **int multiplexor = 1;**
1857. **for** (**int** i = 3; i > 0; i--)
1858. {
1859. number += NumCharToInt(roomNumber[i]) \* multiplexor;
1861. multiplexor \*= 10;
1862. }
1864. **char**[] ret = new **char**[4];
1866. ret[0] = roomNumber[0];
1868. **var** newNumberString = **string**.Format("{0}", number);
1870. **ret[1] = newNumberString[0];**
1871. ret[2] = newNumberString[1];
1872. ret[3] = newNumberString[2];
1874. **return** new **string**(ret);
1875. **}**
1877. */// <summary>*
1878. */// Перевод символа цифры в численное представление*
1879. */// </summary>*
1880. **public static int NumCharToInt(char c)**
1881. {
1882. **for** (**int** i = 0; i < NUMBER\_CHARS.Length; i++)
1883. {
1884. **if** (c == NUMBER\_CHARS[i])
1885. **{**
1886. **return** i;
1887. }
1888. }
1890. **throw new ArgumentOutOfRangeException(nameof(c));**
1891. }
1893. */// <summary>*
1894. */// The hash code for a String object is computed as*
1895. ***// s[0]\*31^(n-1) + s[1]\*31^(n-2) + ... + s[n-1]***
1896. *// using int arithmetic,*
1897. *// where s[i] is the i-th character of the string,*
1898. *// n is the length of the string,*
1899. *// and ^ indicates exponentiation.*
1900. ***// (The hash value of the empty string is zero.)***
1901. */// </summary>*
1902. */// <param name="\_key"></param>*
1903. */// <returns></returns>*
1904. **public** **static** **int** HashCode(**this** **string** \_key)
1905. **{**
1906. **int** h = 0;
1908. **if** (\_key.Length > 0)
1909. {
1910. **char[] val = \_key.ToCharArray();**
1912. **for** (**int** i = 0; i < \_key.Length; i++)
1913. {
1914. h = 31 \* h + val[i];
1915. **}**
1916. }
1918. **return** (h);
1919. }
1921. */// <summary>*
1922. */// Сортировка слиянием*
1923. */// </summary>*
1924. */// <typeparam name="T"></typeparam>*
1925. ***/// <param name="array">Исходный массив</param>***
1926. */// <param name="comparer">Сравнение элементов</param>*
1927. */// <returns></returns>*
1928. */// <exception cref="ApplicationException"></exception>*
1929. */// <exception cref="ArgumentNullException"></exception>*
1930. **public static T[] MergeSort<T>(**
1931. **this** T[] array,
1932. Comparison<T>? comparer = **null**)
1933. {
1934. **if** (array.Length == 0
1935. **|| array.Length == 1)**
1936. {
1937. **return** (T[])array.Clone();
1938. }
1940. **Comparison<T> comp;**
1942. **if** (comparer == **null**)
1943. {
1944. **if** (array[0] is not IComparable)
1945. **{**
1946. **throw** new ApplicationException(
1947. $"Comparator is not found and type {nameof(T)} is not IComparable");
1948. }
1950. **comp = (T f, T s) =>**
1951. {
1952. **if** (f != **null**)
1953. {
1954. **return** ((IComparable)f).CompareTo(s);
1955. **}**
1956. **else**
1957. {
1958. **throw** new ArgumentNullException(nameof(f));
1959. }
1960. **};**
1961. }
1962. **else**
1963. {
1964. comp = comparer;
1965. **}**
1967. T[] ret = (T[])array.Clone();
1969. ret = SortArray(array, 0, array.Length - 1);
1971. **return** ret;
1973. T[] SortArray(T[] array, **int** left, **int** right)
1974. {
1975. **if (left < right)**
1976. {
1977. **int** middle = left + (right - left) / 2;
1978. SortArray(array, left, middle);
1979. SortArray(array, middle + 1, right);
1980. **MergeArray(array, left, middle, right);**
1981. }
1983. **return** array;
1984. }
1986. **void** MergeArray(T[] array, **int** left, **int** middle, **int** right)
1987. {
1988. **var** leftArrayLength = middle - left + 1;
1989. **var** rightArrayLength = right - middle;
1990. **var leftTempArray = new T[leftArrayLength];**
1991. **var** rightTempArray = new T[rightArrayLength];
1992. **int** i, j;
1994. **for** (i = 0; i < leftArrayLength; i++)
1995. **{**
1996. leftTempArray[i] = array[left + i];
1997. }
1998. **for** (j = 0; j < rightArrayLength; j++)
1999. {
2000. **rightTempArray[j] = array[middle + 1 + j];**
2001. }
2003. i = 0;
2004. j = 0;
2005. **int k = left;**
2007. **while** (i < leftArrayLength
2008. && j < rightArrayLength)
2009. {
2010. **var comparison = comp(leftTempArray[i], rightTempArray[j]);**
2012. **if** (comparison <= 0)
2013. {
2014. array[k++] = leftTempArray[i++];
2015. **}**
2016. **else**
2017. {
2018. array[k++] = rightTempArray[j++];
2019. }
2020. **}**
2022. **while** (i < leftArrayLength)
2023. {
2024. array[k++] = leftTempArray[i++];
2025. **}**
2027. **while** (j < rightArrayLength)
2028. {
2029. array[k++] = rightTempArray[j++];
2030. **}**
2031. }
2032. }
2033. }
2034. }
2036. Файл «HostelContext.cs» - хранение данных, обработка заселений
2037. **using** SaodCP.DataStructures;
2038. **using** SaodCP.Models;
2040. **namespace** SaodCP.Database
2041. **{**
2042. **public** **static** **class** HostelContext
2043. {
2044. */// <summary>*
2045. */// Постояльцы - хеш-таблица*
2046. ***/// </summary>***
2047. **public** **static** OpenHashTable<**string**, Lodger> Lodgers { **get**; **set**; } = new();
2049. */// <summary>*
2050. */// Гостиничные номера - АВЛ-дерево*
2051. ***/// </summary>***
2052. **public** **static** Tree<**string**, Apartment> Apartments { **get**; **set**; } = new();
2054. */// <summary>*
2055. */// Данные о заселении - сортированный односвязный циклический список*
2056. ***/// </summary>***
2057. **public** **static** SortedOneWayCycledList<Accommodation> Accommodations { **get**; **set**; } = new(
2058. (a1, a2) => a1.ApartmentNumber.CompareTo(a2.ApartmentNumber));
2060. */// <summary>*
2061. ***/// Сериализация данных для сохранения***
2062. */// </summary>*
2063. */// <returns></returns>*
2064. **public** **static** DataSerializationScheme ToDataSheme()
2065. {
2066. **var data = new DataSerializationScheme();**
2068. data.Accommodations.AddRange(Accommodations);
2069. data.Lodgers.AddRange(Lodgers.Values);
2070. data.Apartments.AddRange(Apartments.**Select**(kv => kv.**Value**));
2072. **return** data;
2073. }
2075. */// <summary>*
2076. ***/// Десериализация данных***
2077. */// </summary>*
2078. */// <param name="data"></param>*
2079. **public** **static** **void** FromDataScheme(DataSerializationScheme data)
2080. {
2081. **Lodgers.Clear();**
2083. **foreach** (**var** lodger **in** data.Lodgers)
2084. {
2085. Lodgers.**Add**(lodger.PassportId, lodger);
2086. **}**
2088. Accommodations.Clear();
2090. **foreach** (**var** accommodation **in** data.Accommodations)
2091. **{**
2092. Accommodations.**Add**(accommodation);
2093. }
2095. Apartments = new();
2097. **foreach** (**var** apartment **in** data.Apartments)
2098. {
2099. Apartments.**Add**(apartment.Number, apartment);
2100. }
2101. **}**
2103. */// <summary>*
2104. */// Заполнить БД тестовыми данными*
2105. */// </summary>*
2106. **public static void InitTestData()**
2107. {
2108. **var** data = new DataSerializationScheme();
2110. data.Apartments.**Add**(new Apartment(Utils.Utils.GenerateRandomRoomNumber())
2111. **{**
2112. BedsNumber = 1,
2113. Equipment = "Телевизор, Микроволновка",
2114. HasToilet = **true**,
2115. RoomNumber = 2
2116. **});**
2118. data.Apartments.**Add**(new Apartment(Utils.Utils.GenerateRandomRoomNumber())
2119. {
2120. BedsNumber = 2,
2121. **Equipment = "Микроволновка",**
2122. HasToilet = **true**,
2123. RoomNumber = 3
2124. });
2126. **data.Lodgers.Add(new Lodger()**
2127. {
2128. PassportId = Utils.Utils.GenerateRandomPassportId(),
2129. Address = "LA 1151",
2130. BirthYear = 1951,
2131. **Name = "Mike"**
2132. });
2134. data.Lodgers.**Add**(new Lodger()
2135. {
2136. **PassportId = Utils.Utils.GenerateRandomPassportId(),**
2137. Address = "SaintP",
2138. BirthYear = 1976,
2139. Name = "Mikes"
2140. });
2142. FromDataScheme(data);
2143. }
2145. */// <summary>*
2146. ***/// Получить сущность определенного типа по идентификатору***
2147. */// </summary>*
2148. */// <typeparam name="T">Тип сущности для поиска</typeparam>*
2149. */// <param name="id">Идентификатор</param>*
2150. */// <returns></returns>*
2151. **public static T? FindById<T>(string id)**
2152. {
2153. **if** (typeof(T) == typeof(Lodger))
2154. {
2155. Lodger? lodger = Lodgers[id];
2157. **if** (lodger == **null**)
2158. {
2159. **return** **default**;
2160. }
2162. **return** (T?)(**object**?)lodger;
2163. }
2164. **else** **if** (typeof(T) == typeof(Apartment))
2165. {
2166. **Apartment? apartment = Apartments.Find(id);**
2168. **if** (apartment == **null**)
2169. {
2170. **return** **default**;
2171. **}**
2173. **return** (T?)(**object**?)apartment;
2174. }
2175. **else**
2176. **{**
2177. **return** **default**;
2178. }
2179. }
2181. ***/// <summary>***
2182. */// Добавление нового элемента*
2183. */// </summary>*
2184. */// <typeparam name="T">Тип элемента</typeparam>*
2185. */// <param name="entry">Новый элемент</param>*
2186. **public static void Add<T>(T entry)**
2187. {
2188. **if** (entry is Lodger lodger)
2189. {
2190. Lodgers.**Add**(lodger.PassportId, lodger);
2191. **}**
2192. **else** **if** (entry is Apartment apartment)
2193. {
2194. Apartments.**Add**(apartment.Number, apartment);
2195. }
2196. **else if (entry is Accommodation accommodation)**
2197. {
2198. Accommodations.**Add**(accommodation);
2199. }
2200. }
2202. */// <summary>*
2203. */// Выселить постояльца*
2204. */// </summary>*
2205. */// <param name="passportId">Номер паспорта постояльца</param>*
2206. ***/// <param name="roomNumber">Номер комнаты</param>***
2207. */// <param name="endDate">Дата выселения</param>*
2208. */// <param name="error">Текст ошибки</param>*
2209. */// <returns>Успех/неуспех</returns>*
2210. **public** **static** **bool** EndAccomodation(
2211. **string passportId,**
2212. **string** roomNumber,
2213. DateOnly endDate,
2214. **ref** **string** error)
2215. {
2216. **Accommodation? acc = null;**
2218. **foreach** (**var** accommodation **in** Accommodations)
2219. {
2220. **var** fromDate = accommodation.FromDate;
2221. **var toDate = accommodation.ToDate == DateOnly.MinValue**
2222. ? DateOnly.MaxValue
2223. : accommodation.ToDate;
2225. **if** (endDate >= fromDate
2226. **&& endDate <= toDate)**
2227. {
2228. acc = accommodation;
2230. **break**;
2231. **}**
2233. }
2235. **if** (acc == **null**)
2236. **{**
2237. error = $"Период проживания на дату {endDate} " +
2238. $"для постояльца {passportId} не найден";
2240. **return** **false**;
2241. **}**
2242. **else** **if** (acc.ToDate != DateOnly.MinValue)
2243. {
2244. error = $"{acc} " +
2245. $"для постояльца {passportId} не является открытым. " +
2246. **$"Выселение невозможно";**
2248. **return** **false**;
2249. }
2251. ***// с помощью копии объекта проверяем возможность записи***
2252. **var** copy = (Accommodation)acc.Clone();
2254. copy.ToDate = endDate;
2256. **var ret = ValidateAccomodationWrite(copy, out error, true);**
2258. **if** (!ret)
2259. {
2260. **return** ret;
2261. **}**
2263. *// все хорошо, меняем у оригинальной копии дату*
2264. acc.ToDate = endDate;
2266. **return ret;**
2267. }
2269. */// <summary>*
2270. */// Заселить постояльца с даты*
2271. ***/// </summary>***
2272. */// <param name="passportId">Номер паспорта постояльца</param>*
2273. */// <param name="roomNumber">Номер комнаты</param>*
2274. */// <param name="fromDate">Дата заселения</param>*
2275. */// <param name="error">Текст ошибки</param>*
2276. ***/// <returns></returns>***
2277. **public** **static** **bool** StartAccomodation(
2278. **string** passportId,
2279. **string** roomNumber,
2280. DateOnly fromDate,
2281. **ref string error)**
2282. {
2283. **var** acc = new Accommodation()
2284. {
2285. ApartmentNumber = roomNumber,
2286. **LodgerPassportId = passportId,**
2287. FromDate = fromDate
2288. };
2290. **bool** ret = ValidateAccomodationWrite(acc, **out** error);
2292. **if** (!ret)
2293. {
2294. **return** ret;
2295. }
2297. Accommodations.**Add**(acc);
2299. **return** **true**;
2300. }
2302. */// <summary>*
2303. */// Проверка периода проживания для записи в БД*
2304. */// </summary>*
2305. */// <param name="acc"></param>*
2306. ***/// <param name="error"></param>***
2307. */// <returns></returns>*
2308. **public** **static** **bool** ValidateAccomodationWrite(
2309. Accommodation acc,
2310. **out** **string** error,
2311. **bool existed = false)**
2312. {
2313. **bool** ret = **true**;
2314. error = **string**.Empty;
2316. ***// клиент и комната, для которых создаем период проживания***
2317. **var** lodger = FindById<Lodger>(acc.LodgerPassportId);
2318. **var** room = FindById<Apartment>(acc.ApartmentNumber);
2320. **if** (lodger == **null**)
2321. **{**
2322. error = $"Постоялец с номером {acc.LodgerPassportId}" +
2323. $" не найден";
2325. **return** **false**;
2326. **}**
2328. **if** (room == **null**)
2329. {
2330. error = $"Комната с номером {acc.ApartmentNumber}" +
2331. **$" не найдена";**
2333. **return** **false**;
2334. }
2336. **var fromDate = acc.FromDate;**
2337. **var** toDate = acc.ToDate;
2339. **if** (toDate == DateOnly.MinValue)
2340. {
2341. **toDate = DateOnly.MaxValue;**
2342. }
2344. **var** periodLength = toDate.DayNumber - fromDate.DayNumber;
2346. **if (periodLength < 1)**
2347. {
2348. ret = **false**;
2350. error = $"Период проживания {acc} имеет " +
2351. **$"некорректную продолжительность {periodLength} дн.";**
2353. **return** ret;
2354. }
2356. ***// проверка на пересечение периодов проживания для клиента***
2357. **foreach** (**var** accommodation **in** Accommodations)
2358. {
2359. **var** checkFromDate = accommodation.FromDate;
2360. **var** checkToDate = accommodation.ToDate;
2362. **if** (checkToDate == DateOnly.MinValue)
2363. {
2364. checkToDate = DateOnly.MaxValue;
2365. }
2367. *// если заселение уже существует,*
2368. *// проверяем по первичному ключу*
2369. **if** (existed
2370. && accommodation.FromDate == acc.FromDate
2371. **&& accommodation.LodgerPassportId == acc.LodgerPassportId**
2372. && accommodation.ApartmentNumber == acc.ApartmentNumber)
2373. {
2374. **continue**;
2375. }
2377. **if** (accommodation.LodgerPassportId == acc.LodgerPassportId
2378. && checkFromDate <= toDate
2379. && checkToDate >= fromDate)
2380. {
2381. **ret = false;**
2383. error = acc.ToString()
2384. + "конфликтует с "
2385. + accommodation.ToString();
2387. **break**;
2388. }
2389. }
2391. **if (!ret)**
2392. {
2393. **return** ret;
2394. }
2396. **byte[] dateLogdersNumArray = new byte[periodLength];**
2398. *// проверка на кол-во проживающих в комнате*
2399. **foreach** (**var** accommodation **in** Accommodations)
2400. {
2401. **var checkFromDate = accommodation.FromDate;**
2402. **var** checkToDate = accommodation.ToDate;
2404. **if** (checkToDate == DateOnly.MinValue)
2405. {
2406. **checkToDate = DateOnly.MaxValue;**
2407. }
2409. *// если заселение уже существует,*
2410. *// проверяем по первичному ключу*
2411. **if (existed**
2412. && accommodation.FromDate == acc.FromDate
2413. && accommodation.LodgerPassportId == acc.LodgerPassportId
2414. && accommodation.ApartmentNumber == acc.ApartmentNumber)
2415. {
2416. **continue;**
2417. }
2419. *// если заселение по комнате не пересекается, пропускаем*
2420. **if** (accommodation.ApartmentNumber != acc.ApartmentNumber
2421. **|| checkFromDate > toDate**
2422. || checkToDate < fromDate)
2423. {
2424. **continue**;
2425. }
2427. *// период пересечения найденного заселения с проверяемым*
2428. **var** periodFromDate = checkFromDate < fromDate
2429. ? fromDate :
2430. checkFromDate;
2432. **var** periodToDate = checkToDate > toDate
2433. ? toDate
2434. : checkToDate;
2436. ***// стартовая дата***
2437. **uint** startIdx = (**uint**)(periodFromDate.DayNumber - fromDate.DayNumber);
2439. *//длина периода*
2440. **uint** length = (**uint**)(periodToDate.DayNumber - periodFromDate.DayNumber);
2442. **if** (startIdx + length > dateLogdersNumArray.Length)
2443. {
2444. **throw** new ApplicationException("Checking internal error");
2445. }
2447. **for** (**uint** i = startIdx; i < startIdx + length; i++)
2448. {
2449. dateLogdersNumArray[i]++;
2451. ***// если кол-во уже заселенных + 1 (из нового заселения)***
2452. *// больше чем кол-во кроватей,*
2453. *// не разрешаем заселение*
2454. **if** (dateLogdersNumArray[i] + 1 > room.BedsNumber)
2455. {
2456. **error = $"На дату {fromDate.AddDays((int)i)} " +**
2457. $"кол-во заселенных постояльцев : {dateLogdersNumArray[i] + 1}. **\r\n**" +
2458. $"Макс. кол-во проживающих в номере {room.Number} : " +
2459. $"{room.BedsNumber}. **\r\n**Конфликт с {accommodation}";
2461. **ret = false;**
2463. **break**;
2464. }
2465. }
2467. **if** (!ret)
2468. {
2469. **break**;
2470. }
2471. **}**
2473. **return** ret;
2474. }
2475. }
2476. **}**
2477. Файл «DataSerializationScheme.cs» - модели для сохранения данных
2478. **using** SaodCP.Models;
2479. **using** System.Text.Json;
2481. **namespace** SaodCP.Database
2482. **{**
2483. */// <summary>*
2484. */// Схема для сериализации хранимых данных*
2485. */// </summary>*
2486. **public** **class** DataSerializationScheme
2487. **{**
2488. **public** List<Accommodation> Accommodations { **get**; **set**; } = new List<Accommodation>();
2490. **public** List<Apartment> Apartments { **get**; **set**; } = new List<Apartment>();
2492. **public List<Lodger> Lodgers { get; set; } = new List<Lodger>();**
2494. **public** **async** **static** Task<DataSerializationScheme?> FromStream(Stream stream)
2495. {
2496. **var** data = **await** JsonSerializer.DeserializeAsync<DataSerializationScheme>(stream);
2498. **return** data;
2499. }
2501. **public** **async** **static** Task<Stream?> ToStream(DataSerializationScheme data)
2502. **{**
2503. **var** stream = new MemoryStream();
2505. **await** JsonSerializer.SerializeAsync(stream, data);
2507. **return stream;**
2508. }
2509. }
2510. }
2511. Файл «Form1.cs» - главное окно программы, обработка пользовательского ввода
2512. **using** SaodCP.Database;
2513. **using** SaodCP.Models;
2514. **using** System.Text;
2516. **namespace SaodCP**
2517. {
2518. **public** **partial** **class** Hostel : Form
2519. {
2520. **public** Hostel()
2521. **{**
2522. InitializeComponent();
2523. }
2525. */// <summary>*
2526. ***/// Получение данных***
2527. */// </summary>*
2528. **private** **void** BindData()
2529. {
2530. **var** apartmentsArray = HostelContext
2531. **.Apartments**
2532. .**Select**(kv => kv.**Value**)
2533. .ToArray();
2535. **var** lodgersGrid = HostelContext
2536. **.Lodgers**
2537. .**Select**(kv => kv.**Value**)
2538. .ToArray();
2540. ApartmentsGrid.DataSource = apartmentsArray;
2541. **LodgersGrid.DataSource = lodgersGrid;**
2542. }
2544. **private** **void** Form1\_Load(**object** sender, EventArgs e)
2545. {
2546. **BindData();**
2547. }
2549. **private** **void** AccButton\_Click(**object** sender, EventArgs e)
2550. {
2551. **var current = ApartmentsGrid.CurrentRow?.DataBoundItem;**
2553. **if** (current == **null**)
2554. {
2555. MessageBox.Show("Данные не выбраны");
2556. **}**
2558. **if** (current is Apartment apartment)
2559. {
2560. new AccommodationForm(RoomNumber: apartment.Number).ShowDialog();
2561. **}**
2562. **else**
2563. {
2564. MessageBox.Show("Данные не выбраны");
2565. }
2566. **}**
2568. **private** **void** LodgerAccButton\_Click(**object** sender, EventArgs e)
2569. {
2570. **var** current = LodgersGrid.CurrentRow?.DataBoundItem;
2572. **if** (current == **null**)
2573. {
2574. MessageBox.Show("Данные не выбраны");
2575. }
2577. **if** (current is Lodger lodger)
2578. {
2579. new AccommodationForm(PassportId: lodger.PassportId)
2580. .ShowDialog();
2581. **}**
2582. **else**
2583. {
2584. MessageBox.Show("Данные не выбраны");
2585. }
2586. **}**
2588. */// <summary>*
2589. */// При каждой активации формы обновляем данные*
2590. */// </summary>*
2591. **private void Hostel\_Activated(object sender, EventArgs e)**
2592. {
2593. BindData();
2594. }
2596. **private void CreateLodgerButton\_Click(object sender, EventArgs e)**
2597. {
2598. new LodgerForm().ShowDialog();
2599. }
2601. **private void ChangeLodgerButton\_Click(object sender, EventArgs e)**
2602. {
2603. **var** item = LodgersGrid.CurrentRow?.DataBoundItem;
2605. **if** (item == **null**)
2606. **{**
2607. MessageBox.Show("Постоялец не выбран");
2609. **return**;
2610. }
2612. **if** (item is Lodger lodger)
2613. {
2614. new LodgerForm(lodger).ShowDialog();
2615. }
2616. **else**
2617. {
2618. **throw** new InvalidCastException();
2619. }
2620. }
2622. **private** **void** ApartmentButton\_Click(**object** sender, EventArgs e)
2623. {
2624. new ApartmentForm().ShowDialog();
2625. }
2627. **private** **void** ChangeApartmentButton\_Click(**object** sender, EventArgs e)
2628. {
2629. **var** item = LodgersGrid.CurrentRow?.DataBoundItem;
2631. **if (item == null)**
2632. {
2633. MessageBox.Show("Комната не выбрана");
2635. **return**;
2636. **}**
2638. **if** (item is Apartment lodger)
2639. {
2640. new ApartmentForm(lodger).ShowDialog();
2641. **}**
2642. **else**
2643. {
2644. **throw** new InvalidCastException();
2645. }
2646. **}**
2648. **private** **void** DeleteApartmentButton\_Click(**object** sender, EventArgs e)
2649. {
2650. **if** (ApartmentsGrid.CurrentRow == **null**)
2651. **{**
2652. MessageBox.Show("Номер не выбран");
2653. }
2654. **else**
2655. {
2656. **Apartment? apartment = ApartmentsGrid.CurrentRow.DataBoundItem as Apartment;**
2658. **if** (apartment == **null**)
2659. {
2660. MessageBox.Show("Номер не выбран");
2661. **}**
2662. **else**
2663. {
2664. **var** hasAcc = **false**;
2666. **foreach (var acc in HostelContext.Accommodations)**
2667. {
2668. **if** (acc.ApartmentNumber == apartment.Number)
2669. {
2670. hasAcc = **true**;
2672. **break**;
2673. }
2674. }
2676. **if (hasAcc)**
2677. {
2678. MessageBox.Show("Для комнаты существуют данные " +
2679. "о звселении. " +
2680. "Удаление невозможно");
2682. **return**;
2683. }
2685. **var** ret = HostelContext.Apartments.**Remove**(apartment.Number);
2687. **if** (!ret)
2688. {
2689. MessageBox.Show("Не удалось удалить номер");
2690. }
2691. **else**
2692. {
2693. BindData();
2694. }
2695. }
2696. **}**
2697. }
2699. **private** **void** DeleteLodgerButton\_Click(**object** sender, EventArgs e)
2700. {
2701. **if (LodgersGrid.CurrentRow == null)**
2702. {
2703. MessageBox.Show("Постоялец не выбран");
2704. }
2705. **else**
2706. **{**
2707. Lodger? lodger = LodgersGrid.CurrentRow.DataBoundItem **as** Lodger;
2709. **if** (lodger == **null**)
2710. {
2711. **MessageBox.Show("Постоялец не выбран");**
2712. }
2713. **else**
2714. {
2715. **var** hasAcc = **false**;
2717. **foreach** (**var** acc **in** HostelContext.Accommodations)
2718. {
2719. **if** (acc.LodgerPassportId == lodger.PassportId)
2720. {
2721. **hasAcc = true;**
2723. **break**;
2724. }
2725. }
2727. **if** (hasAcc)
2728. {
2729. MessageBox.Show("Для постояльца существуют данные " +
2730. "о звселении. " +
2731. **"Удаление невозможно");**
2733. **return**;
2734. }
2736. **var ret = HostelContext.Lodgers.Remove(lodger.PassportId);**
2738. **if** (!ret)
2739. {
2740. MessageBox.Show("Не удалось удалить постояльца");
2741. **}**
2742. **else**
2743. {
2744. BindData();
2745. }
2746. **}**
2747. }
2748. }
2750. */// <summary>*
2751. ***/// Поиск номера по коду номера***
2752. */// </summary>*
2753. **private** **void** ApartmentNumberFindButton\_Click(**object** sender, EventArgs e)
2754. {
2755. **var** apartmentNumber = ApartmentNumberFindTextBox.Text.Trim();
2757. **if** (**string**.IsNullOrWhiteSpace(apartmentNumber))
2758. {
2759. MessageBox.Show("Введен некорректный код номера");
2761. **return;**
2762. }
2764. **var** apartment = HostelContext.Apartments.Find(apartmentNumber);
2766. **if (apartment == null)**
2767. {
2768. MessageBox.Show($"Номер {apartmentNumber} не найден");
2770. **return**;
2771. **}**
2773. StringBuilder data = ApartmentToStringBuilder(apartment);
2775. **var** date = DateOnly.FromDateTime(DateTime.Today);
2777. data.AppendLine();
2779. data.AppendLine($"На дату {date} проживают:");
2781. **int cnt = 0;**
2783. **foreach** (**var** acc **in** HostelContext.Accommodations)
2784. {
2785. **if** (acc.ApartmentNumber != apartment.Number
2786. **|| acc.FromDate > date**
2787. || (acc.ToDate < date
2788. && acc.ToDate == DateOnly.MinValue))
2789. {
2790. **continue**;
2791. **}**
2793. **var** lodger = HostelContext.Lodgers[acc.LodgerPassportId];
2795. **if** (lodger == **null**)
2796. **{**
2797. **continue**;
2798. }
2800. cnt++;
2802. data.AppendLine($"{cnt}. {lodger.PassportId} - {lodger.Name}");
2803. }
2805. data.AppendLine($"Всего: {cnt} проживающих");
2807. MessageBox.Show(data.ToString());
2808. }
2810. */// <summary>*
2811. ***/// Преобразовать apartment в текстовое представление***
2812. */// </summary>*
2813. **private** **static** StringBuilder ApartmentToStringBuilder(Apartment apartment)
2814. {
2815. **var** data = new StringBuilder();
2817. data.AppendLine($"Номер {apartment.Number}");
2819. data.AppendLine($"Число комнат - {apartment.RoomNumber}");
2820. data.AppendLine($"Число кроватей - {apartment.BedsNumber}");
2821. **data.AppendLine($"Есть туалет - {apartment.HasToilet.ToString()}");**
2822. data.AppendLine($"Оборудование - {apartment.Equipment}");
2824. **return** data;
2825. }
2827. */// <summary>*
2828. */// Поиск номера по оборудованию*
2829. */// </summary>*
2830. **private** **void** ApartmentEquipmentFindButton\_Click(**object** sender, EventArgs e)
2831. **{**
2832. **var** search = ApartmentEquipmentFindTextBox.Text.Trim();
2834. **if** (**string**.IsNullOrEmpty(search))
2835. {
2836. **MessageBox.Show("Введите строку для поиска");**
2838. **return**;
2839. }
2841. **var data = new StringBuilder();**
2843. data.AppendLine($"Результаты поиска '{search}'");
2844. data.AppendLine();
2846. **int cnt = 0;**
2848. **foreach** (**var** (key, apartment) **in** HostelContext.Apartments)
2849. {
2850. *// поиск в тексте*
2851. **var found = Algorithms.BMTextSearch.TextSearch(**
2852. apartment.Equipment,
2853. search);
2855. **if** (found < 1)
2856. **{**
2857. **continue**;
2858. }
2860. cnt++;
2862. data.AppendLine($"{cnt}. **\n**{ApartmentToStringBuilder(apartment)}");
2863. data.AppendLine();
2864. }
2866. **data.AppendLine($"Всего: {cnt} номеров.");**
2868. MessageBox.Show(data.ToString());
2869. }
2871. ***/// <summary>***
2872. */// Поиск постояльца по номеру паспорта*
2873. */// </summary>*
2874. **private** **void** LodgerPassportFindButton\_Click(**object** sender, EventArgs e)
2875. {
2876. **var passportId = LodgerPassportFindTextBox.Text.Trim();**
2878. **if** (**string**.IsNullOrWhiteSpace(passportId))
2879. {
2880. MessageBox.Show("Введите номер паспорта");
2882. **return**;
2883. }
2885. **var** lodger = HostelContext.Lodgers[passportId];
2887. **if** (lodger == **null**)
2888. {
2889. MessageBox.Show($"Постоялец {passportId} не найден");
2891. **return;**
2892. }
2894. **var** lodgerData = new StringBuilder();
2896. **lodgerData.AppendLine($"Постоялец {lodger.PassportId} {lodger.Name}");**
2897. lodgerData.AppendLine();
2898. lodgerData.AppendLine($"Адрес - {lodger.Address}");
2899. lodgerData.AppendLine($"Год рождения - {lodger.BirthYear}");
2900. lodgerData.AppendLine();
2902. **var** date = DateOnly.FromDateTime(DateTime.Today);
2904. Accommodation? accommodation = **null**;
2906. **foreach (var acc in HostelContext.Accommodations)**
2907. {
2908. **if** (acc.FromDate < date
2909. && (acc.ToDate > date
2910. || acc.ToDate == DateOnly.MinValue)
2911. **&& acc.LodgerPassportId == lodger.PassportId)**
2912. {
2913. accommodation = acc;
2915. **break**;
2916. **}**
2917. }
2919. **if** (accommodation == **null**)
2920. {
2921. **lodgerData.AppendLine($"На {date} данных" +**
2922. $" о проживании не найдено");
2923. }
2924. **else**
2925. {
2926. **lodgerData.AppendLine($"На {date} проживает в " +**
2927. $"номере {accommodation.ApartmentNumber}");
2928. }
2930. MessageBox.Show(lodgerData.ToString());
2931. **}**
2933. **private** **void** LodgerNameFindButton\_Click(**object** sender, EventArgs e)
2934. {
2935. **var** name = LodgerNameFindTextBox.Text.Trim();
2937. **if** (**string**.IsNullOrWhiteSpace(name))
2938. {
2939. MessageBox.Show("Введите имя для поиска");
2941. **return;**
2942. }
2944. **var** data = new StringBuilder();
2946. **data.AppendLine($"Поиск '{name}'");**
2948. **int** cnt = 0;
2950. **foreach** (**var** (passportId, lodger) **in** HostelContext.Lodgers)
2951. **{**
2952. **if** (Algorithms.BMTextSearch.TextSearch(lodger.Name, name) > 0)
2953. {
2954. cnt++;
2956. **data.AppendLine($"{cnt}. {passportId} - {lodger.Name}");**
2957. }
2958. }
2960. MessageBox.Show(data.ToString());
2961. **}**
2963. */// <summary>*
2964. */// Очистить данные о проживающих*
2965. */// </summary>*
2966. ***/// <param name="sender"></param>***
2967. */// <param name="e"></param>*
2968. **private** **void** LodgerClearData\_Click(**object** sender, EventArgs e)
2969. {
2970. HostelContext.Lodgers.Clear();
2972. BindData();
2973. }
2975. **private** **void** ClearApartmentsDataButton\_Click(**object** sender, EventArgs e)
2976. **{**
2977. HostelContext.Apartments = new();
2979. BindData();
2980. }
2982. **private** **void** CreateLodgerAccButton\_Click(**object** sender, EventArgs e)
2983. {
2984. **var** item = LodgersGrid.CurrentRow?.DataBoundItem;
2986. **if (item == null)**
2987. {
2988. MessageBox.Show("Постоялец не выбран");
2990. **return**;
2991. **}**
2993. **if** (item is Lodger lodger)
2994. {
2995. new EditAccommodationForm(
2996. **type: AccommodationOperationType.OpenAccommodation,**
2997. lodgerPassportId: lodger.PassportId)
2998. .ShowDialog();
2999. }
3000. **else**
3001. **{**
3002. MessageBox.Show("Постоялец не выбран");
3003. }
3004. }
3006. **private void DeleteLodgerAccButton\_Click(object sender, EventArgs e)**
3007. {
3008. **var** item = LodgersGrid.CurrentRow?.DataBoundItem;
3010. **if** (item == **null**)
3011. **{**
3012. MessageBox.Show("Постоялец не выбран");
3014. **return**;
3015. }
3017. **if** (item is Lodger lodger)
3018. {
3019. new EditAccommodationForm(
3020. type: AccommodationOperationType.CloseAccomodation,
3021. **lodgerPassportId: lodger.PassportId)**
3022. .ShowDialog();
3023. }
3024. **else**
3025. {
3026. **MessageBox.Show("Постоялец не выбран");**
3027. }
3028. }
3029. }
3030. }
3031. Файл «LodgerForm.cs» - окно редактирования и создания постояльца
3032. **using** SaodCP.Database;
3033. **using** SaodCP.Models;
3035. **namespace** SaodCP
3036. **{**
3037. **public** **partial** **class** LodgerForm : Form
3038. {
3039. **public** LodgerForm()
3040. {
3041. **InitializeComponent();**
3042. }
3044. **public** Lodger? Lodger { **get**; **set**; }
3046. **public LodgerForm(Lodger lodger) : this()**
3047. {
3048. NameTextBox.Text = lodger.Name;
3049. BirhdayTextBox.Text = lodger.BirthYear.ToString();
3050. AddressTextBox.Text = lodger.Address;
3052. *// первичный ключ не редактируется*
3053. PassportTextBox.Text = lodger.PassportId;
3054. PassportTextBox.**ReadOnly** = **true**;
3056. **this.Lodger = lodger;**
3057. }
3059. **private** **void** SaveButton\_Click(**object** sender, EventArgs e)
3060. {
3061. **var passport = PassportTextBox.Text;**
3063. **string**? error = **null**;
3065. **if** (!Utils.Utils.ValidateLodgerPassportId(
3066. **passport,**
3067. **ref** error))
3068. {
3069. MessageBox.Show(error);
3071. **return;**
3072. }
3074. **var** year = BirhdayTextBox.Text;
3076. **int onlyYear;**
3078. **if** (!**int**.TryParse(year, **out** onlyYear))
3079. {
3080. MessageBox.Show("Неправильно введен год рождения");
3082. **return**;
3083. }
3084. **else** **if** (onlyYear < 0
3085. || onlyYear > DateOnly.FromDateTime(DateTime.Now).Year)
3086. **{**
3087. MessageBox.Show("Неправильно введен год рождения");
3089. **return**;
3090. }
3092. **var** address = AddressTextBox.Text;
3094. **var** name = NameTextBox.Text;
3096. **if (string.IsNullOrWhiteSpace(name))**
3097. {
3098. MessageBox.Show("Введите имя");
3100. **return**;
3101. **}**
3102. **else** **if** (name.Length < 3)
3103. {
3104. MessageBox.Show("Имя должно быть длинее 3х символов");
3106. **return;**
3107. }
3109. Lodger editLodger;
3111. **if (Lodger == null)**
3112. {
3113. editLodger = new Lodger();
3115. editLodger.PassportId = passport;
3116. **}**
3117. **else**
3118. {
3119. editLodger = Lodger;
3120. }
3122. editLodger.Address = address;
3123. editLodger.Name = name;
3124. editLodger.BirthYear = onlyYear;
3126. ***// если не было постояльца, значит создаем***
3127. **if** (Lodger == **null**)
3128. {
3129. **if** (HostelContext.Lodgers.ContainsKey(editLodger.PassportId))
3130. {
3131. **MessageBox.Show($"Постоялец с номером паспорта" +**
3132. $" {editLodger.PassportId} уже существует");
3134. **return**;
3135. }
3137. HostelContext.Lodgers.**Add**(passport, editLodger);
3138. }
3140. **this**.Close();
3141. **}**
3142. }
3143. }
3144. Файл «ApartmentForm.cs» - окно редактирования и создания готиничного номера
3145. **using** SaodCP.Database;
3146. **using** SaodCP.Models;
3148. **namespace** SaodCP
3149. **{**
3150. **public** **partial** **class** ApartmentForm : Form
3151. {
3152. **public** ApartmentForm()
3153. {
3154. **InitializeComponent();**
3155. }
3157. **public** Apartment? Apartment { **get**; **set**; }
3159. **public ApartmentForm(Apartment apartment) : this()**
3160. {
3161. **this**.Apartment = apartment;
3163. ApartmentNumberTextBox.Text = Apartment.Number;
3164. **ApartmentNumberTextBox.ReadOnly = true;**
3166. RoomNumberTextBox.Text = Apartment.RoomNumber.ToString();
3167. BedsNumberTextBox.Text = Apartment.BedsNumber.ToString();
3168. EquipmentTextBox.Text = Apartment.Equipment;
3170. HasToiletCheckBox.Checked = Apartment.HasToilet;
3171. }
3173. **private** **void** SaveButton\_Click(**object** sender, EventArgs e)
3174. **{**
3175. **var** apartmentNumber = ApartmentNumberTextBox.Text.Trim();
3177. **string**? error = **null**;
3179. **if (!Utils.Utils.ValidateRoomNumberId(**
3180. apartmentNumber,
3181. **ref** error))
3182. {
3183. MessageBox.Show(error);
3185. **return**;
3186. }
3188. **if** (!**int**.TryParse(
3189. **BedsNumberTextBox.Text.Trim(),**
3190. **out** **int** bedsNumber))
3191. {
3192. MessageBox.Show("Неправильный формат кол-ва кроватей");
3194. **return;**
3195. }
3197. **if** (!**int**.TryParse(
3198. BedsNumberTextBox.Text.Trim(),
3199. **out int roomNumber))**
3200. {
3201. MessageBox.Show("Неправильный формат кол-ва комнат");
3203. **return**;
3204. **}**
3206. **var** equipment = EquipmentTextBox.Text.Trim();
3208. **var** hasToilet = HasToiletCheckBox.Checked;
3210. Apartment apartment;
3212. **if** (Apartment == **null**)
3213. {
3214. **apartment = new(apartmentNumber);**
3215. }
3216. **else**
3217. {
3218. apartment = Apartment;
3219. **}**
3221. apartment.Equipment = equipment;
3222. apartment.RoomNumber = roomNumber;
3223. apartment.BedsNumber = bedsNumber;
3224. **apartment.HasToilet = hasToilet;**
3226. *// если создаем новый номер - сохраняем*
3227. **if** (Apartment == **null**)
3228. {
3229. **if (HostelContext.Apartments.Find(apartment.Number) != null)**
3230. {
3231. MessageBox.Show($"Номер {apartment.Number} уже существует");
3233. **return**;
3234. **}**
3236. HostelContext.Apartments.**Add**(
3237. apartment.Number,
3238. apartment);
3239. **}**
3241. Close();
3242. }
3243. }
3244. **}**
3245. Файл «AccomodationForm.cs» - окно просмотра заселений по номеру или постояльцу
3246. **using** SaodCP.Database;
3247. **using** SaodCP.Models;
3249. **namespace** SaodCP
3250. **{**
3251. **public** **partial** **class** AccommodationForm : Form
3252. {
3253. **public** **string** PassportId { **get**; **set**; } = **string**.Empty;
3255. **public string RoomNumber { get; set; } = string.Empty;**
3257. **public** AccommodationForm()
3258. {
3259. InitializeComponent();
3260. **}**
3262. **private** **void** SetLabel()
3263. {
3264. Text = "Заселения";
3266. **if** (!**string**.IsNullOrWhiteSpace(PassportId))
3267. {
3268. Text += $" Постоялец {PassportId}";
3269. }
3270. **else if (!string.IsNullOrWhiteSpace(RoomNumber))**
3271. {
3272. Text += $" Комната {RoomNumber}";
3273. }
3274. }
3276. **public** AccommodationForm(
3277. **string**? PassportId = **null**,
3278. **string**? RoomNumber = **null**) : **this**()
3279. {
3280. **if (!string.IsNullOrWhiteSpace(PassportId))**
3281. {
3282. **this**.PassportId = PassportId;
3283. }
3285. **if (!string.IsNullOrWhiteSpace(RoomNumber))**
3286. {
3287. **this**.RoomNumber = RoomNumber;
3288. }
3290. **SetLabel();**
3291. }
3293. **private** Accommodation[] FetchData()
3294. {
3295. **int cnt = 0;**
3297. **foreach** (**var** accommodation **in** HostelContext.Accommodations)
3298. {
3299. **if** ((**string**.IsNullOrEmpty(PassportId)
3300. **|| PassportId == accommodation.LodgerPassportId)**
3301. && (**string**.IsNullOrEmpty(RoomNumber)
3302. || RoomNumber == accommodation.ApartmentNumber))
3303. {
3304. cnt++;
3305. **}**
3306. }
3308. **var** ret = new Accommodation[cnt];
3310. **var i = 0;**
3312. **foreach** (**var** accommodation **in** HostelContext.Accommodations)
3313. {
3314. **if** ((**string**.IsNullOrEmpty(PassportId)
3315. **|| PassportId == accommodation.LodgerPassportId)**
3316. && (**string**.IsNullOrEmpty(RoomNumber)
3317. || RoomNumber == accommodation.ApartmentNumber))
3318. {
3319. **if** (i < ret.Length)
3320. **{**
3321. ret[i++] = accommodation;
3322. }
3323. }
3324. }
3326. **return** ret;
3327. }
3329. **private** **void** AccommodationForm\_Load(**object** sender, EventArgs e)
3330. **{**
3331. AccommodationGrid.DataSource = FetchData();
3332. }
3334. **private** **void** RemoveAccButton\_Click(**object** sender, EventArgs e)
3335. **{**
3336. **var** acc = AccommodationGrid.CurrentRow?.DataBoundItem;
3338. **if** (acc == **null**
3339. || acc is not Accommodation)
3340. **{**
3341. MessageBox.Show("Заселение не выбрано");
3343. **return**;
3344. }
3346. Accommodation accommodation = acc **as** Accommodation
3347. ?? **throw** new NullReferenceException();
3349. HostelContext.Accommodations.**Remove**(accommodation);
3351. AccommodationGrid.DataSource = FetchData();
3352. }
3353. }
3354. }
3355. Файл «EditAccomodationForm.cs» - окно создания заселений по постояльцу
3356. **using** SaodCP.Database;
3358. **namespace** SaodCP
3359. {
3360. **public partial class EditAccommodationForm : Form**
3361. {
3362. **private** **readonly** AccommodationOperationType \_type;
3363. **private** **readonly** **string**? \_lodgerPassportId;
3364. **private** **readonly** **string**? \_apartmentNumber;
3366. **public** EditAccommodationForm(
3367. AccommodationOperationType type,
3368. **string**? lodgerPassportId = **null**,
3369. **string**? apartmentNumber = **null**)
3370. **{**
3371. InitializeComponent();
3373. **var** array = new **string**[HostelContext.Apartments.Count];
3375. **int cnt = 0;**
3377. **foreach** (**var** (number, apartement) **in** HostelContext.Apartments)
3378. {
3379. array[cnt] = number;
3381. cnt++;
3382. }
3384. ApartmentNumberComboBox.DataSource = array;
3386. **if** (!**string**.IsNullOrEmpty(apartmentNumber))
3387. {
3388. ApartmentNumberComboBox.Text = apartmentNumber;
3389. }
3391. **if** (!**string**.IsNullOrWhiteSpace(lodgerPassportId))
3392. {
3393. LodgerPassportIdTextBox.Text = lodgerPassportId;
3394. }
3396. **switch** (type)
3397. {
3398. **case** AccommodationOperationType.OpenAccommodation:
3400. **Text = "Заселить";**
3402. **break**;
3404. **case** AccommodationOperationType.CloseAccomodation:
3406. Text = "Выселить";
3408. **break**;
3409. }
3411. **this**.\_type = type;
3412. **this**.\_lodgerPassportId = lodgerPassportId;
3413. **this**.\_apartmentNumber = apartmentNumber;
3414. }
3416. **private** **void** SaveAccButton\_Click(**object** sender, EventArgs e)
3417. {
3418. **var** passportId = LodgerPassportIdTextBox.Text.Trim();
3419. **var** apartmentNumber = ApartmentNumberComboBox.Text.Trim();
3420. **var onDate = DateOnly.FromDateTime(DateCalendar.SelectionRange.Start);**
3422. **if** (**string**.IsNullOrWhiteSpace(passportId)
3423. || **string**.IsNullOrWhiteSpace(apartmentNumber)
3424. || onDate == DateOnly.MinValue)
3425. **{**
3426. MessageBox.Show("Введены не все данные");
3428. **return**;
3429. }
3431. **string** error = **string**.Empty;
3432. **var** result = **false**;
3434. **switch** (\_type)
3435. **{**
3436. **case** AccommodationOperationType.OpenAccommodation:
3438. result = HostelContext.StartAccomodation(
3439. passportId,
3440. **apartmentNumber,**
3441. onDate,
3442. **ref** error);
3444. **break**;
3446. **case** AccommodationOperationType.CloseAccomodation:
3448. result = HostelContext.EndAccomodation(
3449. passportId,
3450. **apartmentNumber,**
3451. onDate,
3452. **ref** error);
3454. **break**;
3455. **}**
3457. **if** (!result)
3458. {
3459. MessageBox.Show(error);
3460. **}**
3461. **else**
3462. {
3463. Close();
3464. }
3465. **}**
3466. }
3468. **public** **enum** AccommodationOperationType
3469. {
3470. **None,**
3471. OpenAccommodation,
3472. CloseAccomodation
3473. }
3474. }
3475. Файл «Program.cs» - входная точка программы, инициализация тестовых данных
3476. **using** SaodCP.Database;
3478. **namespace** SaodCP
3479. {
3480. **internal static class Program**
3481. {
3482. */// <summary>*
3483. */// The main entry point for the application.*
3484. */// </summary>*
3485. **[STAThread]**
3486. **static** **void** Main()
3487. {
3488. *// To customize application configuration such as set high DPI settings or default font,*
3489. *// see https://aka.ms/applicationconfiguration.*
3490. **ApplicationConfiguration.Initialize();**
3492. *// инициализация тестовых данных*
3493. HostelContext.InitTestData();
3495. **Application.Run(new Hostel());**
3496. }
3497. }
3498. }