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**Цель работы**: получить базовые навыки работы с динамической памятью, получить навыки работы с отладчиком

**Задание:**

1) Написать программу, реализующую бинарное дерево.

2) Бинарное дерево должно осуществлять поиск по ключу, вставку нового элемента в дерево, удаление.

3) Вершина дерева содержит структуру из целого числа и массива типа double.

4) Вставка и удаление элементов осуществляется через операторы new, delete.

**Работа программы:**

1. Занесение элемента
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* Индикатор начала – 0816 = 0000 0**1**00 (Выделенный бит – флаг занятости участка).
* Указатель на предыдущий занятый элемент.
* Указатель на следующий занятый элемент.
* Указатель на имя файла подкачки.
* Номер строки в файле подкачки.
* Тип участка памяти. (01 – пользовательский тип)
* Размер выделенного участка памяти.
* Количество обращений.
* Индикатор начала пользовательского участка памяти.
* Пользовательская структура из 20 байт.

1. Число типа int.
2. Указатель на массив типа double.
3. Размер массива типа int
4. Указатель на левый потомок.
5. Указатель на правый потом.

* Индикаторы конца пользовательского участка памяти.

1. Удаление элемента

![](data:image/png;base64,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)

Произошло освобождение области памяти после удаления элемента из дерева, флаг занятости сменился на 0 - 0016 = 0000 0**0**00

**Исходный текст программы:**

**“Tree.h”**

#pragma once

struct TreeNode {

int value;

double \*array\_d;

int size;

TreeNode \*left;

TreeNode \*right;

};

class Tree

{

public:

Tree();

~Tree();

void insert(int key, double \*&arr, int size);

TreeNode \*search(int key);

void delete\_tree();

void print();

TreeNode \*get\_root() { return root; }

private:

void insert(int key, double \*arr, int size, TreeNode \*&leaf);

TreeNode \*search(int key, TreeNode \*leaf);

void delete\_tree(TreeNode \*&leaf);

TreeNode \*root;

void print(TreeNode \*leaf);

};

**“Tree.cpp”**

#include "Tree.h"

#include <iostream>

#include <queue>

using std::cout;

using std::queue;

Tree::Tree()

{

root = nullptr;

}

Tree::~Tree()

{

delete\_tree();

}

void Tree::insert(int key, double \*&arr, int size)

{

if (root != nullptr) insert(key, arr, size, root);

else {

root = new TreeNode;

root->value = key;

root->array\_d = arr;

root->size = size;

root->left = nullptr;

root->right = nullptr;

}

}

TreeNode \* Tree::search(int key)

{

return search(key, root);

}

void Tree::delete\_tree()

{

delete\_tree(root);

}

void Tree::print()

{

print(root);

}

void Tree::insert(int key, double \*arr, int size, TreeNode \*&leaf)

{

if (key < leaf->value) {

if (leaf->left != nullptr) insert(key, arr, size, leaf->left);

else {

leaf->left = new TreeNode;

leaf->left->value = key;

leaf->left->array\_d = arr;

leaf->left->size = size;

leaf->left->left = nullptr;

leaf->left->right = nullptr;

}

}

else if (key >= leaf->value) {

if (leaf->right != nullptr) insert(key, arr, size, leaf->right);

else {

leaf->right = new TreeNode;

leaf->right->value = key;

leaf->right->array\_d = arr;

leaf->right->size = size;

leaf->right->left = nullptr;

leaf->right->right = nullptr;

}

}

}

TreeNode \* Tree::search(int key, TreeNode \*leaf)

{

if (leaf != nullptr) {

if (key == leaf->value) return leaf;

if (key < leaf->value)

return search(key, leaf->left);

else

return search(key, leaf->right);

}

return nullptr;

}

void Tree::delete\_tree(TreeNode \*&leaf)

{

if (leaf != nullptr) {

delete\_tree(leaf->left);

delete\_tree(leaf->right);

delete leaf;

leaf = nullptr;

}

}

void Tree::print(TreeNode \* leaf)

{

if (leaf == nullptr) return;

print(leaf->left);

cout << leaf->value << " ";

print(leaf->right);

}

**“source.cpp”**

#include "Tree.h"

#include <iostream>

#include <conio.h>

#include <string>

#include <Windows.h>

using namespace std;

const int NUMBER\_FIELD = 5;

void print\_menu(string\* menu, int n, int pos) {

system("cls");

HANDLE handle = GetStdHandle(STD\_OUTPUT\_HANDLE);

SetConsoleTextAttribute(handle, FOREGROUND\_GREEN);

for (int i = 0; i < pos; i++) cout << menu[i] << endl;

SetConsoleTextAttribute(handle, FOREGROUND\_RED);

cout << menu[pos] << endl;

SetConsoleTextAttribute(handle, FOREGROUND\_GREEN);

for (int i = pos + 1; i < n; i++) cout << menu[i] << endl;

}

int main() {

int pos = 0;

string menu[NUMBER\_FIELD] = { "1 - Add node in the tree", "2 - Search select node in the tree",

"3 - Delete tree", "4 - Print tree", "5 - Exit"};

print\_menu(menu, NUMBER\_FIELD, pos);

Tree \*t = new Tree;

char ch;

int code, temp;

double \*arr;

bool b;

do {

ch = getch();

code = static\_cast<int> (ch);

switch (code)

{

case 80:

if (pos < NUMBER\_FIELD - 1) {

++pos;

print\_menu(menu, NUMBER\_FIELD, pos);

}

break;

case 72:

if (pos > 0) {

--pos;

print\_menu(menu, NUMBER\_FIELD, pos);

}

break;

case 13:

system("cls");

switch (pos)

{

case 0:

cout << "Enter value node: ";

int n;

cin >> temp;

cout << "Enter size the array: ";

cin >> n;

arr = new double[n];

for (int i = 0; i < n; i++)

cin >> arr[i];

t->insert(temp, arr, n);

break;

case 1:

cout << "Enter key-value node: ";

cin >> temp;

TreeNode \*res;

res = t->search(temp);

if (res == nullptr)

cout << "Node there is no in tree with current key-value";

else {

cout << "Node there is in tree with current key-value\n";

cout << "Value: " << res->value << endl;

cout << "Array: ";

for (int i = 0; i < res->size; i++)

cout << res->array\_d[i] << " ";

}

getch();

break;

case 2:

t->delete\_tree();

break;

case 3:

if (t->get\_root() != nullptr)

t->print();

else

cout << "Tree is free";

getch();

break;

case 4:

return 0;

break;

default:

break;

}

print\_menu(menu, NUMBER\_FIELD, pos);

break;

default:

break;

}

} while (code != 27);

getch();

return 0;

}

**Вывод**

В ходе данной лабораторной работы были освоены базовые возможности для работы с динамической памятью. Так же были получены навыки работы с отладчиком Visual Studio, в котором устанавливались точки останова в необходимых местах для просмотра размещения элементов в памяти компьютера. В лабораторной работе использовались операторы языка C++, которые дают возможность работы с памятью, посредством new и delete. Был построен класс, который отвечал за реализацию дерева. В классе было одно поле root (корень дерева), и необходимые методы: вставка нового элемента в дерево (insert), удаление дерева (delete\_tree), поиск в дерево элемента с заданным ключом (search).