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**Practical 1**

**Aim: Program for Randomized Selection Algorithm.**

**Code:**

**from random import randrange**

**def partition(x,pivot\_index=0):**

**i=0**

**if pivot\_index!=0:**

**x[0],x[pivot\_index]=x[pivot\_index],x[0]**

**for j in range(len(x)-1):**

**if x[j+1]<x[0]:**

**x[j+1],x[i+1]=x[i+1],x[j+1]**

**i+=1**

**x[0],x[i]=x[i],x[0]**

**return x,i**

**def RSelect(x,k):**

**if len(x)==1:**

**return x[0]**

**else:**

**xpart=partition(x,randrange(len(x)))**

**x=xpart[0]**

**j=xpart[1]**

**if j==k:**

**return x[j]**

**elif j>k:**

**return RSelect(x[:j],k)**

**else:**

**k=k-j-1**

**return RSelect(x[(j+1):],k)**

**x = [3,1,8,4,7,9]**

**for i in range(len(x)):**

**print(RSelect(x,i))**

**Output:**

**![](data:image/png;base64,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)**

**Practical 2**

**Aim: Python program for implementation of heap Sort Algorithm.**

**Code:**

**# To heapify subtree rooted at index i.**

**# n is size of heap**

**def heapify(arr,n,i):**

**largest = i # Initialize largest as root**

**l=2\*i+1**

**r=2\*i+2**

**# See if left child of root exists and is**

**# greater than root**

**if l<n and arr[i]<arr[l]:**

**largest=l**

**# See if right child of root exists and is**

**# greater than root**

**if r<n and arr[largest]<arr[r]:**

**largest=r**

**# Change root, if needed**

**if largest!=i:**

**arr[i],arr[largest]=arr[largest],arr[i]**

**# Heapify the root.**

**heapify(arr,n,largest)**

**# The main function to sort an array of given size**

**def heapSort(arr):**

**n=len(arr)**

**# Build a maxheap.**

**for i in range(n,-1,-1):**

**heapify(arr,n,i)**

**# One by one extract elements**

**for i in range(n-1,0,-1):**

**arr[i],arr[0]=arr[0],arr[i]**

**heapify(arr,i,0)**

**# Driver code to test above**

**arr = [ 12, 11, 13, 5, 6, 7]**

**heapSort(arr)**

**n = len(arr)**

**print ("Sorted array is--> ")**

**for i in range(n):**

**print('%d',arr[i])**

**Output:**

![](data:image/png;base64,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)

**Practical 3**

**Aim: Python program for implementation of Radix Sort Algorithm.**

**Code:**

**# A function to do counting sort of arr[] according to**

**# the digit represented by exp.**

**def countingSort(arr,expl):**

**n=len(arr)**

**# The output array elements that will have sorted arr**

**output=[0]\*n**

**count=[0]\*10 # initialize count array as 0**

**for i in range(0,n): # Store count of occurrences in count[]**

**index=int(arr[i]/expl)**

**count[index%10] +=1**

**# Change count[i] so that count[i] now contains actual**

**# position of this digit in output array**

**for i in range(1,10):**

**count[i]+=count[i-1]**

**# Build the output array**

**i=n-1**

**while i>=0:**

**index=int(arr[i]/expl)**

**output[count[index%10]-1]=arr[i]**

**count[index%10] -=1**

**i=i-1**

**# Copying the output array to arr[],**

**# so that arr now contains sorted numbers**

**i=0**

**for i in range(0,len(arr)):**

**arr[i]=output[i]**

**# Method to do Radix Sort**

**def radixSort(arr):**

**# Find the maximum number to know number of digits**

**max1=max(arr)**

**# Do counting sort for every digit. Note that instead**

**# of passing digit number, exp is passed. exp is 10^i**

**# where i is current digit number**

**exp=1**

**while max1/exp>0:**

**countingSort(arr,exp)**

**exp \*=10**

**# Driver code to test above**

**arr = [ 170, 45, 75, 90, 802, 24, 2, 66]**

**radixSort(arr)**

**for i in range(len(arr)):**

**print(arr[i])**

**Output:**
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**Practical 4**

**Aim: Write a Program to Perform Bucket Sort Algorithm.**

**Code:**

**# Python3 program to sort an array**

**# using bucket sort**

**def insertationSort(b):**

**for i in range(1,len(b)):**

**up=b[i]**

**j=i-1**

**while j>=0 and b[j]>up:**

**b[j+1]=b[j]**

**j -=1**

**b[j+1]=up**

**return(b)**

**def bucketSort(x):**

**arr=[]**

**slot\_num=10**

**# 10 means 10 slots, each**

**# slot's size is 0.1**

**for i in range(slot\_num):**

**arr.append([])**

**# Put array elements in different buckets**

**for j in x:**

**index\_b = int(slot\_num \* j)**

**arr[index\_b].append(j)**

**# Sort individual buckets**

**for i in range(slot\_num):**

**arr[i]=insertationSort(arr[i])**

**# concatenate the result**

**k=0**

**for i in range(slot\_num):**

**for j in range(len(arr[i])):**

**x[k] = arr[i][j]**

**k += 1**

**return x**

**# Driver Code**

**x = [0.897, 0.565, 0.656,**

**0.1234, 0.665, 0.3434]**

**print("Sorted Array is--> ")**

**print(bucketSort(x))**

**Output:**
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**Practical 5**

**Aim: Write a Program to Perform Folyd-Warshall algorithm.**

**Code:**

**# Python Program for Floyd Warshall Algorithm Number of vertices in the graph**

**v=4**

**# Define infinity as the large enough value. This value will be used for vertices not connected to each other**

**inf=99999**

**# Solves all pair shortest path via Floyd Warshall Algorithm**

**def floydWarshall(graph):**

**""" dist[][] will be the output matrix that will finally**

**have the shortest distances between every pair of vertices**

**initializing the solution matrix same as input graph matrix**

**OR we can say that the initial values of shortest distances**

**are based on shortest paths considering no**

**intermediate vertices """**

**dist=list(map(lambda i:list(map(lambda j:j,i)),graph))**

**""" Add all vertices one by one to the set of intermediate**

**vertices.**

**---> Before start of an iteration, we have shortest distances**

**between all pairs of vertices such that the shortest**

**distances consider only the vertices in the set**

**{0, 1, 2, .. k-1} as intermediate vertices.**

**----> After the end of a iteration, vertex no. k is**

**added to the set of intermediate vertices and the**

**set becomes {0, 1, 2, .. k}**

**"""**

**for k in range(v):**

**for i in range(v):** # pick all vertices as source one by one

**for j in range(v):** # Pick all vertices as destination for the above picked source

**dist[i][j] = min(dist[i][j],dist[i][k]+dist[k][j])**

**printSolution(dist)**

**# A utility function to print the solution**

**def printSolution(dist):**

**print('Following matrix shows the shortest Distance between every pair of vertices---> ')**

**for i in range(v):**

**for j in range(v):**

**if (dist[i][j] == inf):**

**print("%7s"%"inf")**

**else:**

**print("%7d\t" %(dist[i][j]))**

**if j ==v-1:**

**print('')**

**""" Driver program to test the above program**

**Let us create the following weighted graph**

**10**

**(0)------->(3)**

**| /|\**

**5 | |**

**| | 1**

**\|/ |**

**(1)------->(2)**

**3 """**

**graph = [[0,5,inf,10],**

**[inf,0,3,inf],**

**[inf, inf, 0, 1],**

**[inf, inf, inf, 0] ]**

**# Print the solution**

**floydWarshall(graph)**

**Output:**
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**Practical 6**

**Aim: Write a Program for Counting Sort Algorithm in python.**

**Code:**

**# The main function that sort the given string arr[] in alphabetical order**

**def countSort(arr):**

**# The output character array that will have sorted arr**

**output=[0 for i in range(256)]**

**# Create a count array to store count of inidividul characters and initialize count array as 0**

**count=[0 for i in range(256)]**

**# For storing the resulting answer since the string is immutable**

**ans = ["" for \_ in arr]**

**# Store count of each character**

**for i in arr:**

**count[ord(i)] +=1**

**# Change count[i] so that count[i] now contains actual position of this character in output array**

**for i in range(256):**

**count[i] += count[i-1]**

**# Build the output character array**

**for i in range(len(arr)):**

**output[count[ord(arr[i])]-1] = arr[i]**

**count[ord(arr[i])] -= 1**

**# Copy the output array to arr, so that arr now contains sorted characters**

**for i in range(len(arr)):**

**ans[i] = output[i]**

**return ans**

**# Driver program to test above function**

**arr = "geeksforgeeks"**

**ans = countSort(arr)**

**print("Sorted character array is %s" % ("".join(ans)))**

**Output:**

**![](data:image/png;base64,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)**

**Practical 7**

**Aim: Write a Program to find a family of subsets that covers the universal set.**

**Code:**

**def set\_cover(universe, subsets):**

**"""Find a family of subsets that covers the universal set"""**

**elements = set(e for s in subsets for e in s)**

**# Check the subsets cover the universe**

**if elements != universe:**

**return None**

**covered = set()**

**cover = []**

**# Greedily add the subsets with the most uncovered points**

**while covered != elements:**

**subset = max(subsets, key=lambda s: len(s - covered))**

**cover.append(subset)**

**covered |= subset**

**return cover**

**def main():**

**universe = set(range(1, 11))**

**subsets = [set([1, 2, 3, 8, 9, 10]),**

**set([1, 2, 3, 4, 5]),**

**set([4, 5, 7]),**

**set([5, 6, 7]),**

**set([6, 7, 8, 9, 10])]**

**cover = set\_cover(universe, subsets)**

**print(cover)**

**if \_\_name\_\_ == '\_\_main\_\_':**

**main()**

**Output:**
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**Practical 8**

**Aim: Write a Program to returns true if there is a subset of set[] with sum equal to given sum.**

**Code:**

**def isSubsetSum(set,n, sum) :**

**# Base Cases**

**if (sum == 0) :**

**return True**

**if (n == 0 and sum != 0) :**

**return False**

**# If last element is greater than**

**# sum, then ignore it**

**if (set[n - 1] > sum) :**

**return isSubsetSum(set, n - 1, sum);**

**# else, check if sum can be obtained**

**# by any of the following**

**# (a) including the last element**

**# (b) excluding the last element**

**return isSubsetSum(set, n-1, sum) or isSubsetSum(set, n-1, sum-set[n-1])**

**# Driver program to test above function**

**set = [3, 34, 4, 12, 5, 2]**

**sum = 9**

**n = len(set)**

**if (isSubsetSum(set, n, sum) == True) :**

**print("Found a subset with given sum")**

**else :**

**print("No subset with given sum")**

**Output:**
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