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library(ggplot2)  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v tibble 3.0.5 v dplyr 1.0.3  
## v tidyr 1.1.2 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.1  
## v purrr 0.3.4

## Warning: package 'stringr' was built under R version 4.0.4

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(glmnet)

## Warning: package 'glmnet' was built under R version 4.0.4

## Loading required package: Matrix

##   
## Attaching package: 'Matrix'

## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

## Loaded glmnet 4.1-1

library(pls)

## Warning: package 'pls' was built under R version 4.0.4

##   
## Attaching package: 'pls'

## The following object is masked from 'package:stats':  
##   
## loadings

library(ggplot2)  
library(grid)  
library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

library(caret)

## Warning: package 'caret' was built under R version 4.0.4

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:pls':  
##   
## R2

## The following object is masked from 'package:purrr':  
##   
## lift

library(leaps)

## Warning: package 'leaps' was built under R version 4.0.5

library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

library(caTools)

# Data Exploration

CountyDataClean2<-read.csv("CountyDataClean2.csv",header = TRUE,sep=",")  
#names(CountyDataClean2)  
Trump16 = CountyDataClean2[, c(4, 18, 21:26, 28, 30, 32:38, 49:53)]  
Trump16$ptrump16<-Trump16$percentage16\_Donald\_Trump  
#names(Trump16)  
Trump16<-Trump16[,-1]  
  
  
  
dim(Trump16)

## [1] 3046 22

head(Trump16)

## TotalPop Hispanic White Black Native Asian Pacific Income IncomePerCap  
## 1 24788 1.3 68.9 27.6 0.1 0.3 0.0 35254 19234  
## 2 62607 2.4 77.5 17.6 0.1 0.1 0.0 40492 21591  
## 3 32840 8.8 60.3 28.3 0.3 0.7 0.0 42260 24266  
## 4 435117 7.9 85.2 1.2 0.4 2.6 0.1 60151 31642  
## 5 7192 1.7 96.6 0.3 0.0 0.4 0.0 49477 28861  
## 6 19304 1.8 93.4 3.6 0.1 0.1 0.0 36575 18408  
## Poverty ChildPoverty Professional Service Office Construction Production  
## 1 22.7 32.1 27.2 20.7 20.8 10.6 20.7  
## 2 21.5 27.6 27.6 16.9 25.7 15.0 14.8  
## 3 19.8 31.8 31.1 17.7 18.8 15.1 17.3  
## 4 11.8 13.1 43.0 16.6 25.0 6.9 8.4  
## 5 9.5 12.1 28.2 16.9 20.0 17.3 17.6  
## 6 21.5 27.1 28.5 15.9 19.7 12.2 23.8  
## SelfEmployed FamilyWork Unemployment RatioMenWomen TrumpOrClinton ptrump16  
## 1 7.8 0.1 9.4 0.9450722 Trump 0.629  
## 2 7.6 0.3 8.9 0.9458880 Trump 0.773  
## 3 7.1 0.2 5.4 0.9593103 Trump 0.545  
## 4 6.6 0.1 4.3 1.0040577 Trump 0.479  
## 5 10.4 0.5 3.0 0.9758242 Trump 0.653  
## 6 9.9 0.1 6.2 0.9958644 Trump 0.806

any(is.na(Trump16))

## [1] FALSE

colSums(is.na(Trump16))

## TotalPop Hispanic White Black Native   
## 0 0 0 0 0   
## Asian Pacific Income IncomePerCap Poverty   
## 0 0 0 0 0   
## ChildPoverty Professional Service Office Construction   
## 0 0 0 0 0   
## Production SelfEmployed FamilyWork Unemployment RatioMenWomen   
## 0 0 0 0 0   
## TrumpOrClinton ptrump16   
## 0 0

Trump16Reg <- Trump16[,c(1:20,22)]  
Trump16Class <- Trump16[,1:21]  
  
Trump20 = CountyDataClean2[, c(9,18, 21:26, 28, 30, 32:38, 49:52,54)]  
#names(Trump20)  
Trump20$ptrump20<-Trump20$percentage20\_Donald\_Trump  
Trump20<-Trump20[,-1]  
  
dim(Trump20)

## [1] 3046 22

head(Trump20)

## TotalPop Hispanic White Black Native Asian Pacific Income IncomePerCap  
## 1 24788 1.3 68.9 27.6 0.1 0.3 0.0 35254 19234  
## 2 62607 2.4 77.5 17.6 0.1 0.1 0.0 40492 21591  
## 3 32840 8.8 60.3 28.3 0.3 0.7 0.0 42260 24266  
## 4 435117 7.9 85.2 1.2 0.4 2.6 0.1 60151 31642  
## 5 7192 1.7 96.6 0.3 0.0 0.4 0.0 49477 28861  
## 6 19304 1.8 93.4 3.6 0.1 0.1 0.0 36575 18408  
## Poverty ChildPoverty Professional Service Office Construction Production  
## 1 22.7 32.1 27.2 20.7 20.8 10.6 20.7  
## 2 21.5 27.6 27.6 16.9 25.7 15.0 14.8  
## 3 19.8 31.8 31.1 17.7 18.8 15.1 17.3  
## 4 11.8 13.1 43.0 16.6 25.0 6.9 8.4  
## 5 9.5 12.1 28.2 16.9 20.0 17.3 17.6  
## 6 21.5 27.1 28.5 15.9 19.7 12.2 23.8  
## SelfEmployed FamilyWork Unemployment RatioMenWomen TrumpOrBiden ptrump20  
## 1 7.8 0.1 9.4 0.9450722 Trump 0.661  
## 2 7.6 0.3 8.9 0.9458880 Trump 0.795  
## 3 7.1 0.2 5.4 0.9593103 Trump 0.542  
## 4 6.6 0.1 4.3 1.0040577 Trump 0.504  
## 5 10.4 0.5 3.0 0.9758242 Trump 0.697  
## 6 9.9 0.1 6.2 0.9958644 Trump 0.830

any(is.na(Trump20))

## [1] FALSE

colSums(is.na(Trump20))

## TotalPop Hispanic White Black Native   
## 0 0 0 0 0   
## Asian Pacific Income IncomePerCap Poverty   
## 0 0 0 0 0   
## ChildPoverty Professional Service Office Construction   
## 0 0 0 0 0   
## Production SelfEmployed FamilyWork Unemployment RatioMenWomen   
## 0 0 0 0 0   
## TrumpOrBiden ptrump20   
## 0 0

Trump20Reg <- Trump20[,c(1:20,22)]  
Trump20Class <- Trump20[,1:21]

#names(Trump16)

#Ridge Model 2016

set.seed(420)  
smp\_size <- floor(0.80 \* nrow(Trump16Reg))  
  
train <- sample(seq\_len(nrow(Trump16Reg)), size = smp\_size)  
  
training16 <- Trump16Reg[train, ]  
test16 <- Trump16Reg[-train, ]  
  
x16 <- model.matrix(ptrump16 ~ ., data = training16)[,-1]  
y16 <- training16$ptrump16

lambdaVals <- 10 ^ seq(10, -2, length = 200)  
ridge.mod16 <- glmnet(x16, y16, alpha = 0, lambda = lambdaVals)  
plot(ridge.mod16, xvar = "lambda", label = TRUE)

![](data:image/png;base64,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)

cv.ridge16 <- cv.glmnet(x16, y16, alpha = 0, lambda = 10 ^ seq(10, -15, length.out = 1000))

## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values

cv.ridge16$lambda.min

## [1] 9.098273e-07

plot(ridge.mod16)
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bestlamRidge16 <- cv.ridge16$lambda.min  
bestlamRidge16

## [1] 9.098273e-07

## Estimate best ridge model using all data

coefRidge16 <- predict(glmnet(x16, y16, alpha = 0),  
 s = bestlamRidge16,  
 type = "coefficients")  
coefRidge16

## 21 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 7.405575e-01  
## TotalPop -1.965711e-08  
## Hispanic -1.116493e-03  
## White 1.721644e-03  
## Black -2.312929e-03  
## Native -1.565643e-03  
## Asian -5.435580e-03  
## Pacific -3.520088e-03  
## Income 1.101120e-07  
## IncomePerCap -7.702670e-06  
## Poverty -2.734750e-03  
## ChildPoverty 7.392851e-04  
## Professional -1.850070e-03  
## Service -7.599915e-03  
## Office 2.329312e-03  
## Construction 8.713046e-03  
## Production 4.062575e-04  
## SelfEmployed 3.306404e-03  
## FamilyWork 2.252813e-03  
## Unemployment -3.371236e-03  
## RatioMenWomen 5.189714e-02

plot(cv.ridge16)
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errorRidge16 <- cv.ridge16$cvm[cv.ridge16$lambda == bestlamRidge16]  
errorRidge16

## [1] 0.009136331

ridge.mod16 <- glmnet(x16, y16, alpha = 0, lambda = bestlamRidge16)  
  
testx16 <- model.matrix(ptrump16 ~ ., data = test16)[,-1]  
ridgetest16 = test16  
ridgetest16$predictions = predict.glmnet(ridge.mod16, newx = testx16, type = "response")  
ridgetest16 = ridgetest16 %>% relocate(predictions, .after = ptrump16)  
ridgetest16$diff = abs(ridgetest16$ptrump16-ridgetest16$predictions)  
ridgetest16 = ridgetest16 %>% relocate(diff, .after = predictions)  
hist(ridgetest16$diff)
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MSERidge16 = mean((ridgetest16$ptrump16 - ridgetest16$predictions) ^2)  
MSERidge16

## [1] 0.008776456

#Linear Model 2016

linearmodel = lm(ptrump16 ~ TotalPop + Hispanic + Black + Native + Asian + Income + IncomePerCap + Poverty + ChildPoverty + Professional + Office + Construction  
 + Production + SelfEmployed + Unemployment + RatioMenWomen, data = training16)  
  
summary(linearmodel)

##   
## Call:  
## lm(formula = ptrump16 ~ TotalPop + Hispanic + Black + Native +   
## Asian + Income + IncomePerCap + Poverty + ChildPoverty +   
## Professional + Office + Construction + Production + SelfEmployed +   
## Unemployment + RatioMenWomen, data = training16)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.38459 -0.06169 0.00250 0.06679 0.32812   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.535e-01 6.195e-02 2.477 0.013313 \*   
## TotalPop -1.612e-08 6.960e-09 -2.316 0.020635 \*   
## Hispanic -3.024e-03 1.665e-04 -18.158 < 2e-16 \*\*\*  
## Black -4.223e-03 1.739e-04 -24.276 < 2e-16 \*\*\*  
## Native -3.706e-03 3.432e-04 -10.799 < 2e-16 \*\*\*  
## Asian -7.815e-03 1.014e-03 -7.711 1.81e-14 \*\*\*  
## Income 9.729e-07 4.157e-07 2.341 0.019337 \*   
## IncomePerCap -1.055e-05 8.355e-07 -12.624 < 2e-16 \*\*\*  
## Poverty -4.627e-03 9.727e-04 -4.757 2.08e-06 \*\*\*  
## ChildPoverty 1.956e-03 5.297e-04 3.693 0.000227 \*\*\*  
## Professional 6.641e-03 7.286e-04 9.115 < 2e-16 \*\*\*  
## Office 1.026e-02 9.167e-04 11.194 < 2e-16 \*\*\*  
## Construction 1.689e-02 7.918e-04 21.329 < 2e-16 \*\*\*  
## Production 8.010e-03 6.451e-04 12.415 < 2e-16 \*\*\*  
## SelfEmployed 3.686e-03 6.706e-04 5.497 4.27e-08 \*\*\*  
## Unemployment -3.252e-03 9.331e-04 -3.485 0.000501 \*\*\*  
## RatioMenWomen 4.067e-02 1.627e-02 2.500 0.012485 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.09511 on 2419 degrees of freedom  
## Multiple R-squared: 0.6159, Adjusted R-squared: 0.6134   
## F-statistic: 242.5 on 16 and 2419 DF, p-value: < 2.2e-16

plot(linearmodel)
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predictions = predict(linearmodel, test16)  
  
lineartest = test16  
lineartest$predictions = predictions  
lineartest = lineartest %>% relocate(predictions, .after = ptrump16)  
  
lineartest$diff = abs(lineartest$ptrump16-lineartest$predictions)  
lineartest = lineartest %>% relocate(diff, .after = predictions)  
  
hist(lineartest$diff)
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mean((lineartest$ptrump16 - lineartest$predictions)^2)

## [1] 0.008777099

#2020 ridge

set.seed(420)  
smp\_size <- floor(0.80 \* nrow(Trump20Reg))  
  
train <- sample(seq\_len(nrow(Trump20Reg)), size = smp\_size)  
  
training20 <- Trump20Reg[train, ]  
test20 <- Trump20Reg[-train, ]

x20 <- model.matrix(ptrump20 ~ ., data = training20)[,-1]  
y20 <- training20$ptrump20  
## create grid of lambda values:  
## From 10^10 down to 10^-2 = 0.1  
lambdaVals <- 10 ^ seq(10, -2, length = 200)  
ridge.mod20 <- glmnet(x20, y20, alpha = 0, lambda = lambdaVals)  
plot(ridge.mod20, xvar = "lambda", label = TRUE)
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cv.ridge20 <- cv.glmnet(x20, y20, alpha = 0, lambda = 10 ^ seq(10, -15, length.out = 1000))

## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values  
  
## Warning in regularize.values(x, y, ties, missing(ties), na.rm = na.rm):  
## collapsing to unique 'x' values

cv.ridge20$lambda.min

## [1] 9.098273e-07

plot(ridge.mod20)
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bestlamRidge20 <- cv.ridge20$lambda.min  
bestlamRidge20

## [1] 9.098273e-07

## Estimate best ridge model using all data  
coefRidge20 <- predict(glmnet(x20, y20, alpha = 0),  
 s = bestlamRidge20,  
 type = "coefficients")  
coefRidge20

## 21 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 7.915202e-01  
## TotalPop -2.078191e-08  
## Hispanic -7.001473e-04  
## White 1.756006e-03  
## Black -2.544698e-03  
## Native -1.731707e-03  
## Asian -5.497280e-03  
## Pacific -1.359030e-03  
## Income 3.877360e-08  
## IncomePerCap -8.628233e-06  
## Poverty -2.372384e-03  
## ChildPoverty 6.088888e-04  
## Professional -2.217163e-03  
## Service -7.636191e-03  
## Office 1.466250e-03  
## Construction 9.118050e-03  
## Production 8.649920e-04  
## SelfEmployed 3.641471e-03  
## FamilyWork 2.111872e-03  
## Unemployment -4.231442e-03  
## RatioMenWomen 5.810760e-02

plot(cv.ridge20)
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errorRidge20 <- cv.ridge20$cvm[cv.ridge20$lambda == bestlamRidge20]  
errorRidge20

## [1] 0.008634948

ridge.mod20 <- glmnet(x20, y20, alpha = 0, lambda = bestlamRidge20)  
  
testx20 <- model.matrix(ptrump20 ~ ., data = test20)[,-1]  
ridgetest20 = test20  
ridgetest20$predictions = predict.glmnet(ridge.mod20, newx = testx20, type = "response")  
ridgetest20 = ridgetest20 %>% relocate(predictions, .after = ptrump20)  
ridgetest20$diff = abs(ridgetest20$ptrump20-ridgetest20$predictions)  
ridgetest20 = ridgetest20 %>% relocate(diff, .after = predictions)  
hist(ridgetest20$diff)
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MSERidge20 = mean((ridgetest20$ptrump20 - ridgetest20$predictions) ^2)  
MSERidge20

## [1] 0.007890415

coefRidge16

## 21 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 7.405575e-01  
## TotalPop -1.965711e-08  
## Hispanic -1.116493e-03  
## White 1.721644e-03  
## Black -2.312929e-03  
## Native -1.565643e-03  
## Asian -5.435580e-03  
## Pacific -3.520088e-03  
## Income 1.101120e-07  
## IncomePerCap -7.702670e-06  
## Poverty -2.734750e-03  
## ChildPoverty 7.392851e-04  
## Professional -1.850070e-03  
## Service -7.599915e-03  
## Office 2.329312e-03  
## Construction 8.713046e-03  
## Production 4.062575e-04  
## SelfEmployed 3.306404e-03  
## FamilyWork 2.252813e-03  
## Unemployment -3.371236e-03  
## RatioMenWomen 5.189714e-02

coefRidge20

## 21 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 7.915202e-01  
## TotalPop -2.078191e-08  
## Hispanic -7.001473e-04  
## White 1.756006e-03  
## Black -2.544698e-03  
## Native -1.731707e-03  
## Asian -5.497280e-03  
## Pacific -1.359030e-03  
## Income 3.877360e-08  
## IncomePerCap -8.628233e-06  
## Poverty -2.372384e-03  
## ChildPoverty 6.088888e-04  
## Professional -2.217163e-03  
## Service -7.636191e-03  
## Office 1.466250e-03  
## Construction 9.118050e-03  
## Production 8.649920e-04  
## SelfEmployed 3.641471e-03  
## FamilyWork 2.111872e-03  
## Unemployment -4.231442e-03  
## RatioMenWomen 5.810760e-02

str(coefRidge16)

## Formal class 'dgCMatrix' [package "Matrix"] with 6 slots  
## ..@ i : int [1:21] 0 1 2 3 4 5 6 7 8 9 ...  
## ..@ p : int [1:2] 0 21  
## ..@ Dim : int [1:2] 21 1  
## ..@ Dimnames:List of 2  
## .. ..$ : chr [1:21] "(Intercept)" "TotalPop" "Hispanic" "White" ...  
## .. ..$ : chr "1"  
## ..@ x : num [1:21] 7.41e-01 -1.97e-08 -1.12e-03 1.72e-03 -2.31e-03 ...  
## ..@ factors : list()

coefRidge16 - coefRidge20

## 21 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) -5.096272e-02  
## TotalPop 1.124797e-09  
## Hispanic -4.163461e-04  
## White -3.436134e-05  
## Black 2.317689e-04  
## Native 1.660646e-04  
## Asian 6.170045e-05  
## Pacific -2.161058e-03  
## Income 7.133839e-08  
## IncomePerCap 9.255633e-07  
## Poverty -3.623659e-04  
## ChildPoverty 1.303963e-04  
## Professional 3.670930e-04  
## Service 3.627612e-05  
## Office 8.630624e-04  
## Construction -4.050036e-04  
## Production -4.587344e-04  
## SelfEmployed -3.350667e-04  
## FamilyWork 1.409408e-04  
## Unemployment 8.602065e-04  
## RatioMenWomen -6.210462e-03

# Logistic Regression

# Encoding the target feature as factor  
Trump16Class$TrumpOrClinton <- as.factor(Trump16Class$TrumpOrClinton)  
Trump20Class$TrumpOrBiden <- as.factor(Trump20Class$TrumpOrBiden)

# Logistic Regression 2016

## Splitting the 2016 dataset into the Training set and Test set

set.seed(1234)  
split = sample.split(Trump16Class$TrumpOrClinton, SplitRatio = 0.80)  
training16 = subset(Trump16Class, split == TRUE)  
test16 = subset(Trump16Class, split == FALSE)  
#names(training16)  
# Feature Scaling  
training16[-21] = scale(training16[-21])  
test16[-21] = scale(test16[-21])

# Fitting Logistic Regression to the Training set

# Fitting Logistic Regression to the Training set  
logreg.model2016 = glm(formula = TrumpOrClinton ~ .,  
 family=binomial(link="logit"),  
 data = training16)

summary(logreg.model2016)

##   
## Call:  
## glm(formula = TrumpOrClinton ~ ., family = binomial(link = "logit"),   
## data = training16)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.2516 0.0712 0.1362 0.2982 2.6206   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 3.26512 0.14493 22.529 < 2e-16 \*\*\*  
## TotalPop -0.15136 0.12715 -1.190 0.233896   
## Hispanic 0.69662 0.81090 0.859 0.390299   
## White 2.53446 1.18239 2.144 0.032072 \*   
## Black 0.35818 0.83988 0.426 0.669767   
## Native 0.39956 0.40190 0.994 0.320142   
## Asian -0.34332 0.22361 -1.535 0.124705   
## Pacific -0.05739 0.12417 -0.462 0.643944   
## Income 0.74231 0.21263 3.491 0.000481 \*\*\*  
## IncomePerCap -1.52201 0.23227 -6.553 5.65e-11 \*\*\*  
## Poverty -0.92777 0.26324 -3.524 0.000424 \*\*\*  
## ChildPoverty 0.80354 0.23198 3.464 0.000533 \*\*\*  
## Professional 2.10360 8.29760 0.254 0.799867   
## Service 0.87562 4.73325 0.185 0.853233   
## Office 1.37103 3.92926 0.349 0.727144   
## Construction 2.09531 5.30492 0.395 0.692862   
## Production 2.32117 7.47063 0.311 0.756024   
## SelfEmployed 0.08049 0.13599 0.592 0.553942   
## FamilyWork 0.23621 0.13623 1.734 0.082930 .   
## Unemployment -0.18581 0.09940 -1.869 0.061566 .   
## RatioMenWomen -0.03869 0.09117 -0.424 0.671316   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 2023.32 on 2436 degrees of freedom  
## Residual deviance: 952.74 on 2416 degrees of freedom  
## AIC: 994.74  
##   
## Number of Fisher Scoring iterations: 7

(logreg.model2016)$coefficient

## (Intercept) TotalPop Hispanic White Black   
## 3.26512004 -0.15135720 0.69662011 2.53445975 0.35818186   
## Native Asian Pacific Income IncomePerCap   
## 0.39955894 -0.34331769 -0.05739264 0.74231217 -1.52200688   
## Poverty ChildPoverty Professional Service Office   
## -0.92776908 0.80353685 2.10359966 0.87562435 1.37102916   
## Construction Production SelfEmployed FamilyWork Unemployment   
## 2.09530567 2.32117345 0.08048823 0.23620801 -0.18581348   
## RatioMenWomen   
## -0.03868701

par(mar=c(1,1,1,1))  
graphics.off()  
plot(logreg.model2016)

Pred2016 <- ifelse(predict(logreg.model2016, newdata = test16, type = "response") > 0.5, "Trump", "Clinton")  
# summarize accuracy  
table(Pred2016, test16$TrumpOrClinton)

##   
## Pred2016 Clinton Trump  
## Clinton 58 12  
## Trump 31 508

confMat16 <-table(Pred2016, test16$TrumpOrClinton)  
confMat16

##   
## Pred2016 Clinton Trump  
## Clinton 58 12  
## Trump 31 508

Sens <- round(confMat16[2,2] / sum(confMat16[,2]), 4)  
Spec <- round(confMat16[1,1] / sum(confMat16[,1]), 4)  
Accuracy <- mean(test16$TrumpOrClinton == Pred2016)  
cat(paste("Sensitivity: ", Sens, "\n Specificity: ", Spec, "\n Accuracy: ", Accuracy, sep = ""))

## Sensitivity: 0.9769  
## Specificity: 0.6517  
## Accuracy: 0.929392446633826

# Logistic Regression 2020

## Splitting the 2020 dataset into the Training set and Test set

set.seed(1234)  
split = sample.split(Trump20Class$TrumpOrBiden, SplitRatio = 0.80)  
training20 = subset(Trump20Class, split == TRUE)  
test20 = subset(Trump20Class, split == FALSE)  
  
# Feature Scaling  
training20[-21] = scale(training20[-21])  
test20 [-21] = scale(test20 [-21])

#names(training20)

# Fitting Logistic Regression to the Training set

# Fitting Logistic Regression to the Training set  
logreg.model2020 = glm(formula = TrumpOrBiden ~ .,  
 family=binomial(link="logit"),  
 data = training20)

summary(logreg.model2020)

##   
## Call:  
## glm(formula = TrumpOrBiden ~ ., family = binomial(link = "logit"),   
## data = training20)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.2234 0.0724 0.1412 0.2972 3.0964   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 3.12088 0.14141 22.070 < 2e-16 \*\*\*  
## TotalPop -0.61360 0.19836 -3.093 0.00198 \*\*   
## Hispanic 0.12114 0.87513 0.138 0.88991   
## White 1.39975 1.25607 1.114 0.26511   
## Black -0.33284 0.88265 -0.377 0.70610   
## Native 0.01600 0.41869 0.038 0.96952   
## Asian -0.37761 0.25814 -1.463 0.14351   
## Pacific -0.13944 0.17229 -0.809 0.41830   
## Income 0.67476 0.21235 3.178 0.00149 \*\*   
## IncomePerCap -1.62101 0.23193 -6.989 2.76e-12 \*\*\*  
## Poverty -1.30601 0.24979 -5.228 1.71e-07 \*\*\*  
## ChildPoverty 1.19344 0.22592 5.283 1.27e-07 \*\*\*  
## Professional -8.68163 8.16488 -1.063 0.28765   
## Service -5.42077 4.69408 -1.155 0.24817   
## Office -3.85996 3.84938 -1.003 0.31598   
## Construction -4.86241 5.18023 -0.939 0.34791   
## Production -7.31831 7.27020 -1.007 0.31412   
## SelfEmployed 0.12035 0.13388 0.899 0.36868   
## FamilyWork 0.18930 0.12655 1.496 0.13468   
## Unemployment -0.23073 0.10135 -2.277 0.02281 \*   
## RatioMenWomen 0.03261 0.10130 0.322 0.74750   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 2096.19 on 2436 degrees of freedom  
## Residual deviance: 963.93 on 2416 degrees of freedom  
## AIC: 1005.9  
##   
## Number of Fisher Scoring iterations: 7

(logreg.model2020)$coefficient

## (Intercept) TotalPop Hispanic White Black   
## 3.12087822 -0.61359631 0.12113796 1.39975210 -0.33284253   
## Native Asian Pacific Income IncomePerCap   
## 0.01599672 -0.37761335 -0.13944242 0.67476011 -1.62100992   
## Poverty ChildPoverty Professional Service Office   
## -1.30600514 1.19344491 -8.68163208 -5.42077073 -3.85995851   
## Construction Production SelfEmployed FamilyWork Unemployment   
## -4.86240915 -7.31830721 0.12034948 0.18930477 -0.23073224   
## RatioMenWomen   
## 0.03261208

par(mar=c(1,1,1,1))  
graphics.off()  
plot(logreg.model2020)

Pred2020 <- ifelse(predict(logreg.model2020, newdata = test20 , type = "response") > 0.5, "Biden", "Trump")  
# summarize accuracy  
table(Pred2020, test20$TrumpOrBiden)

##   
## Pred2020 Biden Trump  
## Biden 33 494  
## Trump 61 21

confMat20 <-table(Pred2020, test20$TrumpOrBiden)  
confMat20

##   
## Pred2020 Biden Trump  
## Biden 33 494  
## Trump 61 21

Sens <- round(confMat20[2,2] / sum(confMat20[,2]), 4)  
Spec <- round(confMat20[1,1] / sum(confMat20[,1]), 4)  
Accuracy <- mean(test20$TrumpOrBiden == Pred2020)  
cat(paste("Sensitivity: ", Sens, "\n Specificity: ", Spec, "\n Accuracy: ",Accuracy, sep = ""))

## Sensitivity: 0.0408  
## Specificity: 0.3511  
## Accuracy: 0.0886699507389163

# Using LDA 2016

# Splitting the 2016 dataset into the Training set and Test set

set.seed(1234)  
split = sample.split(Trump16Class$TrumpOrClinton, SplitRatio = 0.80)  
training16 = subset(Trump16Class, split == TRUE)  
test16 = subset(Trump16Class, split == FALSE)  
#names(training16)  
# Feature Scaling  
training16[-21] = scale(training16[-21])  
test16[-21] = scale(test16[-21])

lda.model16<- lda(TrumpOrClinton~.,data=training16,family=binomial(link="logit"),)

#summary(lda.model16)  
lda.model16.pred <- predict(lda.model16, test16)  
lda.model16.confusion<-table(lda.model16.pred$class,test16$TrumpOrClinton)  
lda.model16.confusion

##   
## Clinton Trump  
## Clinton 61 12  
## Trump 28 508

Sens <- round(lda.model16.confusion[2,2] / sum(lda.model16.confusion[,2]), 4)  
Spec <- round(lda.model16.confusion[1,1] / sum(lda.model16.confusion[,1]), 4)  
Accuracy <- mean(test16$TrumpOrClinton == lda.model16.pred$class)  
cat(paste("Sensitivity: ", Sens, "\n Specificity: ", Spec, "\n Accuracy: ",  
 Accuracy, sep = ""))

## Sensitivity: 0.9769  
## Specificity: 0.6854  
## Accuracy: 0.93431855500821

# Using LDA 2020

# Splitting the 2020 dataset into the Training set and Test set

set.seed(1234)  
split = sample.split(Trump20Class$TrumpOrBiden, SplitRatio = 0.80)  
training20 = subset(Trump20Class, split == TRUE)  
test20 = subset(Trump20Class, split == FALSE)  
#names(training20)  
# Feature Scaling  
training20[-21] = scale(training20[-21])  
test20 [-21] = scale(test20 [-21])

lda.model20<- lda(TrumpOrBiden~.,data=training20,family=binomial(link="logit"),)

#summary(lda.model20)  
lda.model20.pred <- predict(lda.model20, test20 )  
lda.model20.confusion<-table(lda.model20.pred$class,test20 $TrumpOrBiden)  
lda.model20.confusion

##   
## Biden Trump  
## Biden 57 21  
## Trump 37 494

Sens <- round(lda.model20.confusion[2,2] / sum(lda.model20.confusion[,2]), 4)  
Spec <- round(lda.model20.confusion[1,1] / sum(lda.model20.confusion[,1]), 4)  
Accuracy <- mean(test20 $TrumpOrBiden == lda.model20.pred$class)  
cat(paste("Sensitivity: ", Sens, "\n Specificity: ", Spec, "\n Accuracy: ",  
 Accuracy, sep = ""))

## Sensitivity: 0.9592  
## Specificity: 0.6064  
## Accuracy: 0.904761904761905

# Using QDA 2016

# Splitting the 2016 dataset into the Training set and Test set

set.seed(1234)  
split = sample.split(Trump16Class$TrumpOrClinton, SplitRatio = 0.80)  
training16 = subset(Trump16Class , split == TRUE)  
test16 = subset(Trump16Class , split == FALSE)  
#names(training16 )  
# Feature Scaling  
training16 [-21] = scale(training16 [-21])  
test16 [-21] = scale(test16 [-21])

qda.model16<-qda(TrumpOrClinton~.,data=training16,family=binomial(link="logit"),)

#summary(qda.model16)  
qda.model16.pred <- predict(qda.model16, test16)  
qda.model16.confusion<-table(qda.model16.pred$class, test16$TrumpOrClinton)  
qda.model16.confusion

##   
## Clinton Trump  
## Clinton 65 20  
## Trump 24 500

Sens <- round(qda.model16.confusion[2,2] / sum(qda.model16.confusion[,2]), 4)  
Spec <- round(qda.model16.confusion[1,1] / sum(qda.model16.confusion[,1]), 4)  
Accuracy <- mean(test16$TrumpOrClinton == qda.model16.pred$class)  
cat(paste("Sensitivity: ", Sens, "\n Specificity: ", Spec, "\n Accuracy: ",  
 Accuracy, sep = ""))

## Sensitivity: 0.9615  
## Specificity: 0.7303  
## Accuracy: 0.927750410509031

# Using QDA 2020

# Splitting the 2020 dataset into the Training set and Test set

set.seed(1234)  
split = sample.split(Trump20Class$TrumpOrBiden, SplitRatio = 0.80)  
training20 = subset(Trump20Class, split == TRUE)  
test20 = subset(Trump20Class, split == FALSE)  
#names(training20)  
# Feature Scaling  
training20[-21] = scale(training20[-21])  
test20 [-21] = scale(test20 [-21])

qda.model20<- qda(TrumpOrBiden~.,data=training20,family=binomial(link="logit"),)

#summary(qda.model20)  
qda.model20.pred <- predict(qda.model20, test20 )  
qda.model20.confusion<-table(qda.model20.pred$class, test20$TrumpOrBiden)  
qda.model20.confusion

##   
## Biden Trump  
## Biden 47 27  
## Trump 47 488

Sens <- round(qda.model20.confusion[2,2] / sum(qda.model20.confusion[,2]), 4)  
Spec <- round(qda.model20.confusion[1,1] / sum(qda.model20.confusion[,1]), 4)  
Accuracy <- mean(test20 $TrumpOrBiden == qda.model20.pred$class)  
cat(paste("Sensitivity: ", Sens, "\n Specificity: ", Spec, "\n Accuracy: ",  
 Accuracy, sep = ""))

## Sensitivity: 0.9476  
## Specificity: 0.5  
## Accuracy: 0.878489326765189

# regsubset 2016

regmodel2016<-regsubsets(ptrump16 ~ ., data = Trump16Reg, nvmax = 22)  
summary(regmodel2016)$outmat

## TotalPop Hispanic White Black Native Asian Pacific Income  
## 1 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 3 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 4 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 5 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 6 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 7 ( 1 ) " " " " "\*" "\*" " " "\*" " " " "   
## 8 ( 1 ) " " " " "\*" "\*" " " "\*" " " " "   
## 9 ( 1 ) " " " " "\*" "\*" " " "\*" " " " "   
## 10 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 11 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 12 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 13 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 14 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 15 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*"   
## 18 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## IncomePerCap Poverty ChildPoverty Professional Service Office  
## 1 ( 1 ) " " " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " "\*" " "   
## 5 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 6 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 7 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 8 ( 1 ) "\*" "\*" "\*" " " "\*" " "   
## 9 ( 1 ) "\*" "\*" "\*" " " "\*" " "   
## 10 ( 1 ) "\*" "\*" "\*" " " "\*" " "   
## 11 ( 1 ) "\*" "\*" "\*" " " "\*" " "   
## 12 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 14 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## Construction Production SelfEmployed FamilyWork Unemployment  
## 1 ( 1 ) " " " " " " " " " "   
## 2 ( 1 ) "\*" " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " " " "   
## 6 ( 1 ) "\*" " " " " " " " "   
## 7 ( 1 ) "\*" " " " " " " " "   
## 8 ( 1 ) "\*" " " " " " " " "   
## 9 ( 1 ) "\*" " " "\*" " " " "   
## 10 ( 1 ) "\*" " " "\*" " " " "   
## 11 ( 1 ) "\*" " " "\*" " " " "   
## 12 ( 1 ) "\*" " " "\*" " " " "   
## 13 ( 1 ) "\*" " " "\*" " " " "   
## 14 ( 1 ) "\*" " " "\*" " " " "   
## 15 ( 1 ) "\*" "\*" "\*" " " " "   
## 16 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 19 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*"   
## RatioMenWomen  
## 1 ( 1 ) " "   
## 2 ( 1 ) " "   
## 3 ( 1 ) " "   
## 4 ( 1 ) " "   
## 5 ( 1 ) " "   
## 6 ( 1 ) " "   
## 7 ( 1 ) " "   
## 8 ( 1 ) " "   
## 9 ( 1 ) " "   
## 10 ( 1 ) " "   
## 11 ( 1 ) " "   
## 12 ( 1 ) " "   
## 13 ( 1 ) " "   
## 14 ( 1 ) "\*"   
## 15 ( 1 ) "\*"   
## 16 ( 1 ) "\*"   
## 17 ( 1 ) "\*"   
## 18 ( 1 ) "\*"   
## 19 ( 1 ) "\*"   
## 20 ( 1 ) "\*"

par(mfrow=c(1,1))  
plot(regmodel2016)
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regmodel\_Cp<-summary(regmodel2016)$cp  
regmodel\_Cp

## [1] 2581.43805 951.25625 553.86671 316.20357 207.27361 169.89034  
## [7] 131.90053 110.72833 87.46846 73.25906 60.08707 49.03387  
## [13] 38.96546 31.56511 25.05321 18.73980 17.72402 18.28801  
## [19] 19.15293 21.00000

regmodel\_bic<-summary(regmodel2016)$bic  
regmodel\_bic

## [1] -1012.718 -2048.979 -2362.109 -2564.427 -2658.908 -2688.123 -2718.384  
## [8] -2732.768 -2749.359 -2757.237 -2764.173 -2769.079 -2773.059 -2774.418  
## [15] -2774.916 -2775.238 -2770.249 -2763.673 -2756.794 -2748.926

regmodel\_adjr2<-summary(regmodel2016)$adjr2  
regmodel\_adjr2

## [1] 0.2863862 0.4933435 0.5438927 0.5741860 0.5881414 0.5930119 0.5979626  
## [8] 0.6007776 0.6038600 0.6057926 0.6075943 0.6091274 0.6105360 0.6116055  
## [15] 0.6125625 0.6134948 0.6137519 0.6138075 0.6138248 0.6137167

regmodel\_r2<-summary(regmodel2016)$rsq  
regmodel\_r2

## [1] 0.2866205 0.4936763 0.5443421 0.5747454 0.5888177 0.5938138 0.5988869  
## [8] 0.6018264 0.6050309 0.6070872 0.6090119 0.6106678 0.6121987 0.6133913  
## [15] 0.6144711 0.6155257 0.6159083 0.6160904 0.6162344 0.6162538

## Create data.frame of results  
regmodel2016DF <- data.frame(numVars = 1:20, Cp = regmodel\_Cp,   
 BIC = regmodel\_bic,  
 Adjr2 = regmodel\_adjr2,  
 r2 = regmodel\_r2)  
regmodel2016DF

## numVars Cp BIC Adjr2 r2  
## 1 1 2581.43805 -1012.718 0.2863862 0.2866205  
## 2 2 951.25625 -2048.979 0.4933435 0.4936763  
## 3 3 553.86671 -2362.109 0.5438927 0.5443421  
## 4 4 316.20357 -2564.427 0.5741860 0.5747454  
## 5 5 207.27361 -2658.908 0.5881414 0.5888177  
## 6 6 169.89034 -2688.123 0.5930119 0.5938138  
## 7 7 131.90053 -2718.384 0.5979626 0.5988869  
## 8 8 110.72833 -2732.768 0.6007776 0.6018264  
## 9 9 87.46846 -2749.359 0.6038600 0.6050309  
## 10 10 73.25906 -2757.237 0.6057926 0.6070872  
## 11 11 60.08707 -2764.173 0.6075943 0.6090119  
## 12 12 49.03387 -2769.079 0.6091274 0.6106678  
## 13 13 38.96546 -2773.059 0.6105360 0.6121987  
## 14 14 31.56511 -2774.418 0.6116055 0.6133913  
## 15 15 25.05321 -2774.916 0.6125625 0.6144711  
## 16 16 18.73980 -2775.238 0.6134948 0.6155257  
## 17 17 17.72402 -2770.249 0.6137519 0.6159083  
## 18 18 18.28801 -2763.673 0.6138075 0.6160904  
## 19 19 19.15293 -2756.794 0.6138248 0.6162344  
## 20 20 21.00000 -2748.926 0.6137167 0.6162538

par(mfrow=c(2,2))  
  
plot(regmodel\_Cp,main= "model plot with Cp",xlab="covariates",ylab="Cp",type="l")  
points(which.min(regmodel\_Cp),regmodel\_Cp[which.min(regmodel\_Cp)],col="red",cex=1,pch=16)  
  
plot(regmodel\_bic,main = "model plot with BIC",xlab="covariates",ylab="BIC",type="l")  
points(which.min(regmodel\_bic),regmodel\_bic[which.min(regmodel\_bic)],col="red",cex=1,pch=16)  
  
plot(regmodel\_adjr2,main = "model plot with adjusted R^2",xlab="covariates",ylab="Adj R^2",type="l")  
points(which.max(regmodel\_adjr2),regmodel\_adjr2[which.max(regmodel\_adjr2)],col="red",cex=1,pch=16)  
  
plot(regmodel\_r2,main = "model plot with R^2",xlab="covariates",ylab="R^2",type="l")  
points(which.max(regmodel\_r2),regmodel\_r2[which.max(regmodel\_r2)],col="red",cex=1,pch=16)

![](data:image/png;base64,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)

cp\_coef<-coef(regmodel2016,which.min(regmodel\_Cp))  
cp\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 1.100142e-01 -2.127209e-08 -3.050797e-03 -4.281231e-03 -3.816592e-03   
## Asian Pacific Income IncomePerCap Poverty   
## -7.699884e-03 -9.058645e-03 1.254928e-06 -1.062097e-05 -4.474324e-03   
## ChildPoverty Professional Office Construction Production   
## 1.951059e-03 6.771497e-03 1.081365e-02 1.689208e-02 8.164305e-03   
## SelfEmployed Unemployment RatioMenWomen   
## 3.946767e-03 -2.426945e-03 4.673552e-02

bic\_coef<-coef(regmodel2016,which.min(regmodel\_bic))  
bic\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 9.886696e-02 -1.955390e-08 -3.032816e-03 -4.275374e-03 -3.844078e-03   
## Asian Income IncomePerCap Poverty ChildPoverty   
## -8.660929e-03 1.261014e-06 -1.049080e-05 -4.400874e-03 1.958625e-03   
## Professional Office Construction Production SelfEmployed   
## 6.914489e-03 1.081245e-02 1.690163e-02 8.260045e-03 3.875423e-03   
## Unemployment RatioMenWomen   
## -2.384826e-03 4.722098e-02

adjr2\_coef<-coef(regmodel2016,which.max(regmodel\_adjr2))  
adjr2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -2.899511e+00 -2.123220e-08 -4.358822e-03 -1.324103e-03 -5.587531e-03   
## Native Asian Pacific Income IncomePerCap   
## -5.211297e-03 -9.190117e-03 -1.210896e-02 1.242443e-06 -1.055488e-05   
## Poverty ChildPoverty Professional Service Office   
## -4.436027e-03 1.935944e-03 3.814909e-02 3.136977e-02 4.215932e-02   
## Construction Production SelfEmployed Unemployment RatioMenWomen   
## 4.829515e-02 3.958530e-02 3.960341e-03 -2.462457e-03 4.699014e-02

r2\_coef<-coef(regmodel2016,which.max(regmodel\_r2))  
r2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -2.922206e+00 -2.120865e-08 -4.363675e-03 -1.326136e-03 -5.590851e-03   
## Native Asian Pacific Income IncomePerCap   
## -5.206298e-03 -9.191375e-03 -1.210731e-02 1.235830e-06 -1.055106e-05   
## Poverty ChildPoverty Professional Service Office   
## -4.427638e-03 1.931809e-03 3.838550e-02 3.159396e-02 4.237948e-02   
## Construction Production SelfEmployed FamilyWork Unemployment   
## 4.854511e-02 3.981032e-02 4.006033e-03 -1.605592e-03 -2.471051e-03   
## RatioMenWomen   
## 4.718832e-02

# forward 2016

forward.model2016<- regsubsets(ptrump16 ~ ., data = Trump16Reg, method ="forward", nvmax = 21)  
summary(forward.model2016)

## Subset selection object  
## Call: regsubsets.formula(ptrump16 ~ ., data = Trump16Reg, method = "forward",   
## nvmax = 21)  
## 20 Variables (and intercept)  
## Forced in Forced out  
## TotalPop FALSE FALSE  
## Hispanic FALSE FALSE  
## White FALSE FALSE  
## Black FALSE FALSE  
## Native FALSE FALSE  
## Asian FALSE FALSE  
## Pacific FALSE FALSE  
## Income FALSE FALSE  
## IncomePerCap FALSE FALSE  
## Poverty FALSE FALSE  
## ChildPoverty FALSE FALSE  
## Professional FALSE FALSE  
## Service FALSE FALSE  
## Office FALSE FALSE  
## Construction FALSE FALSE  
## Production FALSE FALSE  
## SelfEmployed FALSE FALSE  
## FamilyWork FALSE FALSE  
## Unemployment FALSE FALSE  
## RatioMenWomen FALSE FALSE  
## 1 subsets of each size up to 20  
## Selection Algorithm: forward  
## TotalPop Hispanic White Black Native Asian Pacific Income  
## 1 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 3 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 4 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 5 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 6 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 7 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 8 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 9 ( 1 ) "\*" "\*" "\*" " " " " " " " " " "   
## 10 ( 1 ) "\*" "\*" "\*" " " " " " " " " " "   
## 11 ( 1 ) "\*" "\*" "\*" " " " " " " " " "\*"   
## 12 ( 1 ) "\*" "\*" "\*" " " " " "\*" " " "\*"   
## 13 ( 1 ) "\*" "\*" "\*" " " " " "\*" " " "\*"   
## 14 ( 1 ) "\*" "\*" "\*" " " " " "\*" " " "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*" " " "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## IncomePerCap Poverty ChildPoverty Professional Service Office  
## 1 ( 1 ) " " " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " "\*" " "   
## 5 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 6 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 7 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 8 ( 1 ) "\*" "\*" "\*" " " "\*" " "   
## 9 ( 1 ) "\*" "\*" "\*" " " "\*" " "   
## 10 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 11 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 12 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 14 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 16 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 17 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 18 ( 1 ) "\*" "\*" "\*" " " "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## Construction Production SelfEmployed FamilyWork Unemployment  
## 1 ( 1 ) " " " " " " " " " "   
## 2 ( 1 ) "\*" " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " " " "   
## 6 ( 1 ) "\*" " " " " " " " "   
## 7 ( 1 ) "\*" " " "\*" " " " "   
## 8 ( 1 ) "\*" " " "\*" " " " "   
## 9 ( 1 ) "\*" " " "\*" " " " "   
## 10 ( 1 ) "\*" " " "\*" " " " "   
## 11 ( 1 ) "\*" " " "\*" " " " "   
## 12 ( 1 ) "\*" " " "\*" " " " "   
## 13 ( 1 ) "\*" " " "\*" " " " "   
## 14 ( 1 ) "\*" " " "\*" " " "\*"   
## 15 ( 1 ) "\*" " " "\*" " " "\*"   
## 16 ( 1 ) "\*" " " "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 19 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*"   
## RatioMenWomen  
## 1 ( 1 ) " "   
## 2 ( 1 ) " "   
## 3 ( 1 ) " "   
## 4 ( 1 ) " "   
## 5 ( 1 ) " "   
## 6 ( 1 ) " "   
## 7 ( 1 ) " "   
## 8 ( 1 ) " "   
## 9 ( 1 ) " "   
## 10 ( 1 ) " "   
## 11 ( 1 ) " "   
## 12 ( 1 ) " "   
## 13 ( 1 ) "\*"   
## 14 ( 1 ) "\*"   
## 15 ( 1 ) "\*"   
## 16 ( 1 ) "\*"   
## 17 ( 1 ) "\*"   
## 18 ( 1 ) "\*"   
## 19 ( 1 ) "\*"   
## 20 ( 1 ) "\*"

#plot(forward.model2016)  
  
fwdmod\_cp<-summary(forward.model2016)$cp  
fwdmod\_cp

## [1] 2581.43805 951.25625 553.86671 316.20357 207.27361 169.89034  
## [7] 139.54306 115.59212 92.60576 75.47471 64.76161 54.83957  
## [13] 48.57731 43.19051 37.25814 28.09162 21.43631 19.26589  
## [19] 19.15293 21.00000

fwdmod\_bic<-summary(forward.model2016)$bic  
fwdmod\_bic

## [1] -1012.718 -2048.979 -2362.109 -2564.427 -2658.908 -2688.123 -2711.031  
## [8] -2728.051 -2744.337 -2755.059 -2759.556 -2763.322 -2763.496 -2762.821  
## [15] -2762.708 -2765.854 -2766.517 -2762.689 -2756.794 -2748.926

fwdmod\_adjr2<-summary(forward.model2016)$adjr2  
fwdmod\_adjr2

## [1] 0.2863862 0.4933435 0.5438927 0.5741860 0.5881414 0.5930119 0.5969909  
## [8] 0.6001589 0.6032064 0.6055106 0.6069991 0.6083880 0.6093114 0.6101239  
## [15] 0.6110065 0.6123022 0.6132783 0.6136827 0.6138248 0.6137167

fwdmod\_r2<-summary(forward.model2016)$rsq  
fwdmod\_r2

## [1] 0.2866205 0.4936763 0.5443421 0.5747454 0.5888177 0.5938138 0.5979173  
## [8] 0.6012094 0.6043792 0.6068061 0.6084189 0.6099313 0.6109794 0.6119165  
## [15] 0.6129228 0.6143393 0.6154373 0.6159664 0.6162344 0.6162538

fwdmodel2016DF <- data.frame(numVars = 1:20, Cp = fwdmod\_cp,   
 BIC = fwdmod\_bic,  
 Adjr2 = fwdmod\_adjr2,  
 r2 = fwdmod\_r2)  
fwdmodel2016DF

## numVars Cp BIC Adjr2 r2  
## 1 1 2581.43805 -1012.718 0.2863862 0.2866205  
## 2 2 951.25625 -2048.979 0.4933435 0.4936763  
## 3 3 553.86671 -2362.109 0.5438927 0.5443421  
## 4 4 316.20357 -2564.427 0.5741860 0.5747454  
## 5 5 207.27361 -2658.908 0.5881414 0.5888177  
## 6 6 169.89034 -2688.123 0.5930119 0.5938138  
## 7 7 139.54306 -2711.031 0.5969909 0.5979173  
## 8 8 115.59212 -2728.051 0.6001589 0.6012094  
## 9 9 92.60576 -2744.337 0.6032064 0.6043792  
## 10 10 75.47471 -2755.059 0.6055106 0.6068061  
## 11 11 64.76161 -2759.556 0.6069991 0.6084189  
## 12 12 54.83957 -2763.322 0.6083880 0.6099313  
## 13 13 48.57731 -2763.496 0.6093114 0.6109794  
## 14 14 43.19051 -2762.821 0.6101239 0.6119165  
## 15 15 37.25814 -2762.708 0.6110065 0.6129228  
## 16 16 28.09162 -2765.854 0.6123022 0.6143393  
## 17 17 21.43631 -2766.517 0.6132783 0.6154373  
## 18 18 19.26589 -2762.689 0.6136827 0.6159664  
## 19 19 19.15293 -2756.794 0.6138248 0.6162344  
## 20 20 21.00000 -2748.926 0.6137167 0.6162538

par(mfrow=c(2,2))  
  
plot(fwdmod\_cp,main= "model plot with Cp",xlab="covariates",ylab="Cp",type="l")  
points(which.min(fwdmod\_cp),fwdmod\_cp[which.min(fwdmod\_cp)],col="blue",cex=1,pch=16)  
  
plot(fwdmod\_bic,main = "model plot with BIC",xlab="covariates",ylab="BIC",type="l")  
points(which.min(fwdmod\_bic),fwdmod\_bic[which.min(fwdmod\_bic)],col="blue",cex=1,pch=16)  
  
plot(fwdmod\_adjr2,main = "model plot with adjusted R^2",xlab="covariates",ylab="Adj R^2",type="l")  
points(which.max(fwdmod\_adjr2),fwdmod\_adjr2[which.max(fwdmod\_adjr2)],col="blue",cex=1,pch=16)  
  
plot(fwdmod\_r2,main = "model plot with R^2",xlab="covariates",ylab="R^2",type="l")  
points(which.max(fwdmod\_r2),fwdmod\_r2[which.max(fwdmod\_r2)],col="blue",cex=1,pch=16)
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cp\_coef<-coef(forward.model2016,which.min(fwdmod\_cp))  
cp\_coef

## (Intercept) TotalPop Hispanic White Black   
## -2.899511e+00 -2.123220e-08 -4.358822e-03 -1.324103e-03 -5.587531e-03   
## Native Asian Pacific Income IncomePerCap   
## -5.211297e-03 -9.190117e-03 -1.210896e-02 1.242443e-06 -1.055488e-05   
## Poverty ChildPoverty Professional Service Office   
## -4.436027e-03 1.935944e-03 3.814909e-02 3.136977e-02 4.215932e-02   
## Construction Production SelfEmployed Unemployment RatioMenWomen   
## 4.829515e-02 3.958530e-02 3.960341e-03 -2.462457e-03 4.699014e-02

bic\_coef<-coef(forward.model2016,which.min(fwdmod\_bic))  
bic\_coef

## (Intercept) TotalPop Hispanic White Black   
## 7.989569e-01 -1.950783e-08 -3.129249e-03 -9.713443e-05 -4.372073e-03   
## Native Asian Income IncomePerCap Poverty   
## -3.946275e-03 -8.793485e-03 1.266476e-06 -1.049155e-05 -4.392741e-03   
## ChildPoverty Service Office Construction Production   
## 1.956424e-03 -6.896829e-03 3.902307e-03 9.993090e-03 1.353521e-03   
## SelfEmployed Unemployment RatioMenWomen   
## 3.882116e-03 -2.387310e-03 4.715862e-02

adjr2\_coef<-coef(forward.model2016,which.max(fwdmod\_adjr2))  
adjr2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -2.899511e+00 -2.123220e-08 -4.358822e-03 -1.324103e-03 -5.587531e-03   
## Native Asian Pacific Income IncomePerCap   
## -5.211297e-03 -9.190117e-03 -1.210896e-02 1.242443e-06 -1.055488e-05   
## Poverty ChildPoverty Professional Service Office   
## -4.436027e-03 1.935944e-03 3.814909e-02 3.136977e-02 4.215932e-02   
## Construction Production SelfEmployed Unemployment RatioMenWomen   
## 4.829515e-02 3.958530e-02 3.960341e-03 -2.462457e-03 4.699014e-02

r2\_coef<-coef(forward.model2016,which.max(fwdmod\_r2))  
r2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -2.922206e+00 -2.120865e-08 -4.363675e-03 -1.326136e-03 -5.590851e-03   
## Native Asian Pacific Income IncomePerCap   
## -5.206298e-03 -9.191375e-03 -1.210731e-02 1.235830e-06 -1.055106e-05   
## Poverty ChildPoverty Professional Service Office   
## -4.427638e-03 1.931809e-03 3.838550e-02 3.159396e-02 4.237948e-02   
## Construction Production SelfEmployed FamilyWork Unemployment   
## 4.854511e-02 3.981032e-02 4.006033e-03 -1.605592e-03 -2.471051e-03   
## RatioMenWomen   
## 4.718832e-02

# backward 2016

backward.model2016<-regsubsets(ptrump16 ~ ., data = Trump16Reg, method ="backward", nvmax = 21)  
summary(backward.model2016)

## Subset selection object  
## Call: regsubsets.formula(ptrump16 ~ ., data = Trump16Reg, method = "backward",   
## nvmax = 21)  
## 20 Variables (and intercept)  
## Forced in Forced out  
## TotalPop FALSE FALSE  
## Hispanic FALSE FALSE  
## White FALSE FALSE  
## Black FALSE FALSE  
## Native FALSE FALSE  
## Asian FALSE FALSE  
## Pacific FALSE FALSE  
## Income FALSE FALSE  
## IncomePerCap FALSE FALSE  
## Poverty FALSE FALSE  
## ChildPoverty FALSE FALSE  
## Professional FALSE FALSE  
## Service FALSE FALSE  
## Office FALSE FALSE  
## Construction FALSE FALSE  
## Production FALSE FALSE  
## SelfEmployed FALSE FALSE  
## FamilyWork FALSE FALSE  
## Unemployment FALSE FALSE  
## RatioMenWomen FALSE FALSE  
## 1 subsets of each size up to 20  
## Selection Algorithm: backward  
## TotalPop Hispanic White Black Native Asian Pacific Income  
## 1 ( 1 ) " " " " " " " " " " " " " " " "   
## 2 ( 1 ) " " " " " " "\*" " " " " " " " "   
## 3 ( 1 ) " " "\*" " " "\*" " " " " " " " "   
## 4 ( 1 ) " " "\*" " " "\*" " " " " " " " "   
## 5 ( 1 ) " " "\*" " " "\*" "\*" " " " " " "   
## 6 ( 1 ) " " "\*" " " "\*" "\*" " " " " " "   
## 7 ( 1 ) " " "\*" " " "\*" "\*" " " " " " "   
## 8 ( 1 ) " " "\*" " " "\*" "\*" " " " " " "   
## 9 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 10 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 11 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 12 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 13 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 14 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 15 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*"   
## 18 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## IncomePerCap Poverty ChildPoverty Professional Service Office  
## 1 ( 1 ) " " " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " "   
## 3 ( 1 ) " " " " " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " " " " " "   
## 6 ( 1 ) "\*" " " " " " " " " " "   
## 7 ( 1 ) "\*" " " " " " " " " "\*"   
## 8 ( 1 ) "\*" " " " " "\*" " " "\*"   
## 9 ( 1 ) "\*" " " " " "\*" " " "\*"   
## 10 ( 1 ) "\*" "\*" " " "\*" " " "\*"   
## 11 ( 1 ) "\*" "\*" " " "\*" " " "\*"   
## 12 ( 1 ) "\*" "\*" " " "\*" " " "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 14 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## Construction Production SelfEmployed FamilyWork Unemployment  
## 1 ( 1 ) "\*" " " " " " " " "   
## 2 ( 1 ) "\*" " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " " " "   
## 6 ( 1 ) "\*" "\*" " " " " " "   
## 7 ( 1 ) "\*" "\*" " " " " " "   
## 8 ( 1 ) "\*" "\*" " " " " " "   
## 9 ( 1 ) "\*" "\*" " " " " " "   
## 10 ( 1 ) "\*" "\*" " " " " " "   
## 11 ( 1 ) "\*" "\*" "\*" " " " "   
## 12 ( 1 ) "\*" "\*" "\*" " " " "   
## 13 ( 1 ) "\*" "\*" "\*" " " " "   
## 14 ( 1 ) "\*" "\*" "\*" " " " "   
## 15 ( 1 ) "\*" "\*" "\*" " " " "   
## 16 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 19 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*"   
## RatioMenWomen  
## 1 ( 1 ) " "   
## 2 ( 1 ) " "   
## 3 ( 1 ) " "   
## 4 ( 1 ) " "   
## 5 ( 1 ) " "   
## 6 ( 1 ) " "   
## 7 ( 1 ) " "   
## 8 ( 1 ) " "   
## 9 ( 1 ) " "   
## 10 ( 1 ) " "   
## 11 ( 1 ) " "   
## 12 ( 1 ) " "   
## 13 ( 1 ) " "   
## 14 ( 1 ) "\*"   
## 15 ( 1 ) "\*"   
## 16 ( 1 ) "\*"   
## 17 ( 1 ) "\*"   
## 18 ( 1 ) "\*"   
## 19 ( 1 ) "\*"   
## 20 ( 1 ) "\*"

#plot(backward.model2016)  
  
bwdmod\_cp<-summary(backward.model2016)$cp  
bwdmod\_cp

## [1] 3239.56159 2338.06173 1403.20355 1003.83204 644.53598 559.51013  
## [7] 488.50089 332.83657 162.34728 110.81171 72.20207 57.04278  
## [13] 42.93663 33.55996 25.05321 18.73980 17.72402 18.28801  
## [19] 19.15293 21.00000

bwdmod\_bic<-summary(backward.model2016)$bic  
bwdmod\_bic

## [1] -675.6012 -1140.5947 -1715.5855 -1996.0880 -2273.4409 -2338.3469  
## [7] -2392.8833 -2524.5058 -2676.9696 -2720.5277 -2752.2230 -2761.1404  
## [13] -2769.1044 -2772.4251 -2774.9161 -2775.2383 -2770.2492 -2763.6726  
## [19] -2756.7937 -2748.9262

bwdmod\_adjr2<-summary(backward.model2016)$adjr2  
bwdmod\_adjr2

## [1] 0.2028704 0.3173001 0.4360411 0.4868399 0.5325799 0.5434878 0.5526207  
## [8] 0.5725271 0.5943329 0.6010130 0.6060518 0.6081074 0.6100301 0.6113513  
## [15] 0.6125625 0.6134948 0.6137519 0.6138075 0.6138248 0.6137167

bwdmod\_r2<-summary(backward.model2016)$rsq  
bwdmod\_r2

## [1] 0.2031322 0.3177486 0.4365967 0.4875140 0.5333474 0.5443873 0.5536492  
## [8] 0.5736502 0.5955319 0.6023233 0.6074750 0.6096518 0.6116950 0.6131382  
## [15] 0.6144711 0.6155257 0.6159083 0.6160904 0.6162344 0.6162538

bwdmodel2016DF <- data.frame(numVars = 1:20, Cp = bwdmod\_cp,   
 BIC = bwdmod\_bic,  
 Adjr2 = bwdmod\_adjr2,  
 r2 = bwdmod\_r2)  
bwdmodel2016DF

## numVars Cp BIC Adjr2 r2  
## 1 1 3239.56159 -675.6012 0.2028704 0.2031322  
## 2 2 2338.06173 -1140.5947 0.3173001 0.3177486  
## 3 3 1403.20355 -1715.5855 0.4360411 0.4365967  
## 4 4 1003.83204 -1996.0880 0.4868399 0.4875140  
## 5 5 644.53598 -2273.4409 0.5325799 0.5333474  
## 6 6 559.51013 -2338.3469 0.5434878 0.5443873  
## 7 7 488.50089 -2392.8833 0.5526207 0.5536492  
## 8 8 332.83657 -2524.5058 0.5725271 0.5736502  
## 9 9 162.34728 -2676.9696 0.5943329 0.5955319  
## 10 10 110.81171 -2720.5277 0.6010130 0.6023233  
## 11 11 72.20207 -2752.2230 0.6060518 0.6074750  
## 12 12 57.04278 -2761.1404 0.6081074 0.6096518  
## 13 13 42.93663 -2769.1044 0.6100301 0.6116950  
## 14 14 33.55996 -2772.4251 0.6113513 0.6131382  
## 15 15 25.05321 -2774.9161 0.6125625 0.6144711  
## 16 16 18.73980 -2775.2383 0.6134948 0.6155257  
## 17 17 17.72402 -2770.2492 0.6137519 0.6159083  
## 18 18 18.28801 -2763.6726 0.6138075 0.6160904  
## 19 19 19.15293 -2756.7937 0.6138248 0.6162344  
## 20 20 21.00000 -2748.9262 0.6137167 0.6162538

par(mfrow=c(2,2))  
  
plot(bwdmod\_cp,main= "model plot with Cp",xlab="covariates",ylab="Cp",type="l")  
points(which.min(bwdmod\_cp),bwdmod\_cp[which.min(bwdmod\_cp)],col="green",cex=1,pch=16)  
  
plot(bwdmod\_bic,main = "model plot with BIC",xlab="covariates",ylab="BIC",type="l")  
points(which.min(bwdmod\_bic),bwdmod\_bic[which.min(bwdmod\_bic)],col="green",cex=1,pch=16)  
  
plot(bwdmod\_adjr2,main = "model plot with adjusted R^2",xlab="covariates",ylab="Adj R^2",type="l")  
points(which.max(bwdmod\_adjr2),bwdmod\_adjr2[which.max(bwdmod\_adjr2)],col="green",cex=1,pch=16)  
  
plot(bwdmod\_r2,main = "model plot with R^2",xlab="covariates",ylab="R^2",type="l")  
points(which.max(bwdmod\_r2),bwdmod\_r2[which.max(bwdmod\_r2)],col="green",cex=1,pch=16)
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cp\_coef<-coef(backward.model2016,which.min(bwdmod\_cp))  
bic\_coef<-coef(backward.model2016,which.min(bwdmod\_bic))  
adjr2\_coef<-coef(backward.model2016,which.max(bwdmod\_adjr2))  
r2\_coef<-coef(backward.model2016,which.max(bwdmod\_r2))  
cp\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 1.100142e-01 -2.127209e-08 -3.050797e-03 -4.281231e-03 -3.816592e-03   
## Asian Pacific Income IncomePerCap Poverty   
## -7.699884e-03 -9.058645e-03 1.254928e-06 -1.062097e-05 -4.474324e-03   
## ChildPoverty Professional Office Construction Production   
## 1.951059e-03 6.771497e-03 1.081365e-02 1.689208e-02 8.164305e-03   
## SelfEmployed Unemployment RatioMenWomen   
## 3.946767e-03 -2.426945e-03 4.673552e-02

bic\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 9.886696e-02 -1.955390e-08 -3.032816e-03 -4.275374e-03 -3.844078e-03   
## Asian Income IncomePerCap Poverty ChildPoverty   
## -8.660929e-03 1.261014e-06 -1.049080e-05 -4.400874e-03 1.958625e-03   
## Professional Office Construction Production SelfEmployed   
## 6.914489e-03 1.081245e-02 1.690163e-02 8.260045e-03 3.875423e-03   
## Unemployment RatioMenWomen   
## -2.384826e-03 4.722098e-02

adjr2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -2.899511e+00 -2.123220e-08 -4.358822e-03 -1.324103e-03 -5.587531e-03   
## Native Asian Pacific Income IncomePerCap   
## -5.211297e-03 -9.190117e-03 -1.210896e-02 1.242443e-06 -1.055488e-05   
## Poverty ChildPoverty Professional Service Office   
## -4.436027e-03 1.935944e-03 3.814909e-02 3.136977e-02 4.215932e-02   
## Construction Production SelfEmployed Unemployment RatioMenWomen   
## 4.829515e-02 3.958530e-02 3.960341e-03 -2.462457e-03 4.699014e-02

r2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -2.922206e+00 -2.120865e-08 -4.363675e-03 -1.326136e-03 -5.590851e-03   
## Native Asian Pacific Income IncomePerCap   
## -5.206298e-03 -9.191375e-03 -1.210731e-02 1.235830e-06 -1.055106e-05   
## Poverty ChildPoverty Professional Service Office   
## -4.427638e-03 1.931809e-03 3.838550e-02 3.159396e-02 4.237948e-02   
## Construction Production SelfEmployed FamilyWork Unemployment   
## 4.854511e-02 3.981032e-02 4.006033e-03 -1.605592e-03 -2.471051e-03   
## RatioMenWomen   
## 4.718832e-02

# regsubset 2020

regmodel2020<-regsubsets(ptrump20 ~ ., data = Trump20Reg, nvmax = 22)  
summary(regmodel2020)$outmat

## TotalPop Hispanic White Black Native Asian Pacific Income  
## 1 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 3 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 4 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 5 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 6 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 7 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 8 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 9 ( 1 ) "\*" "\*" "\*" " " " " " " " " " "   
## 10 ( 1 ) " " "\*" "\*" " " " " "\*" " " "\*"   
## 11 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 12 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 13 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 14 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 15 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*"   
## 18 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## IncomePerCap Poverty ChildPoverty Professional Service Office  
## 1 ( 1 ) " " " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " "\*" " "   
## 5 ( 1 ) "\*" " " " " " " "\*" " "   
## 6 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 7 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 8 ( 1 ) "\*" "\*" " " "\*" "\*" " "   
## 9 ( 1 ) "\*" "\*" " " "\*" "\*" " "   
## 10 ( 1 ) "\*" " " " " "\*" "\*" " "   
## 11 ( 1 ) "\*" " " " " "\*" "\*" " "   
## 12 ( 1 ) "\*" " " " " "\*" "\*" " "   
## 13 ( 1 ) "\*" " " " " "\*" "\*" " "   
## 14 ( 1 ) "\*" "\*" "\*" "\*" "\*" " "   
## 15 ( 1 ) "\*" "\*" "\*" "\*" "\*" " "   
## 16 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## Construction Production SelfEmployed FamilyWork Unemployment  
## 1 ( 1 ) " " " " " " " " " "   
## 2 ( 1 ) "\*" " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " " " "   
## 6 ( 1 ) "\*" " " " " " " " "   
## 7 ( 1 ) "\*" " " "\*" " " " "   
## 8 ( 1 ) "\*" " " "\*" " " " "   
## 9 ( 1 ) "\*" " " "\*" " " " "   
## 10 ( 1 ) "\*" " " "\*" " " "\*"   
## 11 ( 1 ) "\*" " " "\*" " " "\*"   
## 12 ( 1 ) "\*" " " "\*" " " "\*"   
## 13 ( 1 ) "\*" " " "\*" " " "\*"   
## 14 ( 1 ) "\*" " " "\*" " " "\*"   
## 15 ( 1 ) "\*" " " "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 19 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*"   
## RatioMenWomen  
## 1 ( 1 ) " "   
## 2 ( 1 ) " "   
## 3 ( 1 ) " "   
## 4 ( 1 ) " "   
## 5 ( 1 ) " "   
## 6 ( 1 ) " "   
## 7 ( 1 ) " "   
## 8 ( 1 ) " "   
## 9 ( 1 ) " "   
## 10 ( 1 ) " "   
## 11 ( 1 ) " "   
## 12 ( 1 ) "\*"   
## 13 ( 1 ) "\*"   
## 14 ( 1 ) "\*"   
## 15 ( 1 ) "\*"   
## 16 ( 1 ) "\*"   
## 17 ( 1 ) "\*"   
## 18 ( 1 ) "\*"   
## 19 ( 1 ) "\*"   
## 20 ( 1 ) "\*"

par(mfrow=c(1,1))  
plot(regmodel2020)

![](data:image/png;base64,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)

regmodel\_Cp<-summary(regmodel2020)$cp  
regmodel\_Cp

## [1] 3476.89318 1307.30660 691.77965 450.80934 267.60179 195.10283  
## [7] 152.09657 122.28018 99.05314 74.94391 50.78090 38.85668  
## [13] 33.03190 24.69312 17.21838 15.04657 15.94391 17.27335  
## [19] 19.03317 21.00000

regmodel\_bic<-summary(regmodel2020)$bic  
regmodel\_bic

## [1] -918.1843 -2144.2439 -2602.8918 -2800.0551 -2958.2822 -3019.7794  
## [7] -3054.5374 -3077.1247 -3093.5932 -3111.1273 -3128.9309 -3134.7436  
## [13] -3134.5239 -3136.8415 -3138.3261 -3134.4995 -3127.5877 -3120.2412  
## [19] -3112.4614 -3104.4733

regmodel\_adjr2<-summary(regmodel2020)$adjr2  
regmodel\_adjr2

## [1] 0.2638916 0.5089442 0.5785592 0.6058837 0.6266951 0.6349985 0.6399704  
## [8] 0.6434529 0.6461915 0.6490319 0.6518803 0.6533436 0.6541163 0.6551746  
## [15] 0.6561356 0.6564955 0.6565073 0.6564699 0.6563837 0.6562739

regmodel\_r2<-summary(regmodel2020)$rsq  
regmodel\_r2

## [1] 0.2641333 0.5092667 0.5789745 0.6064015 0.6273081 0.6357177 0.6407981  
## [8] 0.6443896 0.6472373 0.6501846 0.6531379 0.6547097 0.6555930 0.6567600  
## [15] 0.6578296 0.6583005 0.6584250 0.6585006 0.6585278 0.6585315

## Create data.frame of results  
regmodel2020DF <- data.frame(numVars = 1:20, Cp = regmodel\_Cp,   
 BIC = regmodel\_bic,  
 Adjr2 = regmodel\_adjr2,  
 r2 = regmodel\_r2)  
regmodel2020DF

## numVars Cp BIC Adjr2 r2  
## 1 1 3476.89318 -918.1843 0.2638916 0.2641333  
## 2 2 1307.30660 -2144.2439 0.5089442 0.5092667  
## 3 3 691.77965 -2602.8918 0.5785592 0.5789745  
## 4 4 450.80934 -2800.0551 0.6058837 0.6064015  
## 5 5 267.60179 -2958.2822 0.6266951 0.6273081  
## 6 6 195.10283 -3019.7794 0.6349985 0.6357177  
## 7 7 152.09657 -3054.5374 0.6399704 0.6407981  
## 8 8 122.28018 -3077.1247 0.6434529 0.6443896  
## 9 9 99.05314 -3093.5932 0.6461915 0.6472373  
## 10 10 74.94391 -3111.1273 0.6490319 0.6501846  
## 11 11 50.78090 -3128.9309 0.6518803 0.6531379  
## 12 12 38.85668 -3134.7436 0.6533436 0.6547097  
## 13 13 33.03190 -3134.5239 0.6541163 0.6555930  
## 14 14 24.69312 -3136.8415 0.6551746 0.6567600  
## 15 15 17.21838 -3138.3261 0.6561356 0.6578296  
## 16 16 15.04657 -3134.4995 0.6564955 0.6583005  
## 17 17 15.94391 -3127.5877 0.6565073 0.6584250  
## 18 18 17.27335 -3120.2412 0.6564699 0.6585006  
## 19 19 19.03317 -3112.4614 0.6563837 0.6585278  
## 20 20 21.00000 -3104.4733 0.6562739 0.6585315

par(mfrow=c(2,2))  
plot(regmodel\_Cp,main= "model plot with Cp",xlab="covariates",ylab="Cp",type="l")  
points(which.min(regmodel\_Cp),regmodel\_Cp[which.min(regmodel\_Cp)],col="red",cex=1,pch=16)  
  
plot(regmodel\_bic,main = "model plot with BIC",xlab="covariates",ylab="BIC",type="l")  
points(which.min(regmodel\_bic),regmodel\_bic[which.min(regmodel\_bic)],col="red",cex=1,pch=16)  
  
plot(regmodel\_adjr2,main = "model plot with adjusted R^2",xlab="covariates",ylab="Adj R^2",type="l")  
points(which.max(regmodel\_adjr2),regmodel\_adjr2[which.max(regmodel\_adjr2)],col="red",cex=1,pch=16)  
  
plot(regmodel\_r2,main = "model plot with R^2",xlab="covariates",ylab="R^2",type="l")  
points(which.max(regmodel\_r2),regmodel\_r2[which.max(regmodel\_r2)],col="red",cex=1,pch=16)

![](data:image/png;base64,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)

cp\_coef<-coef(regmodel2020,which.min(regmodel\_Cp))  
cp\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 1.748871e-01 -1.939720e-08 -2.629746e-03 -4.536607e-03 -4.061915e-03   
## Asian Income IncomePerCap Poverty ChildPoverty   
## -8.722826e-03 1.335012e-06 -1.166245e-05 -3.686704e-03 1.653781e-03   
## Professional Office Construction Production SelfEmployed   
## 6.286753e-03 9.701021e-03 1.698839e-02 8.517806e-03 4.291127e-03   
## Unemployment RatioMenWomen   
## -3.407008e-03 4.974542e-02

bic\_coef<-coef(regmodel2020,which.min(regmodel\_bic))  
bic\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 1.064448e+00 -1.848762e-08 -2.610360e-03 -4.534888e-03 -4.068025e-03   
## Asian Income IncomePerCap Poverty ChildPoverty   
## -8.807603e-03 1.346736e-06 -1.162797e-05 -3.770821e-03 1.679668e-03   
## Professional Service Construction SelfEmployed Unemployment   
## -2.355005e-03 -8.630677e-03 8.121530e-03 4.166458e-03 -3.281372e-03   
## RatioMenWomen   
## 4.743591e-02

adjr2\_coef<-coef(regmodel2020,which.max(regmodel\_adjr2))  
adjr2\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 1.814060e-01 -2.040199e-08 -2.640261e-03 -4.540032e-03 -4.045842e-03   
## Asian Pacific Income IncomePerCap Poverty   
## -8.160812e-03 -5.297454e-03 1.331453e-06 -1.173858e-05 -3.729657e-03   
## ChildPoverty Professional Office Construction Production   
## 1.649357e-03 6.203132e-03 9.701727e-03 1.698281e-02 8.461818e-03   
## SelfEmployed Unemployment RatioMenWomen   
## 4.332849e-03 -3.431639e-03 4.946153e-02

r2\_coef<-coef(regmodel2020,which.max(regmodel\_r2))  
r2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -1.846921e+00 -2.036460e-08 -3.224345e-03 -5.899842e-04 -5.121689e-03   
## Native Asian Pacific Income IncomePerCap   
## -4.664813e-03 -8.825566e-03 -6.646815e-03 1.320777e-06 -1.169903e-05   
## Poverty ChildPoverty Professional Service Office   
## -3.707242e-03 1.639823e-03 2.705983e-02 2.084868e-02 3.053541e-02   
## Construction Production SelfEmployed FamilyWork Unemployment   
## 3.785734e-02 2.933447e-02 4.357444e-03 -7.231303e-04 -3.453703e-03   
## RatioMenWomen   
## 4.967528e-02

# forward 2020

forward.model2020<- regsubsets( ptrump20 ~ ., data = Trump20Reg, method ="forward", nvmax = 21)  
summary(forward.model2020)

## Subset selection object  
## Call: regsubsets.formula(ptrump20 ~ ., data = Trump20Reg, method = "forward",   
## nvmax = 21)  
## 20 Variables (and intercept)  
## Forced in Forced out  
## TotalPop FALSE FALSE  
## Hispanic FALSE FALSE  
## White FALSE FALSE  
## Black FALSE FALSE  
## Native FALSE FALSE  
## Asian FALSE FALSE  
## Pacific FALSE FALSE  
## Income FALSE FALSE  
## IncomePerCap FALSE FALSE  
## Poverty FALSE FALSE  
## ChildPoverty FALSE FALSE  
## Professional FALSE FALSE  
## Service FALSE FALSE  
## Office FALSE FALSE  
## Construction FALSE FALSE  
## Production FALSE FALSE  
## SelfEmployed FALSE FALSE  
## FamilyWork FALSE FALSE  
## Unemployment FALSE FALSE  
## RatioMenWomen FALSE FALSE  
## 1 subsets of each size up to 20  
## Selection Algorithm: forward  
## TotalPop Hispanic White Black Native Asian Pacific Income  
## 1 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 2 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 3 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 4 ( 1 ) " " " " "\*" " " " " " " " " " "   
## 5 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 6 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 7 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 8 ( 1 ) " " "\*" "\*" " " " " " " " " " "   
## 9 ( 1 ) "\*" "\*" "\*" " " " " " " " " " "   
## 10 ( 1 ) "\*" "\*" "\*" " " " " " " " " "\*"   
## 11 ( 1 ) "\*" "\*" "\*" " " " " " " " " "\*"   
## 12 ( 1 ) "\*" "\*" "\*" " " " " " " " " "\*"   
## 13 ( 1 ) "\*" "\*" "\*" " " " " "\*" " " "\*"   
## 14 ( 1 ) "\*" "\*" "\*" "\*" " " "\*" " " "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## IncomePerCap Poverty ChildPoverty Professional Service Office  
## 1 ( 1 ) " " " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " "\*" " "   
## 5 ( 1 ) "\*" " " " " " " "\*" " "   
## 6 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 7 ( 1 ) "\*" "\*" " " " " "\*" " "   
## 8 ( 1 ) "\*" "\*" " " "\*" "\*" " "   
## 9 ( 1 ) "\*" "\*" " " "\*" "\*" " "   
## 10 ( 1 ) "\*" "\*" " " "\*" "\*" " "   
## 11 ( 1 ) "\*" "\*" " " "\*" "\*" " "   
## 12 ( 1 ) "\*" "\*" "\*" "\*" "\*" " "   
## 13 ( 1 ) "\*" "\*" "\*" "\*" "\*" " "   
## 14 ( 1 ) "\*" "\*" "\*" "\*" "\*" " "   
## 15 ( 1 ) "\*" "\*" "\*" "\*" "\*" " "   
## 16 ( 1 ) "\*" "\*" "\*" "\*" "\*" " "   
## 17 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 18 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## Construction Production SelfEmployed FamilyWork Unemployment  
## 1 ( 1 ) " " " " " " " " " "   
## 2 ( 1 ) "\*" " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " " " "   
## 6 ( 1 ) "\*" " " " " " " " "   
## 7 ( 1 ) "\*" " " "\*" " " " "   
## 8 ( 1 ) "\*" " " "\*" " " " "   
## 9 ( 1 ) "\*" " " "\*" " " " "   
## 10 ( 1 ) "\*" " " "\*" " " " "   
## 11 ( 1 ) "\*" " " "\*" " " "\*"   
## 12 ( 1 ) "\*" " " "\*" " " "\*"   
## 13 ( 1 ) "\*" " " "\*" " " "\*"   
## 14 ( 1 ) "\*" " " "\*" " " "\*"   
## 15 ( 1 ) "\*" " " "\*" " " "\*"   
## 16 ( 1 ) "\*" " " "\*" " " "\*"   
## 17 ( 1 ) "\*" " " "\*" " " "\*"   
## 18 ( 1 ) "\*" " " "\*" " " "\*"   
## 19 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*"   
## RatioMenWomen  
## 1 ( 1 ) " "   
## 2 ( 1 ) " "   
## 3 ( 1 ) " "   
## 4 ( 1 ) " "   
## 5 ( 1 ) " "   
## 6 ( 1 ) " "   
## 7 ( 1 ) " "   
## 8 ( 1 ) " "   
## 9 ( 1 ) " "   
## 10 ( 1 ) " "   
## 11 ( 1 ) " "   
## 12 ( 1 ) " "   
## 13 ( 1 ) " "   
## 14 ( 1 ) " "   
## 15 ( 1 ) " "   
## 16 ( 1 ) "\*"   
## 17 ( 1 ) "\*"   
## 18 ( 1 ) "\*"   
## 19 ( 1 ) "\*"   
## 20 ( 1 ) "\*"

#plot(forward.model2020)  
  
fwdmod\_cp<-summary(forward.model2020)$cp  
fwdmod\_cp

## [1] 3476.89318 1307.30660 691.77965 450.80934 267.60179 195.10283  
## [7] 152.09657 122.28018 99.05314 84.54543 69.78659 57.23135  
## [13] 48.02917 39.07688 27.99728 19.20003 17.70514 18.35916  
## [19] 19.03317 21.00000

fwdmod\_bic<-summary(forward.model2020)$bic  
fwdmod\_bic

## [1] -918.1843 -2144.2439 -2602.8918 -2800.0551 -2958.2822 -3019.7794  
## [7] -3054.5374 -3077.1247 -3093.5932 -3101.7044 -3110.1489 -3116.5009  
## [13] -3119.5880 -3122.4667 -3127.5138 -3130.3229 -3125.8153 -3119.1481  
## [19] -3112.4614 -3104.4733

fwdmod\_adjr2<-summary(forward.model2020)$adjr2  
fwdmod\_adjr2

## [1] 0.2638916 0.5089442 0.5785592 0.6058837 0.6266951 0.6349985 0.6399704  
## [8] 0.6434529 0.6461915 0.6479445 0.6497271 0.6512612 0.6524161 0.6535435  
## [15] 0.6549129 0.6560242 0.6563073 0.6563466 0.6563837 0.6562739

fwdmod\_r2<-summary(forward.model2020)$rsq  
fwdmod\_r2

## [1] 0.2641333 0.5092667 0.5789745 0.6064015 0.6273081 0.6357177 0.6407981  
## [8] 0.6443896 0.6472373 0.6491007 0.6509925 0.6526355 0.6539000 0.6551364  
## [15] 0.6566128 0.6578316 0.6582261 0.6583781 0.6585278 0.6585315

fwdmodel2020DF <- data.frame(numVars = 1:20, Cp = fwdmod\_cp,   
 BIC = fwdmod\_bic,  
 Adjr2 = fwdmod\_adjr2,  
 r2 = fwdmod\_r2)  
fwdmodel2020DF

## numVars Cp BIC Adjr2 r2  
## 1 1 3476.89318 -918.1843 0.2638916 0.2641333  
## 2 2 1307.30660 -2144.2439 0.5089442 0.5092667  
## 3 3 691.77965 -2602.8918 0.5785592 0.5789745  
## 4 4 450.80934 -2800.0551 0.6058837 0.6064015  
## 5 5 267.60179 -2958.2822 0.6266951 0.6273081  
## 6 6 195.10283 -3019.7794 0.6349985 0.6357177  
## 7 7 152.09657 -3054.5374 0.6399704 0.6407981  
## 8 8 122.28018 -3077.1247 0.6434529 0.6443896  
## 9 9 99.05314 -3093.5932 0.6461915 0.6472373  
## 10 10 84.54543 -3101.7044 0.6479445 0.6491007  
## 11 11 69.78659 -3110.1489 0.6497271 0.6509925  
## 12 12 57.23135 -3116.5009 0.6512612 0.6526355  
## 13 13 48.02917 -3119.5880 0.6524161 0.6539000  
## 14 14 39.07688 -3122.4667 0.6535435 0.6551364  
## 15 15 27.99728 -3127.5138 0.6549129 0.6566128  
## 16 16 19.20003 -3130.3229 0.6560242 0.6578316  
## 17 17 17.70514 -3125.8153 0.6563073 0.6582261  
## 18 18 18.35916 -3119.1481 0.6563466 0.6583781  
## 19 19 19.03317 -3112.4614 0.6563837 0.6585278  
## 20 20 21.00000 -3104.4733 0.6562739 0.6585315

par(mfrow=c(2,2))  
  
plot(fwdmod\_cp,main= "model plot with Cp",xlab="covariates",ylab="Cp",type="l")  
points(which.min(fwdmod\_cp),fwdmod\_cp[which.min(fwdmod\_cp)],col="blue",cex=1,pch=16)  
  
plot(fwdmod\_bic,main = "model plot with BIC",xlab="covariates",ylab="BIC",type="l")  
points(which.min(fwdmod\_bic),fwdmod\_bic[which.min(fwdmod\_bic)],col="blue",cex=1,pch=16)  
  
plot(fwdmod\_adjr2,main = "model plot with adjusted R^2",xlab="covariates",ylab="Adj R^2",type="l")  
points(which.max(fwdmod\_adjr2),fwdmod\_adjr2[which.max(fwdmod\_adjr2)],col="blue",cex=1,pch=16)  
  
plot(fwdmod\_r2,main = "model plot with R^2",xlab="covariates",ylab="R^2",type="l")  
points(which.max(fwdmod\_r2),fwdmod\_r2[which.max(fwdmod\_r2)],col="blue",cex=1,pch=16)

![](data:image/png;base64,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)

cp\_coef<-coef(forward.model2020,which.min(fwdmod\_cp))  
cp\_coef

## (Intercept) TotalPop Hispanic White Black   
## 1.017713e+00 -1.944200e-08 -2.546025e-03 8.594081e-05 -4.452884e-03   
## Native Asian Income IncomePerCap Poverty   
## -3.971285e-03 -8.606069e-03 1.339599e-06 -1.168057e-05 -3.692913e-03   
## ChildPoverty Professional Service Office Construction   
## 1.655861e-03 -2.224922e-03 -8.497764e-03 1.195244e-03 8.479091e-03   
## SelfEmployed Unemployment RatioMenWomen   
## 4.294195e-03 -3.405665e-03 4.962868e-02

bic\_coef<-coef(forward.model2020,which.min(fwdmod\_bic))  
bic\_coef

## (Intercept) TotalPop Hispanic White Black   
## 1.078210e+00 -1.843305e-08 -2.749596e-03 -1.414294e-04 -4.674715e-03   
## Native Asian Income IncomePerCap Poverty   
## -4.217578e-03 -9.000404e-03 1.346625e-06 -1.162074e-05 -3.764170e-03   
## ChildPoverty Professional Service Construction SelfEmployed   
## 1.678593e-03 -2.355968e-03 -8.638157e-03 8.120136e-03 4.167384e-03   
## Unemployment RatioMenWomen   
## -3.283497e-03 4.749373e-02

adjr2\_coef<-coef(forward.model2020,which.max(fwdmod\_adjr2))  
adjr2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -1.836700e+00 -2.037520e-08 -3.222159e-03 -5.890689e-04 -5.120194e-03   
## Native Asian Pacific Income IncomePerCap   
## -4.667064e-03 -8.825000e-03 -6.647558e-03 1.323755e-06 -1.170075e-05   
## Poverty ChildPoverty Professional Service Office   
## -3.711020e-03 1.641686e-03 2.695335e-02 2.074771e-02 3.043625e-02   
## Construction Production SelfEmployed Unemployment RatioMenWomen   
## 3.774476e-02 2.923312e-02 4.336866e-03 -3.449832e-03 4.958602e-02

r2\_coef<-coef(forward.model2020,which.max(fwdmod\_r2))  
r2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -1.846921e+00 -2.036460e-08 -3.224345e-03 -5.899842e-04 -5.121689e-03   
## Native Asian Pacific Income IncomePerCap   
## -4.664813e-03 -8.825566e-03 -6.646815e-03 1.320777e-06 -1.169903e-05   
## Poverty ChildPoverty Professional Service Office   
## -3.707242e-03 1.639823e-03 2.705983e-02 2.084868e-02 3.053541e-02   
## Construction Production SelfEmployed FamilyWork Unemployment   
## 3.785734e-02 2.933447e-02 4.357444e-03 -7.231303e-04 -3.453703e-03   
## RatioMenWomen   
## 4.967528e-02

# backward 2020

backward.model2020<-regsubsets(ptrump20 ~ ., data = Trump20Reg, method ="backward", nvmax = 21)  
summary(backward.model2020)

## Subset selection object  
## Call: regsubsets.formula(ptrump20 ~ ., data = Trump20Reg, method = "backward",   
## nvmax = 21)  
## 20 Variables (and intercept)  
## Forced in Forced out  
## TotalPop FALSE FALSE  
## Hispanic FALSE FALSE  
## White FALSE FALSE  
## Black FALSE FALSE  
## Native FALSE FALSE  
## Asian FALSE FALSE  
## Pacific FALSE FALSE  
## Income FALSE FALSE  
## IncomePerCap FALSE FALSE  
## Poverty FALSE FALSE  
## ChildPoverty FALSE FALSE  
## Professional FALSE FALSE  
## Service FALSE FALSE  
## Office FALSE FALSE  
## Construction FALSE FALSE  
## Production FALSE FALSE  
## SelfEmployed FALSE FALSE  
## FamilyWork FALSE FALSE  
## Unemployment FALSE FALSE  
## RatioMenWomen FALSE FALSE  
## 1 subsets of each size up to 20  
## Selection Algorithm: backward  
## TotalPop Hispanic White Black Native Asian Pacific Income  
## 1 ( 1 ) " " " " " " " " " " " " " " " "   
## 2 ( 1 ) " " " " " " "\*" " " " " " " " "   
## 3 ( 1 ) " " "\*" " " "\*" " " " " " " " "   
## 4 ( 1 ) " " "\*" " " "\*" " " " " " " " "   
## 5 ( 1 ) " " "\*" " " "\*" "\*" " " " " " "   
## 6 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 7 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 8 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 9 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 10 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " " "   
## 11 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 12 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 13 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 14 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 15 ( 1 ) " " "\*" " " "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*"   
## 18 ( 1 ) "\*" "\*" " " "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"   
## IncomePerCap Poverty ChildPoverty Professional Service Office  
## 1 ( 1 ) " " " " " " " " " " " "   
## 2 ( 1 ) " " " " " " " " " " " "   
## 3 ( 1 ) " " " " " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " " " " " "   
## 6 ( 1 ) "\*" " " " " " " " " " "   
## 7 ( 1 ) "\*" " " " " " " " " " "   
## 8 ( 1 ) "\*" " " " " "\*" " " " "   
## 9 ( 1 ) "\*" " " " " "\*" " " "\*"   
## 10 ( 1 ) "\*" " " " " "\*" " " "\*"   
## 11 ( 1 ) "\*" " " " " "\*" " " "\*"   
## 12 ( 1 ) "\*" " " " " "\*" " " "\*"   
## 13 ( 1 ) "\*" " " " " "\*" " " "\*"   
## 14 ( 1 ) "\*" "\*" " " "\*" " " "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 19 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*"   
## Construction Production SelfEmployed FamilyWork Unemployment  
## 1 ( 1 ) "\*" " " " " " " " "   
## 2 ( 1 ) "\*" " " " " " " " "   
## 3 ( 1 ) "\*" " " " " " " " "   
## 4 ( 1 ) "\*" " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " " " "   
## 6 ( 1 ) "\*" " " " " " " " "   
## 7 ( 1 ) "\*" "\*" " " " " " "   
## 8 ( 1 ) "\*" "\*" " " " " " "   
## 9 ( 1 ) "\*" "\*" " " " " " "   
## 10 ( 1 ) "\*" "\*" "\*" " " " "   
## 11 ( 1 ) "\*" "\*" "\*" " " " "   
## 12 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 13 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 14 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 15 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 16 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 17 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 18 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 19 ( 1 ) "\*" "\*" "\*" " " "\*"   
## 20 ( 1 ) "\*" "\*" "\*" "\*" "\*"   
## RatioMenWomen  
## 1 ( 1 ) " "   
## 2 ( 1 ) " "   
## 3 ( 1 ) " "   
## 4 ( 1 ) " "   
## 5 ( 1 ) " "   
## 6 ( 1 ) " "   
## 7 ( 1 ) " "   
## 8 ( 1 ) " "   
## 9 ( 1 ) " "   
## 10 ( 1 ) " "   
## 11 ( 1 ) " "   
## 12 ( 1 ) " "   
## 13 ( 1 ) "\*"   
## 14 ( 1 ) "\*"   
## 15 ( 1 ) "\*"   
## 16 ( 1 ) "\*"   
## 17 ( 1 ) "\*"   
## 18 ( 1 ) "\*"   
## 19 ( 1 ) "\*"   
## 20 ( 1 ) "\*"

plot(backward.model2020)

![](data:image/png;base64,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)

bwdmod\_cp<-summary(backward.model2020)$cp  
bwdmod\_cp

## [1] 3681.55237 2632.59005 1807.74950 1151.58593 715.50665 501.96746  
## [7] 395.43017 338.46853 189.57626 136.93917 79.48816 49.75218  
## [13] 36.74726 33.01880 23.40778 15.04657 15.94391 17.27335  
## [19] 19.03317 21.00000

bwdmod\_bic<-summary(backward.model2020)$bic  
bwdmod\_bic

## [1] -824.0263 -1333.7358 -1805.5929 -2242.2188 -2570.7807 -2743.0918  
## [7] -2830.0874 -2874.9529 -3006.6138 -3050.7927 -3100.6060 -3123.9132  
## [13] -3130.8169 -3128.5127 -3132.1128 -3134.4995 -3127.5877 -3120.2412  
## [19] -3112.4614 -3104.4733

bwdmod\_adjr2<-summary(backward.model2020)$adjr2  
bwdmod\_adjr2

## [1] 0.2407816 0.3592450 0.4524619 0.5266745 0.5760515 0.6002906 0.6124391  
## [8] 0.6189848 0.6359428 0.6420107 0.6486280 0.6521088 0.6536951 0.6542305  
## [15] 0.6554335 0.6564955 0.6565073 0.6564699 0.6563837 0.6562739

bwdmod\_r2<-summary(backward.model2020)$rsq  
bwdmod\_r2

## [1] 0.2410310 0.3596658 0.4530014 0.5272963 0.5767476 0.6010782 0.6133301  
## [8] 0.6199858 0.6370188 0.6431864 0.6498974 0.6534798 0.6551736 0.6558202  
## [15] 0.6571309 0.6583005 0.6584250 0.6585006 0.6585278 0.6585315

bwdmodel2020DF <- data.frame(numVars = 1:20, Cp = bwdmod\_cp,   
 BIC = bwdmod\_bic,  
 Adjr2 = bwdmod\_adjr2,  
 r2 = bwdmod\_r2)  
bwdmodel2020DF

## numVars Cp BIC Adjr2 r2  
## 1 1 3681.55237 -824.0263 0.2407816 0.2410310  
## 2 2 2632.59005 -1333.7358 0.3592450 0.3596658  
## 3 3 1807.74950 -1805.5929 0.4524619 0.4530014  
## 4 4 1151.58593 -2242.2188 0.5266745 0.5272963  
## 5 5 715.50665 -2570.7807 0.5760515 0.5767476  
## 6 6 501.96746 -2743.0918 0.6002906 0.6010782  
## 7 7 395.43017 -2830.0874 0.6124391 0.6133301  
## 8 8 338.46853 -2874.9529 0.6189848 0.6199858  
## 9 9 189.57626 -3006.6138 0.6359428 0.6370188  
## 10 10 136.93917 -3050.7927 0.6420107 0.6431864  
## 11 11 79.48816 -3100.6060 0.6486280 0.6498974  
## 12 12 49.75218 -3123.9132 0.6521088 0.6534798  
## 13 13 36.74726 -3130.8169 0.6536951 0.6551736  
## 14 14 33.01880 -3128.5127 0.6542305 0.6558202  
## 15 15 23.40778 -3132.1128 0.6554335 0.6571309  
## 16 16 15.04657 -3134.4995 0.6564955 0.6583005  
## 17 17 15.94391 -3127.5877 0.6565073 0.6584250  
## 18 18 17.27335 -3120.2412 0.6564699 0.6585006  
## 19 19 19.03317 -3112.4614 0.6563837 0.6585278  
## 20 20 21.00000 -3104.4733 0.6562739 0.6585315

par(mfrow=c(2,2))  
  
plot(bwdmod\_cp,main= "model plot with Cp",xlab="covariates",ylab="Cp",type="l")  
points(which.min(bwdmod\_cp),bwdmod\_cp[which.min(bwdmod\_cp)],col="green",cex=1,pch=16)  
  
plot(bwdmod\_bic,main = "model plot with BIC",xlab="covariates",ylab="BIC",type="l")  
points(which.min(bwdmod\_bic),bwdmod\_bic[which.min(bwdmod\_bic)],col="green",cex=1,pch=16)  
  
plot(bwdmod\_adjr2,main = "model plot with adjusted R^2",xlab="covariates",ylab="Adj R^2",type="l")  
points(which.max(bwdmod\_adjr2),bwdmod\_adjr2[which.max(bwdmod\_adjr2)],col="green",cex=1,pch=16)  
  
plot(bwdmod\_r2,main = "model plot with R^2",xlab="covariates",ylab="R^2",type="l")  
points(which.max(bwdmod\_r2),bwdmod\_r2[which.max(bwdmod\_r2)],col="green",cex=1,pch=16)
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cp\_coef<-coef(backward.model2020,which.min(bwdmod\_cp))  
bic\_coef<-coef(backward.model2020,which.min(bwdmod\_bic))  
adjr2\_coef<-coef(backward.model2020,which.max(bwdmod\_adjr2))  
r2\_coef<-coef(backward.model2020,which.max(bwdmod\_r2))  
cp\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 1.748871e-01 -1.939720e-08 -2.629746e-03 -4.536607e-03 -4.061915e-03   
## Asian Income IncomePerCap Poverty ChildPoverty   
## -8.722826e-03 1.335012e-06 -1.166245e-05 -3.686704e-03 1.653781e-03   
## Professional Office Construction Production SelfEmployed   
## 6.286753e-03 9.701021e-03 1.698839e-02 8.517806e-03 4.291127e-03   
## Unemployment RatioMenWomen   
## -3.407008e-03 4.974542e-02

bic\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 1.748871e-01 -1.939720e-08 -2.629746e-03 -4.536607e-03 -4.061915e-03   
## Asian Income IncomePerCap Poverty ChildPoverty   
## -8.722826e-03 1.335012e-06 -1.166245e-05 -3.686704e-03 1.653781e-03   
## Professional Office Construction Production SelfEmployed   
## 6.286753e-03 9.701021e-03 1.698839e-02 8.517806e-03 4.291127e-03   
## Unemployment RatioMenWomen   
## -3.407008e-03 4.974542e-02

adjr2\_coef

## (Intercept) TotalPop Hispanic Black Native   
## 1.814060e-01 -2.040199e-08 -2.640261e-03 -4.540032e-03 -4.045842e-03   
## Asian Pacific Income IncomePerCap Poverty   
## -8.160812e-03 -5.297454e-03 1.331453e-06 -1.173858e-05 -3.729657e-03   
## ChildPoverty Professional Office Construction Production   
## 1.649357e-03 6.203132e-03 9.701727e-03 1.698281e-02 8.461818e-03   
## SelfEmployed Unemployment RatioMenWomen   
## 4.332849e-03 -3.431639e-03 4.946153e-02

r2\_coef

## (Intercept) TotalPop Hispanic White Black   
## -1.846921e+00 -2.036460e-08 -3.224345e-03 -5.899842e-04 -5.121689e-03   
## Native Asian Pacific Income IncomePerCap   
## -4.664813e-03 -8.825566e-03 -6.646815e-03 1.320777e-06 -1.169903e-05   
## Poverty ChildPoverty Professional Service Office   
## -3.707242e-03 1.639823e-03 2.705983e-02 2.084868e-02 3.053541e-02   
## Construction Production SelfEmployed FamilyWork Unemployment   
## 3.785734e-02 2.933447e-02 4.357444e-03 -7.231303e-04 -3.453703e-03   
## RatioMenWomen   
## 4.967528e-02

# SVM MODELS

library(caret)  
# install.packages('e1071')  
library(e1071)

# 2016 SVM

# Splitting the dataset into the Training set and Test set

set.seed(1234)  
split = sample.split(Trump16Class$TrumpOrClinton, SplitRatio = 0.80)  
training16 = subset(Trump16Class, split == TRUE)  
test16 = subset(Trump16Class, split == FALSE)  
#names(training16)  
# Feature Scaling  
training16[-21] = scale(training16[-21])  
test16[-21] = scale(test16[-21])

# Fitting SVM to the Training set  
svm.model16 = svm(formula = TrumpOrClinton ~.,  
 data = training16,  
 type = 'C-classification',  
 kernel = 'linear')  
  
summary(svm.model16)

##   
## Call:  
## svm(formula = TrumpOrClinton ~ ., data = training16, type = "C-classification",   
## kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 1   
##   
## Number of Support Vectors: 479  
##   
## ( 241 238 )  
##   
##   
## Number of Classes: 2   
##   
## Levels:   
## Clinton Trump

#svm.model16$index  
#print(svm.model16$best.parameters)

# Predicting the Test set results  
svm.pred16 = predict(svm.model16, newdata = test16[-21])  
  
# Making the Confusion Matrix  
confmat16 = table(test16[, 21], svm.pred16)  
confmat16

## svm.pred16  
## Clinton Trump  
## Clinton 59 30  
## Trump 13 507

## test error  
mean(svm.pred16 != test16$TrumpOrClinton)

## [1] 0.07060755

## test accuracy  
mean(svm.pred16 == test16$TrumpOrClinton)

## [1] 0.9293924

#plot(training16, svm.pred16)

# tuning2016

set.seed(1234)  
svm1.model16 = svm(formula = TrumpOrClinton ~.,  
 data = training16,  
 type = 'C-classification',  
 kernel = 'linear',cost = 10, scale = FALSE)  
  
summary(svm1.model16)

##   
## Call:  
## svm(formula = TrumpOrClinton ~ ., data = training16, type = "C-classification",   
## kernel = "linear", cost = 10, scale = FALSE)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 10   
##   
## Number of Support Vectors: 478  
##   
## ( 242 236 )  
##   
##   
## Number of Classes: 2   
##   
## Levels:   
## Clinton Trump

svm1.model16$index

## [1] 19 23 27 77 84 91 107 111 117 121 126 127 135 140 142  
## [16] 152 156 161 189 197 210 211 214 215 240 244 256 263 267 284  
## [31] 324 366 378 386 399 409 447 459 465 473 474 475 483 487 501  
## [46] 506 523 530 553 554 560 573 585 590 592 597 604 619 621 622  
## [61] 636 638 639 645 650 662 663 679 727 728 753 766 775 794 808  
## [76] 814 828 843 858 863 865 870 872 876 895 897 902 916 924 935  
## [91] 946 973 1012 1021 1035 1046 1067 1073 1082 1084 1104 1105 1120 1141 1149  
## [106] 1152 1156 1162 1167 1181 1195 1198 1214 1218 1226 1231 1234 1249 1251 1253  
## [121] 1267 1302 1332 1333 1334 1337 1347 1350 1356 1361 1365 1371 1378 1393 1408  
## [136] 1412 1441 1444 1446 1456 1487 1497 1507 1511 1515 1518 1519 1520 1543 1546  
## [151] 1552 1554 1568 1569 1588 1592 1594 1596 1609 1643 1649 1685 1694 1695 1702  
## [166] 1708 1723 1724 1728 1751 1766 1773 1778 1783 1784 1789 1794 1816 1831 1836  
## [181] 1849 1853 1862 1870 1874 1890 1907 1917 1921 1922 1942 1960 1971 1975 1997  
## [196] 2004 2005 2006 2014 2044 2057 2063 2082 2085 2089 2091 2092 2095 2096 2125  
## [211] 2146 2147 2153 2159 2168 2175 2179 2186 2193 2208 2210 2211 2213 2244 2261  
## [226] 2271 2274 2288 2299 2321 2329 2338 2348 2350 2353 2377 2386 2387 2409 2432  
## [241] 2434 2435 8 21 22 24 34 39 40 53 55 58 63 73 80  
## [256] 97 100 110 124 141 157 162 167 169 191 217 223 234 246 248  
## [271] 270 279 294 311 348 355 357 365 382 395 403 406 412 426 432  
## [286] 435 453 462 479 495 500 505 524 531 535 536 537 556 561 563  
## [301] 579 588 600 603 609 624 626 628 631 640 641 648 681 691 704  
## [316] 740 746 751 760 771 773 802 803 821 829 835 853 856 869 883  
## [331] 888 889 901 905 948 959 968 974 986 992 1015 1032 1034 1047 1078  
## [346] 1079 1083 1085 1091 1100 1103 1113 1117 1134 1138 1146 1169 1177 1185 1187  
## [361] 1201 1203 1205 1220 1224 1228 1252 1259 1264 1280 1289 1303 1335 1349 1372  
## [376] 1377 1386 1391 1394 1395 1403 1466 1468 1478 1516 1523 1527 1528 1532 1544  
## [391] 1547 1555 1584 1590 1607 1610 1616 1618 1636 1641 1666 1673 1674 1680 1716  
## [406] 1717 1736 1754 1764 1776 1796 1808 1827 1830 1832 1833 1834 1856 1873 1910  
## [421] 1911 1914 1916 1919 1926 1932 1937 1943 1948 1952 1958 1961 1963 1969 1981  
## [436] 1989 1991 2045 2052 2059 2061 2066 2074 2078 2080 2081 2083 2087 2121 2122  
## [451] 2133 2134 2135 2139 2140 2141 2145 2152 2154 2170 2180 2192 2222 2245 2256  
## [466] 2269 2283 2289 2307 2310 2317 2336 2357 2381 2384 2392 2415 2437

#print(svm1.model16$best.parameters)

# Predicting the Test set results  
svm1.pred16 = predict(svm1.model16, newdata = test16[-21])  
  
# Making the Confusion Matrix  
confmat1.16 = table(test16[, 21], svm1.pred16)  
confmat1.16

## svm1.pred16  
## Clinton Trump  
## Clinton 58 31  
## Trump 12 508

## test error  
mean(svm1.pred16 != test16$TrumpOrClinton)

## [1] 0.07060755

## test accuracy  
mean(svm1.pred16 == test16$TrumpOrClinton)

## [1] 0.9293924

#plot(training16, svm.pred16)

## can tune multiple functions

set.seed(1234)  
  
tuneModel16 <- tune(svm, TrumpOrClinton ~., data = training16,  
 type = 'C-classification',  
 kernel = "linear",  
 ranges = list(cost = c(0.001, 0.01, 0.1,  
 1, 5, 10, 100, 1000)))  
  
# Predicting the Test set results  
  
bestSVM16 <- tuneModel16$best.model  
  
bestSVM16

##   
## Call:  
## best.tune(method = svm, train.x = TrumpOrClinton ~ ., data = training16,   
## ranges = list(cost = c(0.001, 0.01, 0.1, 1, 5, 10, 100, 1000)),   
## type = "C-classification", kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 1   
##   
## Number of Support Vectors: 479

svmTune.pred16 = predict(bestSVM16, newdata = test16[-21])  
  
# Making the Confusion Matrix  
confmattune.16 = table(test16[, 21], svmTune.pred16)  
confmattune.16

## svmTune.pred16  
## Clinton Trump  
## Clinton 59 30  
## Trump 13 507

## test error  
mean(svmTune.pred16 != test16$TrumpOrClinton)

## [1] 0.07060755

## test accuracy  
mean(svmTune.pred16 == test16$TrumpOrClinton)

## [1] 0.9293924

# 2020 SVM

set.seed(1234)  
split = sample.split(Trump20Class$TrumpOrBiden, SplitRatio = 0.80)  
training20 = subset(Trump20Class, split == TRUE)  
test20 = subset(Trump20Class, split == FALSE)  
#names(training20)  
# Feature Scaling  
training20[-21] = scale(training20[-21])  
test20 [-21] = scale(test20 [-21])

# Fitting SVM to the Training set  
svm.model20 = svm(formula = TrumpOrBiden ~.,  
 data = training20,  
 type = 'C-classification',  
 kernel = 'linear')  
summary(svm.model20)

##   
## Call:  
## svm(formula = TrumpOrBiden ~ ., data = training20, type = "C-classification",   
## kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 1   
##   
## Number of Support Vectors: 490  
##   
## ( 248 242 )  
##   
##   
## Number of Classes: 2   
##   
## Levels:   
## Biden Trump

svm.model20$index

## [1] 4 21 27 35 62 82 89 108 118 123 124 137 138 147 150  
## [16] 154 182 204 208 252 257 263 268 280 302 320 333 363 375 397  
## [31] 399 405 408 447 448 459 473 474 475 476 480 485 487 490 499  
## [46] 500 514 522 557 586 589 592 600 605 615 617 618 620 634 642  
## [61] 659 660 678 694 696 698 715 725 762 774 787 806 809 818 824  
## [76] 838 853 861 866 868 871 890 892 897 922 931 970 976 996 998  
## [91] 1009 1018 1032 1044 1054 1066 1085 1103 1104 1144 1162 1165 1170 1172 1177  
## [106] 1186 1196 1198 1202 1213 1218 1226 1230 1249 1251 1252 1264 1292 1299 1327  
## [121] 1328 1329 1330 1335 1343 1344 1351 1356 1361 1362 1368 1370 1392 1403 1407  
## [136] 1423 1428 1438 1441 1451 1457 1483 1494 1503 1508 1513 1516 1517 1518 1519  
## [151] 1540 1542 1548 1551 1571 1583 1589 1590 1635 1640 1647 1655 1684 1692 1701  
## [166] 1709 1715 1722 1723 1726 1750 1763 1780 1782 1786 1793 1816 1829 1835 1845  
## [181] 1850 1858 1869 1872 1890 1907 1912 1913 1918 1919 1956 1957 1968 1975 1976  
## [196] 1991 2004 2005 2019 2050 2056 2067 2068 2081 2087 2088 2089 2090 2110 2124  
## [211] 2142 2143 2144 2150 2161 2164 2171 2177 2194 2207 2210 2211 2213 2229 2231  
## [226] 2241 2242 2258 2262 2273 2275 2288 2297 2322 2344 2346 2348 2370 2373 2383  
## [241] 2390 2395 2405 2409 2430 2432 2433 2435 22 23 24 39 40 53 55  
## [256] 58 97 107 121 155 160 162 163 173 184 210 216 217 229 235  
## [271] 240 241 248 259 267 275 308 345 347 351 352 362 379 388 393  
## [286] 401 406 418 422 424 430 431 433 439 462 481 504 523 529 534  
## [301] 535 549 558 574 584 595 596 599 606 616 621 623 626 629 639  
## [316] 645 650 677 690 702 726 739 767 772 776 800 805 823 825 833  
## [331] 849 851 877 882 885 901 902 944 945 957 965 983 989 1013 1027  
## [346] 1030 1034 1038 1046 1047 1057 1062 1072 1078 1079 1084 1090 1100 1134 1137  
## [361] 1143 1147 1148 1169 1183 1185 1193 1200 1201 1204 1206 1224 1228 1258 1261  
## [376] 1278 1300 1332 1346 1374 1388 1389 1393 1394 1420 1460 1464 1475 1502 1514  
## [391] 1522 1526 1531 1550 1585 1587 1601 1603 1606 1611 1621 1631 1632 1633 1639  
## [406] 1665 1681 1693 1716 1731 1753 1770 1774 1788 1795 1808 1824 1828 1831 1833  
## [421] 1892 1908 1910 1916 1924 1935 1940 1941 1946 1949 1955 1958 1959 1961 1962  
## [436] 1966 1973 1978 1981 1992 2042 2046 2052 2054 2060 2072 2076 2078 2079 2080  
## [451] 2082 2085 2092 2093 2112 2121 2127 2131 2132 2133 2137 2138 2139 2140 2149  
## [466] 2151 2157 2169 2172 2180 2190 2222 2250 2285 2286 2299 2307 2316 2320 2321  
## [481] 2352 2377 2378 2379 2384 2387 2393 2416 2436 2437

# Predicting the Test set results  
svm.pred20 = predict(svm.model20, newdata = test20 [-21])  
# Making the Confusion Matrix  
confmat20 = table(test20 [, 21], svm.pred20)  
confmat20

## svm.pred20  
## Biden Trump  
## Biden 54 40  
## Trump 12 503

## test error  
mean(svm.pred20 != test20 $TrumpOrBiden)

## [1] 0.08538588

## test accuracy  
mean(svm.pred20 == test20 $TrumpOrBiden)

## [1] 0.9146141

#plot(training20, svm.pred20)

# tuning 2020

set.seed(1234)  
svm1.model20 = svm(formula = TrumpOrBiden ~.,  
 data = training20,  
 type = 'C-classification',  
 kernel = 'linear',cost = 10, scale = FALSE)  
  
#summary(svm1.model20)  
#svm1.model20$index  
#print(svm1.model20$best.parameters)

# Predicting the Test set results  
svm1.pred20 = predict(svm1.model20, newdata = test20 [-21])  
  
# Making the Confusion Matrix  
confmat1.20 = table(test20 [, 21], svm1.pred20)  
confmat1.20

## svm1.pred20  
## Biden Trump  
## Biden 55 39  
## Trump 13 502

## test error  
mean(svm1.pred20 != test20$TrumpOrBiden)

## [1] 0.08538588

## test accuracy  
mean(svm1.pred20 == test20$TrumpOrBiden)

## [1] 0.9146141

#plot(training20, svm1.pred20)

## tune multiple functions

set.seed(1234)  
tuneModel20 <- tune(svm, TrumpOrBiden ~., data = training20,  
 type = 'C-classification',  
 kernel = "linear",  
 ranges = list(cost = c(0.001, 0.01, 0.1,  
 1, 5, 10, 100, 1000)))

# Predicting the Test set results  
bestSVM20 <- tuneModel20$best.model  
bestSVM20

##   
## Call:  
## best.tune(method = svm, train.x = TrumpOrBiden ~ ., data = training20,   
## ranges = list(cost = c(0.001, 0.01, 0.1, 1, 5, 10, 100, 1000)),   
## type = "C-classification", kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 0.1   
##   
## Number of Support Vectors: 510

svmTune.pred20 = predict(bestSVM20, newdata = test20 [-21])  
  
# Making the Confusion Matrix  
confmattune.20 = table(test20 [, 21], svmTune.pred20)  
confmattune.20

## svmTune.pred20  
## Biden Trump  
## Biden 56 38  
## Trump 12 503

## test error  
mean(svmTune.pred20 != test20 $TrumpOrBiden)

## [1] 0.08210181

## test accuracy  
mean(svmTune.pred20 == test20 $TrumpOrBiden)

## [1] 0.9178982

# Tree models

library(tree)

## Warning: package 'tree' was built under R version 4.0.5

## Registered S3 method overwritten by 'tree':  
## method from  
## print.tree cli

library(randomForest)

## Warning: package 'randomForest' was built under R version 4.0.5

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:gridExtra':  
##   
## combine

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(gbm)

## Warning: package 'gbm' was built under R version 4.0.5

## Loaded gbm 2.1.8

# 2016

set.seed(1234)  
split = sample.split(Trump16Class$TrumpOrClinton, SplitRatio = 0.80)  
training16 = subset(Trump16Class, split == TRUE)  
test16 = subset(Trump16Class, split == FALSE)  
#names(training16)  
# Feature Scaling  
training16[-21] = scale(training16[-21])  
test16[-21] = scale(test16[-21])

treeMod16 <- tree(TrumpOrClinton ~ ., data = training16)  
summary(treeMod16 )

##   
## Classification tree:  
## tree(formula = TrumpOrClinton ~ ., data = training16)  
## Variables actually used in tree construction:  
## [1] "White" "Construction" "Black" "Asian" "Production"   
## Number of terminal nodes: 11   
## Residual mean deviance: 0.3805 = 923.1 / 2426   
## Misclassification error rate: 0.07181 = 175 / 2437

plot(treeMod16 )  
## Can't read the labels very well  
text(treeMod16 , pretty = 0, cex = 0.5)
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treeMod16

## node), split, n, deviance, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 2437 2023.000 Trump ( 0.145671 0.854329 )   
## 2) White < -1.38825 270 351.400 Clinton ( 0.644444 0.355556 )   
## 4) Construction < -0.372339 113 52.500 Clinton ( 0.938053 0.061947 ) \*  
## 5) Construction > -0.372339 157 214.800 Trump ( 0.433121 0.566879 )   
## 10) Black < 3.06049 134 171.000 Trump ( 0.335821 0.664179 )   
## 20) White < -2.74823 22 8.136 Clinton ( 0.954545 0.045455 ) \*  
## 21) White > -2.74823 112 116.400 Trump ( 0.214286 0.785714 ) \*  
## 11) Black > 3.06049 23 0.000 Clinton ( 1.000000 0.000000 ) \*  
## 3) White > -1.38825 2167 1245.000 Trump ( 0.083526 0.916474 )   
## 6) Asian < 0.17514 1815 472.000 Trump ( 0.028650 0.971350 )   
## 12) Production < -0.541026 447 260.000 Trump ( 0.085011 0.914989 ) \*  
## 13) Production > -0.541026 1368 156.200 Trump ( 0.010234 0.989766 )   
## 26) Construction < -0.61381 245 89.770 Trump ( 0.044898 0.955102 ) \*  
## 27) Construction > -0.61381 1123 41.540 Trump ( 0.002671 0.997329 ) \*  
## 7) Asian > 0.17514 352 462.600 Trump ( 0.366477 0.633523 )   
## 14) Construction < -1.09675 165 224.900 Clinton ( 0.575758 0.424242 )   
## 28) White < -0.300271 60 57.170 Clinton ( 0.816667 0.183333 ) \*  
## 29) White > -0.300271 105 143.900 Trump ( 0.438095 0.561905 ) \*  
## 15) Construction > -1.09675 187 177.300 Trump ( 0.181818 0.818182 )   
## 30) Production < -0.352069 114 135.300 Trump ( 0.280702 0.719298 ) \*  
## 31) Production > -0.352069 73 18.330 Trump ( 0.027397 0.972603 ) \*

predictionstree = predict(treeMod16 , newdata = test16, type = "class")  
mean(predictionstree != test16$TrumpOrClinton)

## [1] 0.0771757

set.seed(1234)  
cv.treeMod16 <- cv.tree(treeMod16, FUN=prune.misclass, K = 10)  
cv.treeMod16

## $size  
## [1] 11 8 5 4 2 1  
##   
## $dev  
## [1] 194 194 224 263 275 355  
##   
## $k  
## [1] -Inf 0.00000 12.66667 20.00000 22.00000 78.00000  
##   
## $method  
## [1] "misclass"  
##   
## attr(,"class")  
## [1] "prune" "tree.sequence"

#Pruned tree  
prune.misclass(treeMod16)

## $size  
## [1] 11 8 5 4 2 1  
##   
## $dev  
## [1] 175 175 213 233 277 355  
##   
## $k  
## [1] -Inf 0.00000 12.66667 20.00000 22.00000 78.00000  
##   
## $method  
## [1] "misclass"  
##   
## attr(,"class")  
## [1] "prune" "tree.sequence"

plot(y = cv.treeMod16$dev, x = cv.treeMod16$size, type = "l")
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pruneTree <- prune.misclass(treeMod16, best = 9)  
plot(pruneTree)  
text(pruneTree)
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predictions = predict(pruneTree, newdata = test16, type = "class")  
mean(predictions != test16$TrumpOrClinton)

## [1] 0.0771757

#Bagging  
  
set.seed(1234)  
bagModel2016 <- randomForest(TrumpOrClinton ~ ., data = training16, mtry = 20,   
 importance = T)  
bagModel2016$importance

## Clinton Trump MeanDecreaseAccuracy MeanDecreaseGini  
## TotalPop 0.035142900 3.753959e-02 0.0371882142 36.114255  
## Hispanic 0.004947759 5.126874e-03 0.0051110716 13.301849  
## White 0.207709952 4.709684e-02 0.0703774020 188.028414  
## Black 0.020490736 1.426671e-02 0.0151745306 25.285443  
## Native 0.002663399 2.083515e-03 0.0021654249 9.739582  
## Asian 0.073100060 7.206450e-03 0.0166964389 80.791245  
## Pacific 0.002067385 -1.765814e-04 0.0001474786 3.361223  
## Income 0.007036812 4.678152e-03 0.0050302599 14.246129  
## IncomePerCap 0.030590895 8.101118e-03 0.0113227936 21.122116  
## Poverty -0.001919074 4.819396e-03 0.0038363364 12.277723  
## ChildPoverty 0.001005216 2.245919e-03 0.0020709488 8.947170  
## Professional 0.012935669 1.585564e-02 0.0154215258 13.363562  
## Service 0.006840527 7.073023e-03 0.0070428262 22.043828  
## Office -0.002391160 6.586934e-03 0.0052789458 19.621942  
## Construction 0.087069034 1.358233e-02 0.0242242195 74.476661  
## Production 0.040158007 1.112437e-02 0.0152987453 21.301352  
## SelfEmployed 0.012605114 4.745369e-03 0.0058834567 15.183456  
## FamilyWork 0.003461711 8.010619e-05 0.0005654860 3.236774  
## Unemployment 0.011979343 2.874125e-03 0.0041980760 15.185477  
## RatioMenWomen 0.001365478 3.869372e-04 0.0005396061 10.108618

varImpPlot(bagModel2016)
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predictionsbag = predict(bagModel2016, newdata = test16, type = "class")  
mean(predictionsbag != test16$TrumpOrClinton)

## [1] 0.05090312

#Random Forest  
  
rfModel5 <- randomForest(TrumpOrClinton ~ ., data = training16, mtry = 5, importance = T)  
rfModel10 <- randomForest(TrumpOrClinton ~ ., data = training16, mtry = 10, importance = T)  
rfModel15 <- randomForest(TrumpOrClinton ~ ., data = training16, mtry = 15, importance = T)  
  
  
predictionsrf10 = predict(rfModel10, newdata = test16, type = "class")  
mean(predictionsrf10 != test16$TrumpOrClinton)

## [1] 0.04926108

predictionsrf5 = predict(rfModel5, newdata = test16, type = "class")  
mean(predictionsrf5 != test16$TrumpOrClinton)

## [1] 0.05418719

predictionsrf15 = predict(rfModel15, newdata = test16, type = "class")  
mean(predictionsrf15 != test16$TrumpOrClinton)

## [1] 0.04926108

varImpPlot(rfModel5)
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#Mtry=10 works best

# 2020

set.seed(1234)  
split = sample.split(Trump20Class$TrumpOrBiden, SplitRatio = 0.80)  
training20 = subset(Trump20Class, split == TRUE)  
test20 = subset(Trump20Class, split == FALSE)  
#names(training20)  
# Feature Scaling  
training20[-21] = scale(training20[-21])  
test20 [-21] = scale(test20 [-21])

treeMod20 <- tree(TrumpOrBiden ~ ., data = training20)  
summary(treeMod20)

##   
## Classification tree:  
## tree(formula = TrumpOrBiden ~ ., data = training20)  
## Variables actually used in tree construction:  
## [1] "White" "Construction" "Unemployment" "Asian" "Production"   
## [6] "Service"   
## Number of terminal nodes: 10   
## Residual mean deviance: 0.4183 = 1015 / 2427   
## Misclassification error rate: 0.07058 = 172 / 2437

plot(treeMod20)  
## Can't read the labels very well  
text(treeMod20 , pretty = 0, cex = 0.5)
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treeMod20

## node), split, n, deviance, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 2437 2096.00 Trump ( 0.15429 0.84571 )   
## 2) White < -1.53434 240 306.90 Biden ( 0.66250 0.33750 )   
## 4) Construction < 0.0569761 135 76.24 Biden ( 0.91852 0.08148 ) \*  
## 5) Construction > 0.0569761 105 133.70 Trump ( 0.33333 0.66667 )   
## 10) Unemployment < 1.15261 73 61.89 Trump ( 0.15068 0.84932 ) \*  
## 11) Unemployment > 1.15261 32 35.99 Biden ( 0.75000 0.25000 ) \*  
## 3) White > -1.53434 2197 1417.00 Trump ( 0.09877 0.90123 )   
## 6) Asian < 0.262427 1896 656.80 Trump ( 0.04167 0.95833 )   
## 12) Production < -0.511161 489 364.10 Trump ( 0.12270 0.87730 )   
## 24) Asian < -0.194833 277 110.90 Trump ( 0.05054 0.94946 ) \*  
## 25) Asian > -0.194833 212 221.80 Trump ( 0.21698 0.78302 ) \*  
## 13) Production > -0.511161 1407 201.30 Trump ( 0.01350 0.98650 ) \*  
## 7) Asian > 0.262427 301 415.20 Trump ( 0.45847 0.54153 )   
## 14) Construction < -1.10032 158 201.60 Biden ( 0.66456 0.33544 )   
## 28) White < 0.209182 111 113.30 Biden ( 0.79279 0.20721 ) \*  
## 29) White > 0.209182 47 61.51 Trump ( 0.36170 0.63830 )   
## 58) Service < -0.253561 31 23.84 Trump ( 0.12903 0.87097 ) \*  
## 59) Service > -0.253561 16 15.44 Biden ( 0.81250 0.18750 ) \*  
## 15) Construction > -1.10032 143 154.50 Trump ( 0.23077 0.76923 ) \*

predictionstree = predict(treeMod20 , newdata = test20 , type = "class")  
mean(predictionstree != test20 $TrumpOrBiden)

## [1] 0.07389163

set.seed(1234)  
cv.treeMod20 <- cv.tree(treeMod20, FUN=prune.misclass, K = 10)  
cv.treeMod20

## $size  
## [1] 10 8 7 6 5 3 2 1  
##   
## $dev  
## [1] 224 223 232 241 244 301 330 375  
##   
## $k  
## [1] -Inf 0 10 13 16 26 35 78  
##   
## $method  
## [1] "misclass"  
##   
## attr(,"class")  
## [1] "prune" "tree.sequence"

#Pruned tree  
prune.misclass(treeMod20)

## $size  
## [1] 10 8 7 6 5 3 2 1  
##   
## $dev  
## [1] 172 172 182 195 211 263 298 376  
##   
## $k  
## [1] -Inf 0 10 13 16 26 35 78  
##   
## $method  
## [1] "misclass"  
##   
## attr(,"class")  
## [1] "prune" "tree.sequence"

plot(y = cv.treeMod20$dev, x = cv.treeMod20$size, type = "l")
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pruneTree <- prune.misclass(treeMod20, best = 9)  
plot(pruneTree)  
text(pruneTree)
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predictions = predict(pruneTree, newdata = test20 , type = "class")  
mean(predictions != test20 $TrumpOrBiden)

## [1] 0.07389163

#Bagging  
  
set.seed(1234)  
bagModel2020 <- randomForest(TrumpOrBiden ~ ., data = training20, mtry = 20, importance = T)  
bagModel2020$importance

## Biden Trump MeanDecreaseAccuracy MeanDecreaseGini  
## TotalPop 0.0616905430 0.0214596583 0.0276827204 74.023336  
## Hispanic 0.0099582420 0.0022417986 0.0034272805 12.302520  
## White 0.1435487445 0.0288062487 0.0465707653 104.683013  
## Black 0.0700842402 0.0216622107 0.0291517610 70.828583  
## Native 0.0065217536 0.0018651563 0.0025848309 10.865380  
## Asian 0.0956301236 0.0100227950 0.0232701687 102.605877  
## Pacific 0.0018884437 0.0002336896 0.0004895237 3.901842  
## Income -0.0002345777 0.0076892980 0.0064534444 15.471783  
## IncomePerCap 0.0151666011 0.0130642422 0.0133963960 21.251979  
## Poverty -0.0025584726 0.0039710048 0.0029575540 10.368057  
## ChildPoverty 0.0083107491 0.0017314506 0.0027448571 11.387814  
## Professional 0.0240966043 0.0084860565 0.0108855794 14.439320  
## Service 0.0120231649 0.0075643651 0.0082483609 26.536276  
## Office -0.0034573960 0.0035120637 0.0024323060 14.913477  
## Construction 0.0745897261 0.0111593115 0.0209963438 59.736861  
## Production 0.0503652881 0.0087910115 0.0152175425 35.394330  
## SelfEmployed 0.0083050984 0.0029097156 0.0037440065 14.342388  
## FamilyWork 0.0055213497 -0.0001948857 0.0006849961 3.656885  
## Unemployment 0.0144614997 0.0026629371 0.0044889546 14.880151  
## RatioMenWomen 0.0043148517 0.0002908379 0.0008984820 13.288054

varImpPlot(bagModel2020)
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predictionsbag = predict(bagModel2020, newdata = test20 , type = "class")  
mean(predictionsbag != test20$TrumpOrBiden)

## [1] 0.06732348

#Random Forest  
  
rfModel52020 <- randomForest(TrumpOrBiden ~ ., data = training20, mtry = 5, importance = T)  
rfModel10 <- randomForest(TrumpOrBiden ~ ., data = training20, mtry = 10, importance = T)  
rfModel15 <- randomForest(TrumpOrBiden ~ ., data = training20, mtry = 15, importance = T)  
  
  
predictionsrf10 = predict(rfModel10, newdata = test20 , type = "class")  
mean(predictionsrf10 != test20 $TrumpOrBiden)

## [1] 0.06732348

predictionsrf5 = predict(rfModel52020, newdata = test20 , type = "class")  
mean(predictionsrf5 != test20 $TrumpOrBiden)

## [1] 0.06568144

predictionsrf15 = predict(rfModel15, newdata = test20 , type = "class")  
mean(predictionsrf15 != test20$TrumpOrBiden)

## [1] 0.07060755

varImpPlot(rfModel52020)
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#Mtry = 5 works best