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**Цель работы**

Изучить и реализовать алгоритм Вагнера-Фишера для поиска редакционного расстояния и редакционного предписания.

**Задание (общая часть формулировки)**

Над строкой *ε* (будем считать строкой непрерывную последовательность из латинских букв) заданы следующие операции:

1. *replace(ε, a, b)* – заменить символ a на символ *b*.

2. *insert(ε, a)* – вставить в строку символ *a* (на любую позицию).

3. *delete(ε, b)* – удалить из строки символ *b*.

Каждая операция может иметь некоторую цену выполнения (*положительное число*).

Даны две строки *A* и *B*, а также три числа, отвечающие за цену каждой операции.

**Входные данные:** первая строка – три числа: цена операции *replace*, цена операции *insert*, цена операции *delete*; вторая строка – *A*; третья строка – *B*.

**Задание 1 (4.1.2)**

Определите минимальную стоимость операций, которые необходимы для превращения строки *A* в строку *B*.

**Выходные данные:** одно число – минимальная стоимость операций.

**Sample Input:**

1 1 1

entrance

reenterable

**Sample Output:**

5

**Задание 2 (4.1.3)**

Определите последовательность операций (редакционное предписание) с минимальной стоимостью, которые необходимы для превращения строки *A* в строку *B*.

Пример (все операции стоят одинаково)
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Пример (цена замены 3, остальные операции по 1)

![](data:image/png;base64,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)

**Выходные данные:** первая строка – последовательность операций (M – совпадение, ничего делать не надо; R – заменить символ на другой; I – вставить символ на текущую позицию; D – удалить символ из строки); вторая строка – исходная строка A; третья строка – исходная строка B.

**Sample Input:**

1 1 1

entrance

reenterable

**Sample Output:**

IMIMMIMMRRM

entrance

reenterable

**Описание алгоритма**

Алгоритм Вагнера-Фишера — это метод динамического программирования, используемый для вычисления редакционного расстояния (или расстояния Левенштейна) между двумя строками. Редакционное расстояние — это минимальное количество операций, необходимых для преобразования одной строки в другую. Операции включают:

* Вставка (Insert) — добавление символа в строку.
* Удаление (Delete) — удаление символа из строки.
* Замена (Replace) — замена одного символа на другой.

Формальное определение:

Пусть даны две строки:

Редакционное расстояние D(m,n) — это минимальная стоимость преобразования строки A в строку B с использованием операций вставки, удаления и замены.

Динамическое программирование:

Алгоритм использует таблицу (матрицу) D размером (m+1)\*(n+1), где: D[i][j] — минимальная стоимость преобразования первых i символов строки A в первые j символов строки B.

Рекуррентное соотношение:

Для i > 0 и j > 0:

Восстановление последовательности операций в задание 2:

После заполнения таблицы D можно восстановить последовательность операций, выполнив обратный проход:

1. Начинаем с D[m][n].

2. Переходим к ячейке, из которой была получена текущая стоимость:

* Если D[i][j]=D[i−1][j]+deleteCost, то была операция удаления.
* Если D[i][j]=D[i][j−1]+insertCost, то была операция вставки.
* Если D[i][j]=D[i−1][j−1]+replaceCost, то была операция замены.
* Если D[i][j]=D[i−1][j−1], то символы совпадают (операция не требуется).

Сложность алгоритма для vagnerFisher и vagnerFisherRecovery:

* Временная сложность: O(m\*n), где m и n — длины строк A и B.
* Пространственная сложность: O(m\*n) для хранения таблицы D.

Основной процесс работы алгоритма:

1. Инициализация

Создание таблицы:

Создаётся таблица (матрица) matrix размером (len(A) + 1) x (len(B) + 1), где: matrix[i][j] — минимальная стоимость преобразования первых i символов строки A в первые j символов строки B.

Инициализируются первая строка и первый столбец матрицы:

* Первая строка: стоимость удаления символов из A для получения пустой строки.
* Первый столбец: стоимость вставки символов в пустую строку для получения строки B.

2. Заполнение таблицы

Заполнение ячеек таблицы:

Для каждой ячейки matrix[i][j] (где i > 0 и j > 0) вычисляется минимальная стоимость на основе трёх возможных операций:

1) Удаление:

* Удалить символ A[i-1] и преобразовать A[0..i-2] в B[0..j-1].
* Стоимость: matrix[i-1][j] + deleteCost.

2) Вставка:

* Вставить символ B[j-1] в A[0..i-1] и преобразовать A[0..i-1] в B[0..j-2].
* Стоимость: matrix[i][j-1] + insertCost.

3) Замена или совпадение:

* Если A[i-1] == B[j-1], то символы совпадают, и операция не требуется.
* Если A[i-1] != B[j-1], то заменить A[i-1] на B[j-1].
* Стоимость: matrix[i-1][j-1] + replaceCost (если символы разные) или matrix[i-1][j-1] (если символы совпадают).

3. Восстановление последовательности операций (только для редакционного предписания vagnerFisherRecovery):

Обратный проход:

* Начинаем с ячейки matrix[len(A)][len(B)].
* Переходим к ячейке, из которой была получена текущая стоимость:
* Если matrix[i][j] = matrix[i-1][j] + deleteCost, то была операция удаления.
* Если matrix[i][j] = matrix[i][j-1] + insertCost, то была операция вставки.
* Если matrix[i][j] = matrix[i-1][j-1] + replaceCost, то была операция замены.
* Если matrix[i][j] = matrix[i-1][j-1], то символы совпадают (операция не требуется).
* В конце переворачивается последовательность и получаем редакционное предписание.

4. Итоговый результат:

4.1. Минимальная стоимость преобразования строки A в строку B для vagnerFisher.

4.2. Минимальная последовательность преобразования для vagnerFisherRecovery. Последовательность операций:

M — совпадение.

R — замена.

I — вставка.

D — удаление.

**Описание функций**

Функция для первого задания:

vagnerFisher(A, B, replaceCost, insertCost, deleteCost) – вычислят редакционное расстояние по алгоритму Вагнера-Фишера, считающий редакционное расстояние.

Параметры:

A – исходная строка (str)

B – итоговая строка (str)

replaceCost – стоимость операции перестановки (int)

insertCost – стоимость операции вставки (int)

deleteCost – стоимость операции удаления (int)

Возвращает редакционное расстояние от A до B (int).

Функция для второго задания:

vagnerFisherRecovery(a, b, replaceCost, insertCost, deleteCost) – вычисляет редакционное предписание на основе алгоритма Вагнера-Фишера.

Параметры:

A – исходная строка (str)

B – итоговая строка (str)

replaceCost – стоимость операции перестановки (int)

insertCost – стоимость операции вставки (int)

deleteCost – стоимость операции удаления (int)

Возвращает строку с редакционным предписанием (str).

**Тестирование**

Таблица 1 – Результаты тестирования задания 1

|  |  |  |
| --- | --- | --- |
| № | Входные данные | Выходные данные |
| 1 | 1 1 1  entrance  reenterable | 5 |
| 2 | 1 2 3  asd  asd | 0 |
| 3 | 10 20 1  asdsadada  asdasd | 13 |
| 4 | 1 1 1  asdsdadd | 8 |

Таблица 2 – Результаты тестирования задания 2

|  |  |  |
| --- | --- | --- |
| № | Входные данные | Выходные данные |
| 1 | 1 1 1  entrance  reenterable | IIMMMIMMRRM  entrance  reenterable |
| 2 | 1 2 3  vagner  fisher | RRRRMM  vagner  fisher |
| 3 | 1 2 3  algoritm  algoritm | MMMMMMMM  algoritm  algoritm |
| 4 | 1 1 1  asdsdadd | DDDDDDDD  asdsdadd |

**Вывод**

Был реализован алгоритм, высчитывающий редакционное расстояние, при помощи алгоритма Вагнера-Фишера и расширенную версию, которая возвращает по редакционное предписание.

**Приложение А**

**ИСХОДНЫЙ КОД ПРОГРАММЫ**

Имя файла: Вангер-Фишер.py

def vagnerFisher(A, B, replaceCost, insertCost, deleteCost):

lenA = len(A)

lenB = len(B)

print("\n\n>>> Начало алгоритма Вагнера-Фишера <<<")

# Создаем таблицу DP (динамического программирования)

matrix = [[0] \* (lenB + 1) for \_ in range(lenA + 1)]

# Инициализация первой строки (удаление символов из A для получения пустой строки)

print("Инициализация первой строки")

for i in range(1, lenA + 1):

matrix[i][0] = matrix[i - 1][0] + deleteCost

print(f"Удаление символа {A[i - 1]}: matrix[{i}][0] = {matrix[i][0]}")

print()

# Инициализация первого столбца (вставка символов в пустую строку для получения B)

print("Инициализация первого столбца")

for j in range(1, lenB + 1):

matrix[0][j] = matrix[0][j - 1] + insertCost

print(f"Вставка символа {B[j - 1]}: matrix[0][{j}] = {matrix[0][j]}")

print()

# Заполнение остальных ячеек таблицы

for i in range(1, lenA + 1):

for j in range(1, lenB + 1):

# Если символы совпадают, замена не требуется (стоимость 0)

if A[i - 1] == B[j - 1]:

replaceCostCurrent = 0

else:

replaceCostCurrent = replaceCost

# Вычисляем минимальную стоимость для текущей ячейки

matrix[i][j] = min(

matrix[i - 1][j] + deleteCost, # Удаление символа из A

matrix[i][j - 1] + insertCost, # Вставка символа в A

matrix[i - 1][j - 1] + replaceCostCurrent # Замена символа

)

print(f"Обработка символов A[{i - 1}] = {A[i - 1]} и B[{j - 1}] = {B[j - 1]}: "

f"matrix[{i}][{j}] = {matrix[i][j]} (Удаление: {matrix[i - 1][j] + deleteCost}, "

f"Вставка: {matrix[i][j - 1] + insertCost}, Замена: {matrix[i - 1][j - 1] + replaceCostCurrent})")

print("\n\nИтоговая матрица:")

for i in matrix:

print(\*i)

print()

# Возвращаем минимальную стоимость преобразования A в B

return matrix[lenA][lenB]

# Ввод данных

replaceCost, insertCost, deleteCost = map(int, input(

"Введите 3 числа со стоимостями операций (перестановка вставка удаление): ").split())

A = input("Введите строку A: ").strip()

B = input("Введите строку B: ").strip()

# Вычисление минимальной стоимости

minCost = vagnerFisher(A, B, replaceCost, insertCost, deleteCost)

print(f"Минимальная стоимость операций: {minCost}")

Имя файла: Вагнер-Фишер с воостановлением.py

def vagnerFisherRecovery(a, b, replaceCost, insertCost, deleteCost):

lenA = len(a)

lenB = len(b)

print("\n\n>>> Начало алгоритма Вагнера-Фишера с восстановлением операций <<<")

# Создаем таблицу DP (динамического программирования)

matrix = [[0] \* (lenB + 1) for \_ in range(lenA + 1)]

# Инициализация первой строки (удаление символов из A для получения пустой строки)

print("\nИнициализация первой строки:")

for i in range(1, lenA + 1):

matrix[i][0] = matrix[i - 1][0] + deleteCost

print(f"Удаление символа {a[i - 1]}: matrix[{i}][0] = {matrix[i][0]}")

print()

# Инициализация первого столбца (вставка символов в пустую строку для получения B)

print("Инициализация первого столбца:")

for j in range(1, lenB + 1):

matrix[0][j] = matrix[0][j - 1] + insertCost

print(f"Вставка символа {b[j - 1]}: matrix[0][{j}] = {matrix[0][j]}")

print()

# Заполнение остальных ячеек таблицы

print("Заполнение таблицы:")

for i in range(1, lenA + 1):

for j in range(1, lenB + 1):

# Если символы совпадают, замена не требуется (стоимость 0)

if a[i - 1] == b[j - 1]:

replaceCostCurrent = 0

else:

replaceCostCurrent = replaceCost

# Вычисляем минимальную стоимость для текущей ячейки

matrix[i][j] = min(

matrix[i - 1][j] + deleteCost, # Удаление символа из A

matrix[i][j - 1] + insertCost, # Вставка символа в A

matrix[i - 1][j - 1] + replaceCostCurrent # Замена символа

)

print(f"Обработка символов A[{i - 1}] = {a[i - 1]} и B[{j - 1}] = {b[j - 1]}: "

f"matrix[{i}][{j}] = {matrix[i][j]} (Удаление: {matrix[i - 1][j] + deleteCost}, "

f"Вставка: {matrix[i][j - 1] + insertCost}, Замена: {matrix[i - 1][j - 1] + replaceCostCurrent})")

# Вывод итоговой матрицы

print("\n\nИтоговая матрица:")

for row in matrix:

print(\*row)

print()

# Восстановление последовательности операций

print("Восстановление последовательности операций:")

i, j = lenA, lenB

operations = []

while i > 0 or j > 0:

# Проверка на совпадение (M)

if i > 0 and j > 0 and a[i - 1] == b[j - 1] and matrix[i][j] == matrix[i - 1][j - 1]:

operations.append('M')

print(f"Символы A[{i - 1}] = {a[i - 1]} и B[{j - 1}] = {b[j - 1]} совпадают. Операция: M")

i -= 1

j -= 1

continue

possible = []

# Проверяем вставку (I)

if j > 0 and matrix[i][j] == matrix[i][j - 1] + insertCost:

possible.append(('I', i, j - 1))

# Проверяем удаление (D)

if i > 0 and matrix[i][j] == matrix[i - 1][j] + deleteCost:

possible.append(('D', i - 1, j))

# Проверяем замену (R)

if i > 0 and j > 0 and matrix[i][j] == matrix[i - 1][j - 1] + (0 if a[i - 1] == b[j - 1] else replaceCost):

possible.append(('R', i - 1, j - 1))

# Выбираем первый возможный вариант (приоритет вставке, затем удалению, затем замене)

if possible:

op, newI, newJ = possible[0]

operations.append(op)

print(f"Операция: {op}, Позиция: A[{i - 1}], B[{j - 1}]")

i, j = newI, newJ

else:

# Обработка случаев, когда одна из строк закончилась

if j > 0:

operations.append('I')

print(f"Операция: I, Позиция: B[{j - 1}]")

j -= 1

elif i > 0:

operations.append('D')

print(f"Операция: D, Позиция: A[{i - 1}]")

i -= 1

# Разворачиваем операции

operations.reverse()

return ''.join(operations)

if \_\_name\_\_ == "\_\_main\_\_":

# Ввод данных

replaceCost, insertCost, deleteCost = map(int, input(

"Введите 3 числа со стоимостями операций (перестановка вставка удаление): ").split())

a = input("Введите строку A: ").strip()

b = input("Введите строку B: ").strip()

# Вычисление последовательности операций

s1 = vagnerFisherRecovery(a, b, replaceCost, insertCost, deleteCost)

# Вывод результатов

print(f"\nРедакционное предписание: {s1}")

print(

"M – совпадение; R – заменить символ на другой; I – вставить символ на текущую позицию; D – удалить символ из строки")

print(f"Исходная строка A: {a}")

print(f"Исходная строка B: {b}")