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# introduction and set up

**Research Question** What is the relationship between education and a country’s economy (gdp)

**hypothesis** Education has a positive correlation with GDP

## packages

library(pacman)

## Warning: package 'pacman' was built under R version 4.2.3

pacman::p\_load(readr, dplyr, tidyverse, data.table, knitr, lmtest, lubridate, ggplot2, gridExtra, shiny, sf, ggmap, maps, mapdata)  
  
# packages considered but not used  
#fpp2, zoo, pscl

## data source

Data was provided by the world bank, World Development Indicators-DataBank. Specific fields of interest were selected and pulled for all countries and regions for years 1960-2022.

[World Bank Site](https://databank.worldbank.org/source/world-development-indicators)

## loading data

#wb1 <- read\_csv("wb.csv", na = "NA")  
  
wb1 <- fread("wb.csv", header = TRUE, na.strings = '"NA"')  
  
#wb\_nums <- wb1[,3:65]  
  
#wb2<- unique(wb\_nums$`1960`)  
  
sapply(wb1, class)

## Country Name Series Name 1960 1961 1962 1963   
## "character" "character" "numeric" "numeric" "numeric" "numeric"   
## 1964 1965 1966 1967 1968 1969   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 1970 1971 1972 1973 1974 1975   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 1976 1977 1978 1979 1980 1981   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 1982 1983 1984 1985 1986 1987   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 1988 1989 1990 1991 1992 1993   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 1994 1995 1996 1997 1998 1999   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 2000 2001 2002 2003 2004 2005   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 2006 2007 2008 2009 2010 2011   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 2012 2013 2014 2015 2016 2017   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## 2018 2019 2020 2021 2022   
## "numeric" "numeric" "numeric" "numeric" "logical"

summary\_wb1 <- summary(wb1)  
  
wdi\_econ\_only <- fread("WDI\_econ\_only.csv", header = TRUE)  
  
#used later on  
cols4swap <- read\_csv("wb\_cols4swap.csv")  
  
# used later on  
new\_countries <- read\_csv("country\_list\_no\_regions.csv")

# pre-processing and cleaning

## transforming data - pivots

#str(wb)  
  
colnames\_wb1 <- colnames(wb1)  
  
colnames\_wb1 <- colnames\_wb1[3:65]  
  
wb2 <- wb1 %>%  
 pivot\_longer(cols = all\_of(colnames\_wb1), names\_to = "year", values\_to = "stats")  
  
str(wb2)

## tibble [637,119 × 4] (S3: tbl\_df/tbl/data.frame)  
## $ Country Name: chr [1:637119] "Afghanistan" "Afghanistan" "Afghanistan" "Afghanistan" ...  
## $ Series Name : chr [1:637119] "Literacy rate, adult female (% of females ages 15 and above)" "Literacy rate, adult female (% of females ages 15 and above)" "Literacy rate, adult female (% of females ages 15 and above)" "Literacy rate, adult female (% of females ages 15 and above)" ...  
## $ year : chr [1:637119] "1960" "1961" "1962" "1963" ...  
## $ stats : num [1:637119] NA NA NA NA NA NA NA NA NA NA ...

wb3 <- wb2  
  
wb3$year <- as.numeric(wb3$year)  
  
wb <- wb3  
  
rm("wb1","wb2","wb3")  
  
wbdt <- data.table(wb)  
  
# sanity check  
all.equal(wbdt,wb, check.attributes = FALSE)

## [1] TRUE

# changing colnames  
colnames(wbdt) <- c("country","series","year","stats")  
  
#sanity check  
sanity\_check <- wb[wb$`Series Name` == "GDP (constant 2015 US$)" & wb$`Country Name` == "Somalia",]  
rm(sanity\_check)  
rm(wb)

## extracting info

series\_list <- unique(wbdt$series)  
  
years <- unique(wbdt$year)

## reducing string size for series

length(series\_list)

## [1] 39

#cols4swap <- read\_csv("wb\_cols4swap.csv")  
  
cols4swap$og\_cols[38]

## [1] "GNI (constant 2015 US$)"

series\_list[39]

## [1] ""

for(i in 1:length(cols4swap$og\_cols)){  
 wbdt[series == cols4swap$og\_cols[i],series := cols4swap$new\_cols[i]]  
}

## checking NA’s

summary(wbdt$series[wbdt$series == "literacy\_af"])

## Length Class Mode   
## 16758 character character

paste("total # NAs literacy\_af:",sum(is.na(wbdt[wbdt$series == "literacy\_af",])))

## [1] "total # NAs literacy\_af: 13972"

summary(wbdt$series[wbdt$series == "gdp\_constant"])

## Length Class Mode   
## 16758 character character

paste("total # NAs gdp\_constant:",sum(is.na(wbdt[wbdt$series == "gdp\_constant",])))

## [1] "total # NAs gdp\_constant: 4232"

#wbdt[series == "Literacy rate, adult female (% of females ages 15 and above)",series := "literacy\_AF"]

## pivoting table

names\_list <- cols4swap$new\_cols  
  
#wbdtb<-wbdt  
  
#wbdt<-wbdtb  
  
# data check  
temp <- {wbdt} %>%  
 group\_by(country, year, series) %>%  
 summarise(n = n(), .groups = "drop")  
  
rm(temp)  
  
# dropping blank rows  
wbdt <- wbdt %>%  
 filter(year != "" | country != "")  
  
wbdt <- wbdt %>%  
 filter(series != "")  
  
# dropping blank rows  
#wbdt <- wbdt[!is.null(wbdt$series),]  
  
nadt <- wbdt %>% pivot\_wider(names\_from = series, values\_from = stats)

## counting NA’s by column

nas <- summary(nadt)  
  
nas <- data.frame(sapply(nadt, function(x) sum(is.na(x))))  
  
nas$cols <- row.names(nas)  
  
colnames(nas) <- c("NA\_Count","Cols")  
  
rownames(nas) <- NULL  
  
head(nas)

## NA\_Count Cols  
## 1 0 country  
## 2 0 year  
## 3 13972 literacy\_af  
## 4 13969 literacy\_am  
## 5 13967 literacy\_at  
## 6 13931 literacy\_ygpi

tail(nas)

## NA\_Count Cols  
## 35 4297 gdp\_growth  
## 36 4232 gdppc\_constant  
## 37 4297 gdppc\_growth  
## 38 9732 gnipc\_constant  
## 39 9606 gni\_growth  
## 40 9710 gni\_constant

## dropping rows without key variables

*source:* [*https://bookdown.org/rwnahhas/IntroToR/convert-numeric-to-binary.html*](https://bookdown.org/rwnahhas/IntroToR/convert-numeric-to-binary.html)

#rm(gdp\_only, nacat)  
  
gdp\_only <- nadt[,c("country", "year", "gdp\_constant")]  
  
gdp\_only$nacat <- as.numeric(is.na(gdp\_only$gdp\_constant))  
  
gdp\_filtered <- gdp\_only[gdp\_only$nacat == 0,]  
  
year\_filt <- data.frame(table(gdp\_filtered$year))  
  
head(year\_filt)

## Var1 Freq  
## 1 1960 118  
## 2 1961 123  
## 3 1962 123  
## 4 1963 123  
## 5 1964 123  
## 6 1965 130

paste("max observations: ", max(year\_filt$Freq))

## [1] "max observations: 258"

paste("min observations: ", min(year\_filt$Freq))

## [1] "min observations: 118"

country\_filt <- data.frame(table(gdp\_filtered$country))  
  
head(country\_filt$Freq)

## [1] 20 62 62 42 62 20

paste("max observations: ", max(country\_filt$Freq))

## [1] "max observations: 62"

paste("min observations: ", min(country\_filt$Freq))

## [1] "min observations: 1"

all\_filt <- data.frame(table(gdp\_filtered$country,gdp\_filtered$year))  
  
wbdt\_wide <- nadt

*original note* The data that came back from the above was weird. It indicated NA’s in recent years for big countries so testing again with a similar data set.

*explanation* It turns out a mistake earlier in the code led to a mistake loading the error, which has been corrected. This piece of code was included to highlight the processed and methods used by the team to screen for issues.

wdi\_econ\_only$nacat <- as.numeric(is.na(wdi\_econ\_only$`GDP (constant 2015 US$) [NY.GDP.MKTP.KD]`))  
  
wdi\_econ\_only <- wdi\_econ\_only[,c(1,2,4)]  
  
wdi\_gdp\_filtered <- wdi\_econ\_only[wdi\_econ\_only$nacat == 0,]  
  
wdi\_by\_year <- data.frame(table(wdi\_gdp\_filtered$Time))

## spot check - revealing unwanted data points

#finding highest gdp of all time (adjusted for inflation)  
max(wbdt\_wide$gdp\_constant, na.rm = TRUE)

## [1] 86860283231171

check\_var <- max(wbdt\_wide$gdp\_constant, na.rm = TRUE)  
  
#extracting row with highest gdp  
temp<- data.table(wbdt\_wide)  
  
temp[gdp\_constant == check\_var]

## country year literacy\_af literacy\_am literacy\_at literacy\_ygpi literacy\_yf  
## 1: World 2021 NA NA NA NA NA  
## literacy\_ym literacy\_yt edat\_ba\_f edat\_ba\_m edat\_ba\_t edat\_ls\_f edat\_ls\_m  
## 1: NA NA NA NA NA NA NA  
## edat\_ls\_t edat\_ps\_f edat\_ps\_m edat\_ps\_t edat\_prim\_f edat\_prim\_m edat\_prim\_t  
## 1: NA NA NA NA NA NA NA  
## edat\_tert\_f edat\_tert\_m edat\_tert\_t edat\_us\_f edat\_us\_m edat\_us\_t edat\_ma\_f  
## 1: NA NA NA NA NA NA NA  
## edat\_ma\_m edat\_ma\_t edat\_doc\_f edat\_doc\_m edat\_doc\_t gdp\_constant  
## 1: NA NA NA NA NA 86860283231171  
## gdp\_growth gdppc\_constant gdppc\_growth gnipc\_constant gni\_growth  
## 1: 5.874 11011 4.969 11041 6.207  
## gni\_constant  
## 1: 87098456463007

rm(temp)

The spot check revealed that global and regional aggregates had been included in the data set. The combined GDP of the earth is quite the outlier. So the next section removes these rows.

#creating list of current vars in country field  
cur\_countries <- unique(wbdt\_wide$country)  
length(cur\_countries) #266

## [1] 266

#creating list of new countries from new data set.  
new\_countries <- read\_csv("country\_list\_no\_regions.csv")

## Rows: 217 Columns: 2  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (1): Country\_Name  
## dbl (1): Index  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

length(new\_countries$Country\_Name) #217

## [1] 217

new\_countries <- new\_countries[,-1]  
  
#is.data.table(wbdt)  
  
wbdt <- wbdt[country %in% c(new\_countries$Country\_Name),]  
# sanity check  
#length(unique(wbdt$country))  
#length(unique(wbdt\_wide$country))  
  
wbdt\_wide <- data.table(wbdt\_wide)  
  
wbdt\_wide <- wbdt\_wide[country %in% c(new\_countries$Country\_Name),]

## transforming countries to factors

wbdt$country <- as.factor(wbdt$country)  
class(wbdt$country)

## [1] "factor"

wbdt\_wide$country <- as.factor(wbdt\_wide$country)

## dropping rows without key variables

Dropping rows with NA’s in the key variables, which in this case are, gni\_constant and gnipc\_constant.

#first getting a new NA count  
  
na\_by\_col <- wbdt\_wide %>% summarise(across(everything(), ~ sum(is.na(.))))  
  
# and the inverse  
vals\_by\_col <- wbdt\_wide %>% summarise(across(everything(), ~ sum(!is.na(.))))  
  
paste(colnames(vals\_by\_col), ":", vals\_by\_col)

## [1] "country : 13671" "year : 13671" "literacy\_af : 1067"   
## [4] "literacy\_am : 1067" "literacy\_at : 1070" "literacy\_ygpi : 1108"   
## [7] "literacy\_yf : 1185" "literacy\_ym : 1108" "literacy\_yt : 1111"   
## [10] "edat\_ba\_f : 520" "edat\_ba\_m : 520" "edat\_ba\_t : 523"   
## [13] "edat\_ls\_f : 1223" "edat\_ls\_m : 1223" "edat\_ls\_t : 1240"   
## [16] "edat\_ps\_f : 866" "edat\_ps\_m : 866" "edat\_ps\_t : 878"   
## [19] "edat\_prim\_f : 992" "edat\_prim\_m : 992" "edat\_prim\_t : 998"   
## [22] "edat\_tert\_f : 1084" "edat\_tert\_m : 1084" "edat\_tert\_t : 1093"   
## [25] "edat\_us\_f : 1168" "edat\_us\_m : 1168" "edat\_us\_t : 1176"   
## [28] "edat\_ma\_f : 402" "edat\_ma\_m : 402" "edat\_ma\_t : 404"   
## [31] "edat\_doc\_f : 324" "edat\_doc\_m : 324" "edat\_doc\_t : 325"   
## [34] "gdp\_constant : 9857" "gdp\_growth : 9840" "gdppc\_constant : 9857"  
## [37] "gdppc\_growth : 9840" "gnipc\_constant : 5458" "gni\_growth : 5632"   
## [40] "gni\_constant : 5480"

rm(vals\_by\_col, na\_by\_col)

# now dropping NAs  
wide\_narm <- wbdt\_wide[!is.na(gnipc\_constant),]  
  
wb\_narm <- wbdt[!is.na(stats),]

*str commented out because of space constraints*

#str(wbdt\_wide)  
#str(wb\_narm)

## creating data and plot to be used in shiny

Creating df to be used later in shiny

objs <- ls()  
  
if("temp" %in% objs){rm(temp)}  
if("data" %in% objs){rm(data)}  
rm(objs)  
  
temp <- wbdt\_wide[,!c("country")]  
  
data <- data.table(temp)  
  
# Function to calculate decade  
get\_decade <- function(year) {  
 floor(year / 10) \* 10  
}  
  
# Add decade column to the data table  
data[, decade := get\_decade(year)]  
  
data <- data[, !"year"]  
  
temp <- data[, lapply(.SD, function(x) as.integer(!is.na(x) & !is.nan(x))), .SDcols = -"decade"]  
  
data <- cbind(data$decade, temp)  
  
colnames(data)[1] <- "decade"  
  
#data\_aggregated <- data[, lapply(.SD, sum), by = decade]  
  
#  
data\_sum <- data[, lapply(.SD, sum), by = decade]  
  
temp <- data[, lapply(.SD, function(x) factor(x)), .SDcols = -"decade"]  
  
data <- cbind(data$decade, temp)  
  
colnames(data)[1] <- "decade"  
  
data\_total <- data[, lapply(.SD, length), by = decade]  
  
data\_perc <- data\_sum/data\_total  
data\_perc$decade <- data\_sum$decade  
  
rm(data, temp)

*A plot using the data above that is used as the basis for shiny GIF*

temp <- data\_perc[,-1]  
  
temp2<- as.numeric(temp[1,])  
  
Values <- matrix(c(temp2,1-temp2), nrow = 2, ncol = 38, byrow = TRUE)  
  
colnames\_perc <- colnames(data\_perc)  
colnames\_perc <- colnames\_perc[-1]  
  
colnames(Values) <- colnames\_perc  
  
colors = c("green","red")  
  
barplot(Values, main = "Missing Values by Variable -- 1960's",   
 xlab = "cat", ylab = "percent valid", col = colors, names.arg = colnames(Values))
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par(mar = c(8, 4.1, 4.1, 2.1), las=2)  
  
rm(temp,temp2,Values,colnames\_perc)

## dropping unneeded df’s

# dropping wdi\_econ\_only, as its no longer needed  
rm(wdi\_econ\_only, wdi\_gdp\_filtered, wdi\_by\_year, year\_filt, nas, nadt, country\_filt, all\_filt, cols4swap, gdp\_only, gdp\_filtered, new\_countries, i, cur\_countries, check\_var, colnames\_wb1, years, series\_list, names\_list, summary\_wb1)

The remaining columns are wbdt: a long format data set, wbdt\_wide: the wide version of wbdt, wb\_narm: wbdt where all rows with NA’s have been removed (less impactful in this case because each field has its own row), and wide\_narm: where only rows with NA’s in gnipc\_constant have been removed.

# Exploratory Analysis

Here we perform initial analyses and visualizations to get a sense of the data and spot potential issues.

## quick test plots

par(mfrow = c(1,2))  
  
plot(wbdt\_wide$literacy\_at, wbdt\_wide$gdp\_constant/1000000000, ylab = "GDP in Millions (2015 USD)", xlab = "Adult Total Literacy as % of Population")  
  
plot(x = wbdt\_wide$literacy\_at, y = wbdt\_wide$gdppc\_constant/1000, ylab = "GDP Per Capita in Thousands (2015 USD)", xlab = "Adult Total Literacy as % of Population")
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# recreating plot, limiting money range to 100/100K min/max  
plot(wide\_narm$literacy\_at, wide\_narm$gdppc\_constant, ylab = "GDP Per Capita (2015 USD)", xlab = "Adult Total Literacy as % of Population", ylim = c(100,100000))

![](data:image/png;base64,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) Although somewhat improved, the outliers are still a problem.

# recreating plot, limiting money range to 100/75K min/max  
plot(wide\_narm$literacy\_at, wide\_narm$gdppc\_constant, ylab = "GDP Per Capita (2015 USD)", xlab = "Adult Total Literacy as % of Population", ylim = c(100,7500), main = "Y lim set to max $7,500")
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par(mfrow = c(1,2))  
boxplot(wide\_narm$gnipc\_constant, ylim = c(0,120000), xlab = "GNI per capita")  
boxplot(wide\_narm$gdppc\_constant, ylim = c(0,120000), xlab = "GDP per capita")
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### standardizing data

Standardizing the data highlights just how far from the norm the outliers are.

z\_wide <- as.data.frame(scale(wide\_narm[,!c("country","year")]))  
  
z\_wide <- cbind(wide\_narm$country,wide\_narm$year,z\_wide)  
  
colnames(z\_wide)[1] <- "country"  
colnames(z\_wide)[2] <- "year"

plot(z\_wide$literacy\_at, z\_wide$gdppc\_constant, ylab = "GDP Per Capita (2015 USD)", xlab = "Adult Total Literacy as % of Population", main = "GDP per capita (standardized)", ylim = c(-1,3))
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par(mfrow = c(1,2))  
boxplot(z\_wide$gnipc\_constant, main = "GNI per capita (standardized)")  
boxplot(z\_wide$gdppc\_constant, main = "GDP per capita (standardized)")
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### regression

prelim\_df <- subset(z\_wide, select = -c(gdp\_constant, gdp\_growth, gdppc\_growth, gni\_growth,gni\_constant, country))  
  
prelim\_df1 <- subset(prelim\_df, select = -c(gdppc\_constant, year))  
  
prelim\_df2 <- subset(prelim\_df, select = -gnipc\_constant)  
  
lm\_prelim1 <- lm(gnipc\_constant ~., data = prelim\_df1)  
  
lm\_prelim2 <- lm(gdppc\_constant ~., data = prelim\_df2)  
  
summary(lm\_prelim1)

##   
## Call:  
## lm(formula = gnipc\_constant ~ ., data = prelim\_df1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.5802 -0.1348 -0.0190 0.0948 0.8497   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.211 0.393 0.54 0.5955   
## literacy\_af -9.841 7.489 -1.31 0.1985   
## literacy\_am -7.358 4.987 -1.48 0.1502   
## literacy\_at 17.172 12.273 1.40 0.1717   
## literacy\_ygpi 1.049 0.872 1.20 0.2379   
## literacy\_yf 12.630 9.299 1.36 0.1842   
## literacy\_ym 11.524 7.563 1.52 0.1377   
## literacy\_yt -24.553 16.614 -1.48 0.1495   
## edat\_ba\_f 9.390 13.472 0.70 0.4910   
## edat\_ba\_m 6.074 10.633 0.57 0.5719   
## edat\_ba\_t -15.077 23.619 -0.64 0.5279   
## edat\_ls\_f -17.155 20.984 -0.82 0.4198   
## edat\_ls\_m -13.512 18.518 -0.73 0.4711   
## edat\_ls\_t 30.343 39.455 0.77 0.4477   
## edat\_ps\_f -26.791 8.065 -3.32 0.0023 \*\*  
## edat\_ps\_m -18.482 6.722 -2.75 0.0099 \*\*  
## edat\_ps\_t 44.303 14.602 3.03 0.0048 \*\*  
## edat\_prim\_f 5.187 8.425 0.62 0.5426   
## edat\_prim\_m 3.853 7.200 0.54 0.5964   
## edat\_prim\_t -8.849 15.578 -0.57 0.5741   
## edat\_tert\_f -3.733 11.493 -0.32 0.7475   
## edat\_tert\_m -1.692 9.352 -0.18 0.8576   
## edat\_tert\_t 5.299 20.233 0.26 0.7951   
## edat\_us\_f 49.563 25.171 1.97 0.0579 .   
## edat\_us\_m 40.668 23.353 1.74 0.0915 .   
## edat\_us\_t -89.519 48.297 -1.85 0.0734 .   
## edat\_ma\_f 14.300 13.539 1.06 0.2991   
## edat\_ma\_m 10.908 11.539 0.95 0.3518   
## edat\_ma\_t -24.958 24.776 -1.01 0.3216   
## edat\_doc\_f -0.976 4.625 -0.21 0.8342   
## edat\_doc\_m -1.755 6.348 -0.28 0.7841   
## edat\_doc\_t 3.434 10.865 0.32 0.7541   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.315 on 31 degrees of freedom  
## (5395 observations deleted due to missingness)  
## Multiple R-squared: 0.848, Adjusted R-squared: 0.697   
## F-statistic: 5.59 on 31 and 31 DF, p-value: 0.00000336

#summary(lm\_prelim2)

### residuals plots and BP test

par(mfrow = c(2,2))  
  
plot(lm\_prelim1)
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#plot(lm\_prelim2) #results similar to lm\_prelim1

The residuals/fitted plot shows large deviation from linearity to the right. The QQ plot shows light tails, indicating more data at the extremes compared to a normal QQ plot. The residuals vs leverage confirms the presence of significant outliers. The scale location plot is neither horizontal nor evenly spread, indicating heteroskedasticity, however, this wasn’t conclusively confirmed by the BP tests below.

bptest(lm\_prelim1, data = prelim\_df1)

##   
## studentized Breusch-Pagan test  
##   
## data: lm\_prelim1  
## BP = 42, df = 31, p-value = 0.09

bptest(lm\_prelim2, data = prelim\_df2)

##   
## studentized Breusch-Pagan test  
##   
## data: lm\_prelim2  
## BP = 45, df = 32, p-value = 0.07

### multicollinearity checks

Given the nature of the data some of the variables are guaranteed to suffer from some multicollinearity, for example gdp\_growth and gni\_growth or literacy and primary education attainment. The correlation heat-map below explores this.

# creating correlation matrix  
  
multi <- subset(wide\_narm, select = -c(country, year))  
  
multi <- drop\_na(multi)  
  
corr\_mat <- round(cor(multi),2)  
  
# sorting matrix for easier interpretation  
dist <- as.dist((1-corr\_mat)/2)  
  
# clustering the dist matrix  
hclust <- hclust(dist)  
corr\_mat <- corr\_mat[hclust$order, hclust$order]  
  
# reduce the size of correlation matrix  
melted\_corr\_mat <- reshape2::melt(corr\_mat)  
  
#fwrite(melted\_corr\_mat, "melted\_corr\_mat.csv")  
  
#plotting the correlation heat-map  
ggplot(data = melted\_corr\_mat, aes(x = Var1, y = Var2, fill = value)) +  
 geom\_tile() + labs(title = "Correlation Heatmap")+  
 theme(axis.text.x = element\_text(angle = 90, vjust = 0.5, hjust=1))
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**Correlation Analysis**

the heat-map highlights areas of correlation. This is explored further with the correlation test below.

cor\_test <- cor.test(wide\_narm$gni\_constant, wide\_narm$gdp\_constant, use = "complete.obs", method = "pearson")  
print(cor\_test)

##   
## Pearson's product-moment correlation  
##   
## data: wide\_narm$gni\_constant and wide\_narm$gdp\_constant  
## t = 5463, df = 5456, p-value <0.0000000000000002  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.9999 0.9999  
## sample estimates:  
## cor   
## 0.9999

**Summary and Explanation of Results**

Cor: The correlation coefficient tells us the strength and direction of the linear relationship between the two variables. our correlation coefficient, 0.9999, indicates a near perfect correlation between GNI and GPD.

P-value: The p-value tests the likelihood the null hypothesis is true (that there is no correlation).Our p-value is way below 0.05, firmly disproving the null hypothesis, which means it’s extremely likely that the variables are in fact correlated.

t: This is the t-value, which is used to calculate the p-value that’s described above.

df: This is the number of data points used in the cor.test.

95% confidence interval: This means that if we were to run this test 20 times in 19 of them the right answer would fall in the range we’ve constructed.

In summary, our analysis indicates that there is a very strong positive correlation between GNI and GDP. This is just one example of the significant multicollinearity that we expected and which is confirmed by the cor.test and the heat-map. High correlation between predictor variables means they’re not truly independent and that without adjustments we are unable to say what portion of the data is explained by one variable vs a correlated one.

# Refined Analysis

### repeating LM test with single year

By using a single year (and ad-ho variable selection) we can explore the data with less multicollinearity and less impact by any time based trend.

prelim\_df <- subset(z\_wide, select = -c(gdp\_constant, gdp\_growth, gdppc\_growth, gni\_growth,gni\_constant, country))  
  
prelim\_df1 <- subset(prelim\_df, subset = year == 2015, select = -gdppc\_constant)  
prelim\_df2 <- subset(prelim\_df, subset = year == 2015, select = -gnipc\_constant)  
  
prelim\_df1 <- subset(prelim\_df1, select = -year)  
prelim\_df2 <- subset(prelim\_df2, select = -year)  
  
nas <- data.frame(sapply(prelim\_df1, function(x) sum(is.na(x))))  
  
  
prelim\_df1 <- data.frame(prelim\_df1)  
  
lm\_prelim1 <- lm(gdppc\_constant ~ edat\_us\_t, data = prelim\_df2)  
lm\_prelim2 <- lm(gnipc\_constant ~ edat\_us\_t + edat\_us\_f + edat\_us\_m + edat\_tert\_t, data = prelim\_df1)  
  
summary(lm\_prelim1)

##   
## Call:  
## lm(formula = gdppc\_constant ~ edat\_us\_t, data = prelim\_df2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -2.114 -0.939 -0.138 0.701 4.636   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.490 0.162 3.03 0.00358 \*\*   
## edat\_us\_t 0.692 0.167 4.14 0.00011 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.24 on 62 degrees of freedom  
## (136 observations deleted due to missingness)  
## Multiple R-squared: 0.216, Adjusted R-squared: 0.204   
## F-statistic: 17.1 on 1 and 62 DF, p-value: 0.000108

summary(lm\_prelim2)

##   
## Call:  
## lm(formula = gnipc\_constant ~ edat\_us\_t + edat\_us\_f + edat\_us\_m +   
## edat\_tert\_t, data = prelim\_df1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.082 -0.485 -0.182 0.635 3.086   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.563 0.190 2.97 0.0044 \*\*  
## edat\_us\_t -17.166 16.223 -1.06 0.2947   
## edat\_us\_f 8.976 8.291 1.08 0.2838   
## edat\_us\_m 8.441 8.066 1.05 0.3000   
## edat\_tert\_t 0.629 0.248 2.54 0.0141 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.12 on 54 degrees of freedom  
## (141 observations deleted due to missingness)  
## Multiple R-squared: 0.338, Adjusted R-squared: 0.289   
## F-statistic: 6.89 on 4 and 54 DF, p-value: 0.000148

The single year tests suffer from high levels of sparsity. When only the least sparse variables are selected, some statistically significant effects can be seen (% tertiary educational attainment has a positive relationship with GNI per capita)

## time based analysis

### GNI\_pc by year wtih fitted line

plot(wide\_narm$year, wide\_narm$gnipc\_constant, main="GNI per capita by Year", xlab="Year", ylab="GNI PC in constant USD")  
fit <- lm(gnipc\_constant ~ year, data = wide\_narm)  
abline(fit, col = "red")
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### mean GNI and GDP by year

by\_year <- wide\_narm %>%  
 group\_by(year) %>%  
 summarise(avg = mean(gni\_constant/1000000))  
  
by\_year2 <- z\_wide %>%  
 group\_by(year) %>%  
 summarise(avg = mean(gdp\_constant))  
  
par(mfrow = c(1,2))  
  
plot(by\_year, ylab = "Constant 2015 USD (in millions)", main = "Avg. GNI")  
plot(by\_year2, ylab = "standardized USD", main = "Avg. GDP")
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It should be noted that pure totals also can’t be used because of the growth in the number of reporting countries in the world bank data set as seen below.

count\_byyear <- wide\_narm %>%   
 group\_by(year) %>%  
 summarise(across(everything(), ~ sum(!is.na(.))))  
  
plot(count\_byyear$year,count\_byyear$gni\_constant, ylab = "Reporting Countries", main = "count by year", xlab = "year")

![](data:image/png;base64,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)

### mean GNI and GDP per capita by year

Although total GNI or GDP growth is distorted by the growth in population and reporting countries, per capita means aren’t affected. Per

by\_year <- wide\_narm %>%  
 group\_by(year) %>%  
 summarise(avg = mean(gnipc\_constant))  
  
by\_year2 <- z\_wide %>%  
 group\_by(year) %>%  
 summarise(avg = mean(gdppc\_constant))  
  
par(mfrow = c(1,2))  
  
plot(by\_year, ylab = "Constant 2015 USD", main = "Avg. GNI per capita")  
plot(by\_year2, ylab = "standardized USD", main = "Avg. GDP per capita")
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When grouped and averaged by year, the data shows a clear upwards trend over time even when accounting for population growth with GDP or GNI per capita.

fwrite(wide\_narm, "wide\_narm.csv")

# RShiny

A shiny app for the project was created using the code below and can be found [here](https://nickmcculloch.shinyapps.io/world_bank_project/).

### map data for shiny

The instructions at [Sharp Sight](https://www.sharpsightlabs.com/blog/map-talent-competitiveness/) were helpful in producing the map plot and data.

# Creating objects with country/map data  
world\_map <- map\_data('world')  
  
wb\_countries <- data.frame(country = unique(wide\_narm$country))  
  
# Checking disparities between world bank country names and world\_map names.  
anti\_join(wb\_countries, world\_map, by = c('country' = 'region'))

## country  
## 1 Antigua and Barbuda  
## 2 Bahamas, The  
## 3 Brunei Darussalam  
## 4 Cabo Verde  
## 5 Congo, Dem. Rep.  
## 6 Congo, Rep.  
## 7 Cote d'Ivoire  
## 8 Czechia  
## 9 Egypt, Arab Rep.  
## 10 Eswatini  
## 11 Gambia, The  
## 12 Hong Kong SAR, China  
## 13 Iran, Islamic Rep.  
## 14 Korea, Rep.  
## 15 Kyrgyz Republic  
## 16 Lao PDR  
## 17 Macao SAR, China  
## 18 Micronesia, Fed. Sts.  
## 19 Russian Federation  
## 20 Sint Maarten (Dutch part)  
## 21 Slovak Republic  
## 22 St. Kitts and Nevis  
## 23 St. Lucia  
## 24 St. Vincent and the Grenadines  
## 25 Syrian Arab Republic  
## 26 Trinidad and Tobago  
## 27 Turkiye  
## 28 Tuvalu  
## 29 United Kingdom  
## 30 United States  
## 31 West Bank and Gaza  
## 32 Yemen, Rep.

# printing list of country names in wold\_map  
world\_map %>%  
 group\_by(region) %>%  
 summarise() %>%  
 print(n = Inf)

## # A tibble: 252 × 1  
## region   
## <chr>   
## 1 Afghanistan   
## 2 Albania   
## 3 Algeria   
## 4 American Samoa   
## 5 Andorra   
## 6 Angola   
## 7 Anguilla   
## 8 Antarctica   
## 9 Antigua   
## 10 Argentina   
## 11 Armenia   
## 12 Aruba   
## 13 Ascension Island   
## 14 Australia   
## 15 Austria   
## 16 Azerbaijan   
## 17 Azores   
## 18 Bahamas   
## 19 Bahrain   
## 20 Bangladesh   
## 21 Barbados   
## 22 Barbuda   
## 23 Belarus   
## 24 Belgium   
## 25 Belize   
## 26 Benin   
## 27 Bermuda   
## 28 Bhutan   
## 29 Bolivia   
## 30 Bonaire   
## 31 Bosnia and Herzegovina   
## 32 Botswana   
## 33 Brazil   
## 34 Brunei   
## 35 Bulgaria   
## 36 Burkina Faso   
## 37 Burundi   
## 38 Cambodia   
## 39 Cameroon   
## 40 Canada   
## 41 Canary Islands   
## 42 Cape Verde   
## 43 Cayman Islands   
## 44 Central African Republic   
## 45 Chad   
## 46 Chagos Archipelago   
## 47 Chile   
## 48 China   
## 49 Christmas Island   
## 50 Cocos Islands   
## 51 Colombia   
## 52 Comoros   
## 53 Cook Islands   
## 54 Costa Rica   
## 55 Croatia   
## 56 Cuba   
## 57 Curacao   
## 58 Cyprus   
## 59 Czech Republic   
## 60 Democratic Republic of the Congo   
## 61 Denmark   
## 62 Djibouti   
## 63 Dominica   
## 64 Dominican Republic   
## 65 Ecuador   
## 66 Egypt   
## 67 El Salvador   
## 68 Equatorial Guinea   
## 69 Eritrea   
## 70 Estonia   
## 71 Ethiopia   
## 72 Falkland Islands   
## 73 Faroe Islands   
## 74 Fiji   
## 75 Finland   
## 76 France   
## 77 French Guiana   
## 78 French Polynesia   
## 79 French Southern and Antarctic Lands  
## 80 Gabon   
## 81 Gambia   
## 82 Georgia   
## 83 Germany   
## 84 Ghana   
## 85 Greece   
## 86 Greenland   
## 87 Grenada   
## 88 Grenadines   
## 89 Guadeloupe   
## 90 Guam   
## 91 Guatemala   
## 92 Guernsey   
## 93 Guinea   
## 94 Guinea-Bissau   
## 95 Guyana   
## 96 Haiti   
## 97 Heard Island   
## 98 Honduras   
## 99 Hungary   
## 100 Iceland   
## 101 India   
## 102 Indonesia   
## 103 Iran   
## 104 Iraq   
## 105 Ireland   
## 106 Isle of Man   
## 107 Israel   
## 108 Italy   
## 109 Ivory Coast   
## 110 Jamaica   
## 111 Japan   
## 112 Jersey   
## 113 Jordan   
## 114 Kazakhstan   
## 115 Kenya   
## 116 Kiribati   
## 117 Kosovo   
## 118 Kuwait   
## 119 Kyrgyzstan   
## 120 Laos   
## 121 Latvia   
## 122 Lebanon   
## 123 Lesotho   
## 124 Liberia   
## 125 Libya   
## 126 Liechtenstein   
## 127 Lithuania   
## 128 Luxembourg   
## 129 Madagascar   
## 130 Madeira Islands   
## 131 Malawi   
## 132 Malaysia   
## 133 Maldives   
## 134 Mali   
## 135 Malta   
## 136 Marshall Islands   
## 137 Martinique   
## 138 Mauritania   
## 139 Mauritius   
## 140 Mayotte   
## 141 Mexico   
## 142 Micronesia   
## 143 Moldova   
## 144 Monaco   
## 145 Mongolia   
## 146 Montenegro   
## 147 Montserrat   
## 148 Morocco   
## 149 Mozambique   
## 150 Myanmar   
## 151 Namibia   
## 152 Nauru   
## 153 Nepal   
## 154 Netherlands   
## 155 Nevis   
## 156 New Caledonia   
## 157 New Zealand   
## 158 Nicaragua   
## 159 Niger   
## 160 Nigeria   
## 161 Niue   
## 162 Norfolk Island   
## 163 North Korea   
## 164 North Macedonia   
## 165 Northern Mariana Islands   
## 166 Norway   
## 167 Oman   
## 168 Pakistan   
## 169 Palau   
## 170 Palestine   
## 171 Panama   
## 172 Papua New Guinea   
## 173 Paraguay   
## 174 Peru   
## 175 Philippines   
## 176 Pitcairn Islands   
## 177 Poland   
## 178 Portugal   
## 179 Puerto Rico   
## 180 Qatar   
## 181 Republic of Congo   
## 182 Reunion   
## 183 Romania   
## 184 Russia   
## 185 Rwanda   
## 186 Saba   
## 187 Saint Barthelemy   
## 188 Saint Helena   
## 189 Saint Kitts   
## 190 Saint Lucia   
## 191 Saint Martin   
## 192 Saint Pierre and Miquelon   
## 193 Saint Vincent   
## 194 Samoa   
## 195 San Marino   
## 196 Sao Tome and Principe   
## 197 Saudi Arabia   
## 198 Senegal   
## 199 Serbia   
## 200 Seychelles   
## 201 Siachen Glacier   
## 202 Sierra Leone   
## 203 Singapore   
## 204 Sint Eustatius   
## 205 Sint Maarten   
## 206 Slovakia   
## 207 Slovenia   
## 208 Solomon Islands   
## 209 Somalia   
## 210 South Africa   
## 211 South Georgia   
## 212 South Korea   
## 213 South Sandwich Islands   
## 214 South Sudan   
## 215 Spain   
## 216 Sri Lanka   
## 217 Sudan   
## 218 Suriname   
## 219 Swaziland   
## 220 Sweden   
## 221 Switzerland   
## 222 Syria   
## 223 Taiwan   
## 224 Tajikistan   
## 225 Tanzania   
## 226 Thailand   
## 227 Timor-Leste   
## 228 Tobago   
## 229 Togo   
## 230 Tonga   
## 231 Trinidad   
## 232 Tunisia   
## 233 Turkey   
## 234 Turkmenistan   
## 235 Turks and Caicos Islands   
## 236 UK   
## 237 USA   
## 238 Uganda   
## 239 Ukraine   
## 240 United Arab Emirates   
## 241 Uruguay   
## 242 Uzbekistan   
## 243 Vanuatu   
## 244 Vatican   
## 245 Venezuela   
## 246 Vietnam   
## 247 Virgin Islands   
## 248 Wallis and Futuna   
## 249 Western Sahara   
## 250 Yemen   
## 251 Zambia   
## 252 Zimbabwe

# recoding names  
wide\_narm <- wide\_narm %>% mutate(country = recode(  
 country,  
 `Antigua and Barbuda` = 'Antigua',  
 `Bahamas, The` = 'Bahamas',  
 `Brunei Darussalam` = 'Brunei',  
 `Cabo Verde` = 'Cape Verde',  
 `Congo, Dem. Rep.` = 'Democratic Republic of the Congo',  
 `Congo, Rep.` = 'Republic of Congo',  
 `Cote d'Ivoire` = 'Ivory Coast',  
 `Czechia` = 'Czech Republic',  
 `Egypt, Arab Rep.` = 'Egypt',  
 `Eswatini` = 'Swaziland',  
 `Gambia, The` = 'Gambia',  
 `Iran, Islamic Rep.` = 'Iran',  
 `Korea, Rep.` = 'South Korea',  
 `Kyrgyz Republic` = 'Kyrgyzstan',  
 `Lao PDR` = 'Lao',  
 `Micronesia, Fed. Sts.` = 'Micronesia',  
 `Russian Federation` = 'Russia',  
 `Sint Maarten (Dutch part)` = 'Saint Martin',  
 `Slovak Republic` = 'Slovakia',  
 `St. Kitts and Nevis` = 'Saint Kitts',  
 `St. Lucia` = 'Saint Lucia',  
 `St. Vincent and the Grenadines` = 'Saint Vincent',  
 `Syrian Arab Republic` = 'Syria',  
 `Trinidad and Tobago` = 'Trinidad',  
 `Turkiye` = 'Turkey',  
 `United Kingdom` = 'UK',  
 `United States` = 'USA',  
 `West Bank and Gaza` = 'Palestine',  
 `Yemen, Rep.` = 'Yemen',  
)  
)  
  
# creating test plot  
  
world\_plot <- ggplot() +  
 geom\_polygon(data = world\_map, aes(x = long, y = lat, group = group), fill = "lightgray", color = "black") +  
 geom\_polygon(data = subset(world\_map, region == "USA"), aes(x = long, y = lat, group = group), fill = "blue", color = "black") +  
 coord\_equal() +  
 labs(title = "World Map")+xlab(NULL)+ylab(NULL)  
  
world\_plot

![](data:image/png;base64,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)

## full RShiny code

library(pacman)  
  
pacman::p\_load(shinythemes, readr, dplyr, tidyverse, data.table, knitr, lmtest, lubridate, ggplot2, gridExtra, shiny, sf, ggmap, maps, cowplot)  
  
library(mapdata)  
  
wide\_narm <- fread("wide\_narm.csv")  
  
if(!is.data.table(wide\_narm)){wide\_narm <- data.table(wide\_narm)}  
  
wide\_narm$country <- as.factor(wide\_narm$country)  
  
df <- subset(wide\_narm, select = -country)  
  
world\_map <- map\_data("world")  
  
prelim\_df1 <- fread("prelim\_df1.csv")  
  
lm\_prelim1 <- lm(prelim\_df1$gnipc\_constant ~., data = prelim\_df1)  
  
melted\_corr\_mat <- fread("melted\_corr\_mat.csv")  
  
# Group data by decade  
df\_decade <- df %>%  
 mutate(decade = 10 \* floor(year / 10))  
  
resNum <- c(1,2,3,4,5,6)  
resName <- c("Residuals vs Fitted",  
 "Normal Q-Q",  
 "Scale-Location",  
 "Cook's Distance",  
 "Residuals vs Leverage",  
 "Correlation Heatmap")  
residual\_list <- setNames(as.list(resNum), resName)  
  
ui <- fluidPage(theme = shinythemes::shinytheme("superhero"),  
 titlePanel("World Bank Project"),   
 fluidRow(  
 mainPanel(h4("Group: Nick McCulloch, Cody Meagher, Stefano Mesetti"  
 ))  
 ),  
   
 hr(),  
   
   
 fluidRow(  
 mainPanel(  
 h4("Introduction"),),  
 mainPanel("This project examined education and economic data from  
 the World Bank's Development Indicator's Database.   
 The Database contains information by country, year, and topic,   
 covering everything from healthcare to criminal justice   
 and every year from 1960 to the present.")  
 ),  
   
 fluidRow(  
 mainPanel(  
 h4("Data Limitations"  
 )),  
 mainPanel("As can be seen the dataset was notably sparse."),  
 img(src="gif.gif", align = "left",height='450px',width='900px')  
 ),  
  
 hr(),  
   
 fluidRow(  
 sidebarLayout(  
 sidebarPanel(  
 selectInput("residual\_var",   
 label = "Select plot",  
 choices = c(resName),  
 selected = "Residuals vs Leverage"  
 )  
 ),  
   
 mainPanel(  
 plotOutput("residual\_plot")  
 ),  
 )  
 ),  
   
 hr(),  
   
 fluidRow(  
 mainPanel(  
 h4("Ed and Econ Plots"  
 )),  
 ),  
   
 fluidRow(  
 sidebarLayout(  
 sidebarPanel(  
 sliderInput(  
 "decade\_slider",  
 "Decade:",  
 min = 1960,  
 max = 2020,  
 value = 2010,  
 step = 10  
 ),  
   
 varSelectInput("scatter\_varX","select x variable",df, selected = "literacy\_at"),  
 varSelectInput("scatter\_varY","select y variable",df, selected = "gnipc\_constant"),  
 checkboxInput("smooth", "Add Regression Line", value = FALSE),  
 sliderInput(  
 "y\_lim\_slider",  
 "Max Income:",  
 min = 1000,  
 max = 200000,  
 value = 75000,  
 step = 1000  
 ),  
 ),  
 mainPanel(  
 plotOutput("scatter\_plot")  
 ))  
 ),  
   
 hr(),  
   
 fluidRow(  
 mainPanel(h4("GNI and GDP Over Time"))),  
 fluidRow(  
 mainPanel(  
 selectInput("country",   
 label = "Choose a country",  
 choices = unique(wide\_narm$country),  
 selected = "South Africa"  
 )  
 ),  
   
 mainPanel(  
 plotOutput("timePlot"),  
 plotOutput("countryplot"))  
 )  
)  
  
server <- function(input, output) {  
 output$residual\_plot <- renderPlot({  
 if(residual\_list[[input$residual\_var]] != 6) {  
 plot(lm\_prelim1, which = residual\_list[[input$residual\_var]])  
 } else {  
 ggplot(data = melted\_corr\_mat, aes(x = Var1, y = Var2, fill = value)) +  
 geom\_tile() + labs(title = "Correlation Heatmap")+  
 theme(axis.text.x = element\_text(angle = 90, vjust = 0.5, hjust=1))  
 }  
 })  
   
 filtered\_data <- reactive({  
 df\_decade[df\_decade$decade == input$decade\_slider,]  
 })  
   
 output$scatter\_plot <- renderPlot({  
 ggplot(filtered\_data(), aes(  
 x = !!input$scatter\_varX,   
 y = !!input$scatter\_varY)) +  
 geom\_point() +  
 ggtitle("Scatter Plot (Grouped by Decade)") +  
 xlim(0, 100) + ylim(0, input$y\_lim\_slider) +  
 theme\_minimal() +  
 if(input$smooth) {geom\_smooth()}  
 })  
   
 currentData <- reactive({input$country  
 })  
   
 output$timePlot <- renderPlot({  
 data <- wide\_narm[wide\_narm$country == input$country, ]  
   
 gdp <- ggplot(data, aes(x = year, y = gdppc\_constant)) +  
 geom\_line() +  
 ggtitle(paste("GDP per capita Over Time for", input$country)) +  
 ylab("GDP") + xlab("Year")  
   
 gni <- ggplot(data, aes(x = year, y = gnipc\_constant)) +  
 geom\_line() +  
 ggtitle(paste("GNI per capita Over Time for", input$country)) +  
 ylab("GNI") + xlab("Year")  
   
 world\_plot <- ggplot() +  
 geom\_polygon(data = world\_map, aes(x = long, y = lat, group = group),  
 fill = ifelse(world\_map$region == input$country, "red", "lightgray"),  
 color = "black") +  
 coord\_equal() +  
 labs(title = "World Map") + xlab(NULL) + ylab(NULL) +  
 theme\_light()  
   
 plot\_grid(gdp, gni, world\_plot, ncol = 1, rel\_heights = c(2, 2, 3.5))  
 }, height = 800)  
   
 }  
  
shinyApp(ui, server)