题目：

给定一个长度为n的整数序列，请找出最长的不包含重复的数的连续区间，输出它的长度。

输入格式:

第一行包含整数n。

第二行包含n个整数（均在0~100000范围内），表示整数序列。

输出格式:

共一行，包含一个整数，表示最长的不包含重复的数的连续区间的长度。数据范围:

1≤n≤1000001≤n≤100000

输入样例:：

5

1 2 2 3 5

输出样例：

3

思路：

暴力法：

当然可以用暴力法：对每个 i 和 j 都遍历一遍，对每个 i 和 j 都check一下中间的数据是否满足给定的条件。这样的时间复杂度是O(n^2)；数据稍微大点就会超时。

代码如下：

for (int i = 0; i < n; i++)

for (int j = 0; j <= i; j++)

if (check(v1,j, i) == 0)//检查 i 和 j 之间是否有重复的数字

res = max(res, i - j + 1);

//check函数

int check(vector<int>& v1, int l, int r)

{

for (int i = l+1; i <=r ; i++)

for (int j = l; j < i; j++)

if (v1[i] == v1[j])

return 1;

return 0;

}

双指针法一：

仔细考虑暴力法就会发现，暴力法在解题时有很多地方是重复计算了 ( i 指针在 j 指针的后面，i是遍历的整个数组的，j 是遍历 0 到 i 的)：

比如 j = 0，i = 5，此时发现 i，j 是满足题解条件的；那么后面的 j = 1到5，i = 5 就不用计算了，肯定是满足条件的。

所以引出了双指针法：还是上面的例子，双指针法就是说，既然发现 j = 0，i = 5满足题解条件，那就不用计算 j = 1到5，i = 5了，直接计算 j = 1，i = 6，如果不满足条件，那就计算 j = 2，i = 6，然后接着计算。

这样就是 i 和 j 指针都是从前移到后，也就是计算2n次。时间复杂度是O(2n)。

核心代码如下：（但是还会超时）。

for (int i = 0, j = 0; i < n; i++)

{

while (j <= i)

{

if (check(v1, j, i) == 0)

{

res = max(res, i - j + 1);

break;

}

else

j++;

}

}

//找得到重复的数返回1

int check(vector<int>& v1, int l, int r)

{

for (int i = l + 1; i <= r; i++)

for (int j = l; j < i; j++)

{

if (v1[i] == v1[j])

return 1;

}

return 0;

}

双指针法二（最终版）：

但是上面代码还是超时，为什么呢？因为check函数写的不好，循环太多，直接是暴力计算找重复数字的，显然不好。

所以引出一个新的check方法：对于寻找是否有重复数字，一般用hash，没人用暴力。所以用hash就可以计算。

但是这道题还有一种计算方法：

用一个辅助数组S保存原数组V1每个元素存在的次数，和hash类似。

比如说 V1 = {1,2, 2, 3, 5 }。那 S就是 {0,1,2,1,0,1 }。S[V1[i]]表示的是V1[i]的个数。

此处我们用S数组只保存 j 和 i 指针之间的数的个数。

算法思路： 如果j = 0，i = 5，此时检查S数组元素都是 <=1的。那下一步的情况就是 i 。i之后将S数组更新，只需要检查S[v1[i]]元素是不是比1大即可，因为随着 i 的递增，S数组中变化的只有S[v1[i]]元素。

如果检查S[v1[i]]元素发现该元素比 1 大。那说明 j 指针和 i 指针之间有某个元素出现了两次。所以 i 指针保持不动， j 指针往后移动( j 指针不可能往前移动的，上次j指针往后移动就是因为 j 和 i之间有重复元素，这一往前移动肯定有重复元素)。j 指针往后移动之前需要先更新S数组，即进行 S[v1[j]]– 操作。然后 j 指针再往后移动。移动之后只需要检查 i 指针对应的S[v1[i]]元素是否大于1即可。（因为 j 指针移动之后只有两种情况，1.重复元素刚好没了，则S[v1[i]]肯定==1；2.重复元素还在，那S[v1[i]]==2，需要 j 继续往后移动 )。等S[v1[i]]==1 时，说明 j 和 i 之间已经没有重复元素了，可以更新res值，然后 i++。

核心代码：

for (int i = 0,j = 0; i < n; i++)

{

S[v1[i]]++;

while ( S[v1[i]] > 1) --S[v1[j++]];

res = max(res, i - j + 1);

}

代码实现：

#include<iostream>

#include <vector>

#include <algorithm>

#define N 100010

using namespace std;

int main()

{

int n;

cin >> n;

vector<int> v1(n,0);

for (int i = 0; i < n; i++)

cin >> v1[i];

vector<int> S(N,0);

int res = 0;

for (int i = 0,j = 0; i < n; i++)

{

S[v1[i]]++;

while ( S[v1[i]] > 1) --S[v1[j++]];

res = max(res, i - j + 1);

}

cout << res;

return 0;

}
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#include <iostream>

#include <algorithm>

#include <vector>

using namespace std;

const int N = 100010;

int n;

int main()

{

cin >> n;

vector<int> v(n,0); //优化空间为On

for(int i = 0;i < n; i ++) cin >> v[i]; //输入

vector<int> tmp(N,0); //辅助数组,注意这里上限取为值的上限

int res = 0;

for(int i = 0,j = 0;i < n;i ++){

tmp[v[i]] ++ ; // 频率标记数组，标记当前序列出现的数字的出现次数

while(tmp[v[i]] > 1) --tmp[v[j++]]; // 如果频率超1，就要把重复元素前的全清掉--

res = max(res,i - j + 1);

}

cout << res;

return 0;

}