**![A gold text on a black background

Description automatically generated](data:image/gif;base64,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)CS 430 DL: Assignments**

**Programming Assignment 1**

**CS 356: Computer Security  
Version 1.0**

**Programming Assignment 1**

The purpose of this assignment is to familiarize the students with the concept of block ciphers and stream ciphers. Block ciphers work on blocks of *n* bits at a time. Stream ciphers work on streams *one bit at a time*. Your program will read in an input file and apply the algorithms described below. It will then generate an output file.

**Requirements**

1. This program should be written in C or C++.
2. Your submittal should include a Makefile.
3. Your program will take 5 arguments in the order defined below. Your program should ensure there are 5 arguments, and that each argument is error-checked appropriately.
   * The first argument is either a 'B' or a 'S'.
     + B means you will use your block cipher function
     + S means you will use your stream cipher function.
     + Your program should terminate if other than a 'B' or an 'S' is entered with an appropriate error message.
   * The second argument is the input file name.
     + Your program should terminate with an appropriate error message if the file does not exist.
   * The third argument is the output file name.
   * The fourth argument is the keyfile
     + The keyfile contains the symmetric key in ASCII format ("COMPUTER76543210"). The keysize for Block Encryption Mode would be 128 bits (16 bytes) and can be of any length for Stream Encryption Mode. Your program will read in the contents of the keyfile and use it to encrypt the plaintext provided in the input file. The keyfile will not contain a terminating "\n"(newline) character.
   * The fifth argument is the 'mode of operation' which can be either 'E' for encryption or 'D' for decryption.
     + Altough the same 'E' or 'D' module can be used for Stream Ciphers, the same does not apply for Block Ciphers as will be explained below in the 'Description of the algorithms' section. In the 'E' mode you would encrypt a plaintext using a key and produce a ciphertext. We can then evaluate your encrypted output against the output produced by our own program with the same key. Similarly, in the 'D' mode your program is expected to decrypt an already encrypted text, with the same symmetric key, and produce expected plaintext results.
4. Your program will read in the input file.
   * End of line characters are data just like any other character.
   * You may assume the file is in multiples of 8 bits.
5. Your file will write the output file based on the arguments.
   * Your file should be in 128-bit blocks in block mode.
     + This means you must pad blocks that are not 128 bits in length.
     + Each padding byte should be 0X81. Because the input file will be a multiple of 8 bits or 1 byte, padding (if required) can also be done in multiples of 8 bits or 1 byte. For the purpose of this project you will be using the byte value 0X81 in hex or 129 in decimal. Becasue, the input file is in ASCII and the padding value (0X81) falls outside the ASCII (0-127) range, it allows us distinguish padding bytes from plaintext bytes.

 Your file should be in 8-bit multiples in stream mode.

 Your file will be read in by a program that isn't yours to test.

 If the input file is empty, the output file should be empty.

**Description of the algorithms**

**Block cipher**

1. The **encryption** would be a three step process : pad (if required) -> encrypt (using XOR) -> swap
2. Your block size will be 128 bits. As mentioned earlier, if a block is found to be less than 128 bits, it should be padded with as many (0X81) bytes so as to make 128 bits or 16 bytes.
3. Your algorithm will XOR the 128 bit data block with the 128 bit key in a bitwise manner, i.e. each bit of the key starting from the left most bit will be XORed with each bit of a 128 bit data block, starting from the left hand side.
4. Your algorithm will then swap bytes of the XORed output using the following algorithm.
   * Let 'start' and 'end' be pointers which point to the start and end of the XORed output string.
   * For each byte of the key, starting from the left most byte or 0th byte, you calculate the following : (ASCII value of the byte or character)mod2. This would give you either 0 or 1.
   * If the value is 0 you do not swap anything and move to the next byte of the ciphertext by incrementing the 'start' pointer. Otherwise, you swap the byte pointed by the 'start' pointer with that pointed by the 'end' pointer. Then increment the 'start' pointer so that it points to the next higher byte and decrement the 'end' pointer so that it points to the next lower byte. If the keysize is exhausted, you restart from the first byte of the key. This process is carried on until the 'start' and the 'end' pointers collide. The swap process stops and produces the required encrypted output.
5. The **decryption** process is also of three steps but proceeds in the reverse order as the encryption process : swap -> decrypt (using XOR) -> remove padding (if required). The decrypted ouput should be written to the output file. Because the decryption process occurs in the reverse direction of the encryption process, you cannot use the same module to perform both, altough the underlying logic will be the same.

**Stream cipher**

1. You will XOR your input stream with the following data
   * The key is (in ASCII, again) "COMPUTER76543210".
   * Bit 0 from the input file will be XORed with Bit 0 from the key
   * Bit 1 from the input file will be XORed with Bit 1 from the key
   * ...
   * Bit n-1 from the input file will be XORed with Bit n-1 from the key
2. If you reach the end of the key, start over from the beginning.
3. Note on the number of the bits. Since this is a stream, bit 0 is the first bit to arrive, bit 1 is the second bit and so forth. That means the leftmost bit of the first byte is bit 0. Same with the key.
4. Encryption and decryption will be performed with the same module that you design for the Stream Cipher. In other words, you do not have have to design separate modules for encryption and decryption in the Stream Encryption Mode.

**What to turn in**

You should submit your makefile, your C or C++ programs, and a README to the assignment in Canvas. The README should contain everything the TA should know to execute your program. **Remember: It is your responsibility to test your on the state capital machines - that is where the TA will grade it.**

**Late Policy**

There will be a 10% deduction per day for programs turned in during the late period. No submissions will be accepted after the late period.
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