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1. **Program description**

An AC module is developed, so the user can register/ login and server accept their (typed) message. The module protects the channel by the SSL (through JSSE) and protects messages by the PKCS#7standard according to the RFC2315.

* 1. **How to run**

Run the SSLServerV2 and ClientUI. The program uses JDBC to connect to the database and to store/retrieve login information. Now through the client user interface, it is possible to register or login. After logging in, the client can send the typed message to the server and the server will display the received message along with the signer’s certificate info, if the signature is verified.

* + 1. **Run options**

Server side application can be run with the following options:

-port <port of server> -ts <truststore> -tspass <truststore password> -ks <keystore> -kspass <keystore password>

Client side application can be run with the following options:

-host <host of server> -port <port of server> -ks <keystore> -kspass <keystore password> -ts <truststore > -tspass <truststore password> –alias <alias to use>

If you ignore any of these options the application will use the default values.

* 1. **SSL channel protection**

JSSE makes it possible for applications to communicate securely via SSL. In order to allow transport security, a key-store and trust-store is created using keytool.

* + 1. **SSLServerV2**

The constructor of the SSLServerV2 obtains the SSLServerSocketFactory, by calling the getSSLServerSocketFactory(). getSSLServerSocketFactory() sets up various SSLSocketFactory, with different KeyStore and TrustStore settings. Without such a method, every connection in a JVM must use the same Key and Trust store. This method is necessary for large application, in which it may need to connect to several peers on behalf of various users. It also enabled us to get rid of long command line to run the application.

getSSLServerSocketFactory calls getKeyManagers(), which returns KeyManager[]. The getSSLServerSocketFactory then calls getTrustManagers(), which returns TrustManager[].

getKeyManagers() and getTrustManagers() overrides the Key and trust store dynamically. These methods facilitate to establish a TrustManagerFactory and a KeyManagerFactory and use these to initialize SSLContext. getSSLServerSocketFactory then uses the SSLContext to create an SSLServerSocketFactory. In the SSLContext "SSL" protocol is stated to allow JSSE to the maximum level it can support. When initializing SSLContext it gets KeyManager array, TrustManager array and the last one the source of randomness for this generator. The random number generator is a critical part of SSL, and the wrongly use of it could cause connections to be insecure. Therefore, it is set to be null to let JSSE to employ default random number generator.

Server runs on a different thread, so main() exits when the server is running. Now the run() method creates an SSLServerSocket, to accept the incoming connection and necessitates client authentication:

SSLServerSocket sss= (SSLServerSocket)serverSocketFactory.createServerSocket(port);

sss.setNeedClientAuth(true);

Now server starts new thread for each accepted incoming connection.

Each socket use HandshakeCompletedListener, to present the peer's name indicated in certificate. The socket's InputStream and OutputStream are wrapped in an InputHandler. It runs on different thread and displays coming messages to System.out.

while(true) {

String ids=String.valueOf(id++);

SSLSocket ss= (SSLSocket)sss.accept();

HandshakeCompletedListener x=new SimpleHandshakeListener(ids);

ss.addHandshakeCompletedListener(x);

InputStream ins=ss.getInputStream();

OutputStream outs = ss.getOutputStream();

InputHandler inputHandler = new InputHandler (ids, ins, outs);

}

* + 1. **SSLClient**

Similar to the getSSLServerSocketFactory() method in server side, getSSLSocketFactory() is used in client side. SSLSocketFactory is used to create JSSE secure socket. getSSLSocketFactory() allows to adapt the actions of JSSE. This method returns a SSLSocketFactory object, which is used to construct the client side SSLSocket. When the SSL connection established the client can send messages to the server.

However getSSLSocketFactory() is slightly different from its version in server side. It uses custom KeyManager to pick an alias. The client KeyStore may have a number of recognized certificates (in our case Alice and Bob). Therefore, JSSE will decide either certificate. In order to tell the application to choose specific certificate –alias command option should be used.

To obligate the picking of an exacting alias, X509KeyManager is implemented (public class AliasChoosingKeyManager implements X509KeyManager). The only method it overrides is chooseClientAlias(). It verifies validity of alias, and returns it if it is valid.

The X509KeyManager interface employs some methods during the SSL handshake to get the key and identify the peer, as follow:

* getClientAliases() returns an array of acceptable aliases for SSLSockets.
* getServerAliases() returns an array of acceptable aliases for SSLServerSockets.
* chooseClientAlias() provides a acceptable alias.
* chooseServerAlias() provides a acceptable alias
* getCertificateChain() gets the alias as an argument, and return an array of X509Certificate[].
* getPrivateKey() gets the alias as an argument and returns corresponding PrivateKey.

*AliasChoosingKeyManager*

JSSE calls chooseClientAlias. chooseClientAlias calls getClientAliases to determine a record of acceptable aliases so to ensure if the desired alias is valid. JSSE calls getPrivateKey and getCertificateChain to bind KeyManager. The chooseClientAlias() method of AliasChoosingKeyManager requires to call getClientAliases() several times, one time for each one of supported key type by the JSSE:

public String chooseClientAlias(String[] keyType, Principal[] issuers, Socket socket){

boolean found=false;

for (int i=0; i<keyType.length && !found; i++) {

String[]valid=baseKM.getClientAliases(keyType[i],issue);

if (valid!=null) {

for (int j=0; j<valid.length && !found; j++) {

if (valid [j].equals(alias)) found=true;

}

}

}

if (found) return alias;

else return null;

}

Now AliasChoosingKeyManager can be used in preference to the normal KeyManager. Unlike getSSLServerSocketFactory, getSSLSocketFactory binds the return result of getKeyManagers in an instance of AliasChoosingKeyManager:

protected SSLSocketFactory getSSLSocketFactory()

throws IOException, GeneralSecurityException

{

KeyManager[] kms=getKeyManagers();

TrustManager[] tms=getTrustManagers();

if (alias!=null) {

for (int i=0; i<kms.length; i++) {

if (kms[i] instanceof X509KeyManager)

kms[i]=new AliasChoosingKeyManager((X509KeyManager)kms[i], alias);

}

}

SSLContext context=SSLContext.getInstance("SSL");

context.init(kms, tms, null);

SSLSocketFactory ssf=context.getSocketFactory();

return ssf; }

* 1. **Message protection PKSC#7 standard**

Each message send from client to the server is signed (using IAIK library) and enveloped (using BouncyCastle library) sequentially using PKCS#7 standard. On the server side the message is decrypted and then the signature is checked to be verified.

Figure 1 represents the summary of the PKCS#7 standard which is used to sign and verify the data.

![http://mydevelopedworld.files.wordpress.com/2012/06/digital-signature.png](data:image/png;base64,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)

Figure 1.

* + 1. **Signing data (signData(String msg1))**

iaik.pkcs.pkcs7.SignedData class is used for implementation of the PKCS#7 digitally signed data. SignData object calculates message digest with a signer’s specific message-digest algorithm. Afterwards, the message digest is encrypted with the signer´s private key and – along with some signer information is added into a SignerInfo. Finally SignerInfo and the content form SignedData.

*The steps for SignedData creation and transmission:*

* Construct the SignedData object by the data that need to be signed and the transmission mode (*SignedData.IMPLICIT* ):

SignedData sd = new SignedData(msg1, SignedData.IMPLICIT);

* Set the signer’s certificates by setCertificates. The certificates are provided as array of X509Certificates:

sd.setCertificates((iaik.x509.X509Certificate[]) (X509Certificate[]) certChain);

* construct a SignerInfo object, and adding it to the SignedData:

IssuerAndSerialNumber iS = new IssuerAndSerialNumber(cert);

SignerInfo sI = new SignerInfo(iS, AlgorithmID.sha1, pkey);

sd.addSignerInfo(sI);

When adding a SignerInfo the digest calculation is carried out on the data with signer´s digest algorithm.

* DER encoding SignedData object and make it ready for transmission.

encoding = sd.getEncoded();

* + 1. **Enveloping data (encryptData(byte[] signedData))**

*The process of enveloping data:*

* A content-encryption key is generated at random.
* The key is encrypted with the recipient's public key.
* The encrypted key and recipient information are gathered into a RecipientInfo.
* The data is encrypted with the content-encryption key.
* The RecipientInfo and encrypted content is gathered into a CMSEnvelopedData object.
* Finally DER encoding CMSEnvelopedData object and make it ready for transmission.

CMSTypedData ctd = new CMSProcessableByteArray(signedData);

CMSEnvelopedDataGenerator edg = new CMSEnvelopedDataGenerator();

edg.addRecipientInfoGenerator(new JceKeyTransRecipientInfoGenerator(cert));

CMSEnvelopedData ed = edg.generate(ctd, new JceCMSContentEncryptorBuilder(CMSAlgorithm.DES\_EDE3\_CBC).setProvider("BC").build());

encoded=ed.getEncoded();

* + 1. **Parsing enveloped data (decryptData(byte[] encryptedData))**
* In order to open the envelope the encrypted content-encryption keys should be decrypted by using private key of the recipient
* Decrypt the encrypted message with the content-encryption key.

CMSEnvelopedDataParser edp = new CMSEnvelopedDataParser(encryptedData);

RecipientInformationStore ris = edp.getRecipientInfos();

Collection envCollection = ris.getRecipients();

Iterator it = envCollection.iterator();

RecipientInformation ris = (RecipientInformation) it.next();

byte[] decoded=ris.getContent(new JceKeyTransEnvelopedRecipient(privateKey).setProvider("BC"));

* + 1. **Verifying the signature (verify(byte [] asn))**

*Parsing SignedData content and signature verification:*

* The encoded content needs to be decoded to acquire an ASN1 Object:

ASN1Object asn\_obj = DerCoder.decode(asn);

* Since ASN1Object is an implicit SignedData object the SignedData(ASN1Object asn\_obj) is used:

SignedData sd = new SignedData(asn\_obj);

* Retrieve the SignerInfos and verifying the signature by calling the verify method:

SignerInfo[] signerInfos = sd.getSignerInfos();

for (int i=0; i < signerInfos.length; i++) {

try {

X509Certificate cert = sd.verify(i);

} catch (SignatureException ex) {

ex.printStackTrace();

}

}

* Finally, Retrieving the raw data:

byte[] buf=signedData.getContent();