**University of Dhaka**![](data:image/png;base64,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)![](data:image/png;base64,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)

**Department of Computer Science and Engineering**

CSE-3211, Operating System Lab

3rd Year, 2nd Semester

**Session:** 2018-19

**Assignment No.** 1

**Title of the Assignment:** Investor-Producer Synchronization Problem.

**Lab Group**: A

**Submitted by:**

1. Meheraj Hossain (Roll - 24)

2. Rahat Rizvi Rahman (Roll - 37)

3. Md. Fahim (Roll - 26)

**Date:** 29th October, 2019

**Submitted to:**

1. Dr. Mosaddek Hossain Kamal Tushar, Professor, Dept. of CSE, DU
2. Dr. Md Mamun-or-Rashid, Professor, Dept. of CSE, DU

# Problem definition:

In this problem, a customer requests the producer to supply some items to accomplish their every day’s need; by accepting the request, the producer loan money from the bank and use to produce the items. Bank finance the business and get the money back from the producer with a service charge. The producer decides the item price combining bank service charges and profit.

Customer pays before the consumption of the requested items. Then, they finish shopping and back home and sleep. On the other hand, bank and producer evaluate the business at the end of the day.

However, investor (bank) and producer discovered that the balance sheet

is inconsistent. There were found serious discrepancies due to the mismanagement of demand, supply and financial transactions.

# Proposed Solution:

As the customer and producer threads both use a shared resource to order and serve items at the same time, there may arise a concurrency issue.

To solve this problem first we identified the critical sections of the program and implement semaphores to solve the synchronization problem and to avoid deadlock.

# Theory:

**Critical region:**

* A critical region is a region of codes where shared resources are accessed.
* Also called critical sections.
* Uncontrolled access to critical region results in race condition. As a result, it creates concurrency problem.
* To solve this type of concurrency issue, we need to control access to the critical region by implementing the synchronization techniques.

**Mutual Exclusion:** No two processes can access the critical region simultaneously.

**Semaphore:**

To solve concurrency issue, this technique was first introduced by dijkstra in 1965. This technique has two primitives which are atomic.

* 1. P() : proberen, also known as down or wait
  2. V() : verhogen, also known as up or signal

These two primitives are more powerful than simple sleep and wakeup alone.

**Semaphore definition:**

typedef struct {

int count;

struct process \*L;

}semaphore;

Semaphore operations are defined as:

P(S):

S.count-- ;

If ( S.count < 0 ){

Add this process to S.L;

Sleep ;

}

V(S):

S.count++ ;

If ( S.count <= 0 ){

Remove a process P from S.L;

wakeup(P) ;

}

# The components of the system:

The system deploys a multi-threading mechanism in the OS161 kernel mode with numerous functionalities.

## Critical region:

1. req\_serv\_item(Linked-list): We inserted customer’s ordered items and also producer’s served items in this linked-list.
2. bank\_account[] (Array): All the transactions between producer and bank are done via this array.

## Customer thread :

1. Order\_item (): In this function, we allocated memory for each item one by one and inserted orders in “req\_serv\_item” linked list.
2. Consume\_item(): In this function, a customer consumes the orders he/she has placed at a time. So we deleted those consumed items from “req\_serv\_item” (linked-list) and also updated each customer’s spending amount.
3. end\_shopping(): We kept this function unchanged.

## Producer thread :

1. take\_order(): In this function, each producer takes one item at a time and changes each orders “order\_type” as “ORDER\_TAKEN” for production.
2. calculate\_loan\_amount(): In this function, each producer calculates the loan amount needed from bank which is equivalent to (item\_quantity \* ITEM\_PRICE).
3. loan\_request(): In this function, a producer chooses a bank depending on the bank’s remaining cash and takes loan from the bank i.e updates the “bank\_account” array.
4. produce\_item(): We kept this function unchanged.
5. serve\_order(): In this function, each producer calculates the item price for customer and also updates “order\_type” as “SERVICED” so that a customer can consume the order. This function also updates producer’s income.
6. loan\_reimburse(): In this function, each producer repays the loan it took from the bank to produce the item and updates “bank\_account” array.

## Resolving the synchronization problem using semaphores:

1. There are two critical sections in our program. One is “req\_serv\_item” (linked-list) and another one is “bank\_account” (array). So to maintain mutual exclusion we used “item\_mutex” semaphore and “bank\_mutex” semaphore.
   * “item\_mutex” semaphore controls the access to the “req\_serv\_item”(linked-list) so that no two producer or two customer can access the linked list at the same time.
   * “bank\_mutex” semaphore controls the access to the “bank\_account” (array) so that no two producer can access the bank at the same time.
2. There are another two semaphore used in this program. They are “order\_take\_full” and “serv\_con\_full”. All semaphores are initialized in “initialize()” function.
3. In “order\_item()” function, it waits until it gets the access to “req\_serv\_item” (linked-list) from “item\_mutex”. After getting the access it inserts ordered items one by one in the linked-list. After the insertion of each item, it signals the “take\_order” function via “order\_take\_full” semaphore. When all the orders are queued in the linked-list, this function releases the access to the linked list by giving a signal via “item\_mutex”.
4. In “take\_order()” function, at first it waits for the signal from “order\_take\_full” semaphore. After getting the signal it waits for the signal from “item\_mutex” to access the “req\_serv\_item” (linked list). When it gets the signal, it takes an order from the linked-list and update the “order\_type” as “ORDER\_TAKEN” and returns the item.

Here, it also maintains a static global variable “count\_order\_taken” which is incremented by one while an order is taken. “count\_order\_taken” is used to check whether “count\_order\_taken” is greater or equal to (NCUSTOMER \* N\_ITEM\_TYPE \* 10) and returns NULL if the condition is fulfilled.

1. In “calculate\_loan\_amount()” function, it returns the loan amount by calculating (item\_quantity \* ITEM\_PRICE).
2. In “loan\_request()” function, it waits for the access to the bank using “bank\_mutex”. After getting access it chooses the bank depending on the maximum remaining cash. Then it updates the bank details of the corresponding producer.
3. In “serve\_order()” function, it updates the “item\_price” and calculates the producer’s income. It also changes the item’s “order\_type” as “SERVICED”.  
   It also maintains a “count\_serve\_orders” array for each individual customer and signals “consume\_item()” function via serv\_con\_full semaphore for a particular customer if total served items for that customer is equal to “N\_ITEM\_TYPE”.
4. In “consume\_item()” function, it waits for the signal from “serv\_con\_full” semaphore. After getting both “serv\_con\_full” and “item\_mutex” signal it consumes all the served items which are served for that particular customer and removes them from the “req\_serv\_item”(Linked-list).
5. In “loan\_reimburse()” function, it waits for the access to the “bank\_array” from “bank\_mutex”. It repays the loan amount taken by the particular producer to the bank.
6. In finish() function, it destroys all the declared semaphores.