Your reservation was successfully created!

Your reference number is 538c8d056ee08

Pasted from <<https://libservices.utdallas.edu/room/Web/reservation.php?rid=2&sid=1&rd=2014-06-03&sd=2014-06-03%2010:00:00&ed=2014-06-03%2010:30:00>>

* + Meisam Hejazi Nia
  + Resources to be reserved  
    [Austin Room 3.232 \_\_\_ (Must have 6 person min present at checkout)](https://libservices.utdallas.edu/room/Web/reservation.php?rid=2&sid=1&rd=2014-06-03&sd=2014-06-03%2010:00:00&ed=2014-06-03%2010:30:00)   
    [(More Resources)](https://libservices.utdallas.edu/room/Web/reservation.php?rid=2&sid=1&rd=2014-06-03&sd=2014-06-03%2010:00:00&ed=2014-06-03%2010:30:00)
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* + Meisam Hejazi Nia
  + Resources to be reserved  
    [Austin Room 3.232 \_\_\_ (Must have 6 person min present at checkout)](https://libservices.utdallas.edu/room/Web/reservation.php?rid=2&sid=1&rd=2014-06-03&sd=2014-06-03%2010:00:00&ed=2014-06-03%2010:30:00)   
    [(More Resources)](https://libservices.utdallas.edu/room/Web/reservation.php?rid=2&sid=1&rd=2014-06-03&sd=2014-06-03%2010:00:00&ed=2014-06-03%2010:30:00)

Pasted from <<https://libservices.utdallas.edu/room/Web/reservation.php?rid=2&sid=1&rd=2014-06-03&sd=2014-06-03%2010:00:00&ed=2014-06-03%2010:30:00>>

**MS ACCESS: ABS FUNCTION**

Learn how to use the Access **Abs function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **Abs function** returns the absolute value of a number.

**SYNTAX**

The syntax for the Microsoft Access **Abs function** is:

Abs ( number )

**PARAMETERS OR ARGUMENTS**

*number* is a numeric value.

**APPLIES TO**

The **Abs function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE**

|  |  |
| --- | --- |
| **Abs (-210.67)** | would return 210.67 |
| **Abs (-2.9)** | would return 2.9 |
| **Abs (-3)** | would return 3 |

**EXAMPLE (IN VBA CODE)**

The **Abs function** can be used in VBA code in Microsoft Access. For example:

Dim LNumber As Double

LNumber = Abs (-210.6)

In this example, the variable called LNumber would now contain the value of 210.6.

**EXAMPLE (IN SQL/QUERIES)**

You can also use the **Abs function** in a query in Microsoft Access.

![Microsoft Access](data:image/png;base64,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)

Pasted from <<http://www.techonthenet.com/access/functions/numeric/abs.php>>

**MS ACCESS: AND FUNCTION**

Learn how to use the Access **And function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **And function** returns TRUE if all conditions are TRUE. It returns FALSE if any of the conditions are FALSE.

**SYNTAX**

The syntax for the Microsoft Access **And function** is:

condition1 And condition2 [... And condition\_n] )

**PARAMETERS OR ARGUMENTS**

*condition1, condition2, ... condition\_n* are expressions that you want to test that can either be TRUE or FALSE.

**APPLIES TO**

The **And function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **And function** with this syntax can only be used in VBA code in Microsoft Access.

Let's look at an example that combines the **AND function** with the [**IF Statement**](http://www.techonthenet.com/access/functions/advanced/if_then.php) in VBA:

If LWebsite = "TechOnTheNet.com" And LCount > 250 Then  
 LResult = "High"  
Else  
 LResult = "Low"  
End If

This would set the LResult variable to the string value "High" if both LWebsite was "TechOnTheNet.com" and LCount > 250. Otherwise, it would set the LResult variable to the string value "Low".

You can use the **AND function** with the [**OR function**](http://www.techonthenet.com/access/functions/advanced/or.php) in VBA, for example:

If (LWebsite = "TechOnTheNet.com" Or LWebsite = "CheckYourMath.com") And LCount >=1000 Then  
 LTotal = 5  
Else  
 LTotal = 25  
End If

This would set the LTotal variable to the value 5 if LWebsite was either "TechOnTheNet.com" or "CheckYourMath.com" and LCount >=1000. Otherwise, it would set the LTotal variable to the value 25.

Pasted from <<http://www.techonthenet.com/access/functions/advanced/and.php>>

**EXAMPLE (IN SQL/QUERIES)**

You can also use the **Asc function** in a query in Microsoft Access.
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[**View a listing of the ascii values**](http://www.techonthenet.com/ascii/chart.php).

![C:\Users\MeisamHe\AppData\Local\Temp\msohtmlclip1\02\clip_image003.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAPCAYAAAAGRPQsAAAAAXNSR0IArs4c6QAAAAZiS0dEAP8A/wD/oL2nkwAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9sIBRImAoHxaKkAAAGBSURBVDjLY/z///9mBioBFnQBsU3n3b/++ceqL8D1tlxD8pa/lMBbYg1jQhf4+ucfKwMDA8PFD9+Eo07ctbTad91y47MPwmQZxsDAwCDGzvptmYXycX0BrrcwQ90P3TS5/uk7F8mGSXKyfveXEnh7zEnzOMzQI2++SJjsueYUcuyOPi5DmQg5HWboVCP5M2LsrN+2v/goi8tQgoa5H7pp0n/rhWyCgsiL+956+1p0pC9yszD9hhmadPq+NtGG7bRTP1OoJvEYxi9Uk3h80EHjMIy/8vE7RaIN41531qfgwiM1BgYGhtc//7AWXHikZn/ghi0DAwMDNwvT71Ql0Vs40xk28On3X9aCC4/Ulj16q/j1zz9WmCHVmlL3RdlZfiMb5svAwIA3F8C8gssQvC678+UHX93Vp4pK3OzfuVmYfn/984/VU4L/8XRjhWvYDIEBxv///8PYm2FhBBPQF+B6e8xJ8zg52ckX5hUGBgYGTwn+x3NNFC6SktGRXYYMyCpJAE84qZ+6CAUIAAAAAElFTkSuQmCC)

Pasted from <<http://www.techonthenet.com/access/functions/string/asc.php>>

**MS ACCESS: ATN FUNCTION**

Learn how to use the Access **Atn function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **Atn function** returns the arctangent of a number.

**SYNTAX**

The syntax for the Microsoft Access **Atn function** is:

Atn ( number )

**PARAMETERS OR ARGUMENTS**

*number* is a numeric expression.

**APPLIES TO**

The **Atn function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE**

|  |  |
| --- | --- |
| **Atn (2)** | would return 1.10714871779409 |
| **Atn (2.51)** | would return 1.19166451926354 |
| **Atn (-3.25)** | would return -1.27229739520872 |

**EXAMPLE (IN VBA CODE)**

The **Atn function** can be used in VBA code in Microsoft Access. For example:

Dim LNumber As Double

LNumber = Atn (210)

In this example, the variable called LNumber would now contain the value of 1.56603445802574.

**EXAMPLE (IN SQL/QUERIES)**

You can also use the **Atn function** in a query in Microsoft Access.

![Microsoft Access](data:image/png;base64,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)

Pasted from <<http://www.techonthenet.com/access/functions/numeric/atn.php>>

**MS ACCESS: AVG FUNCTION**

Learn how to use the Access **Avg function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **Avg function** returns the average (arithmetic mean) of a set of numeric values in a select query.

**SYNTAX**

The syntax for the Microsoft Access **Avg function** is:

Avg ( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is a numeric value. It can be a field or a formula that evaluates to a numeric expression.

**APPLIES TO**

The **Avg function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN SQL/QUERIES)**

You can use the **Avg function** in a query by clicking on the Totals button in the toolbar (This is the button with the summation symbol). The **Avg function** is used in conjunction with the **Group By**clause.

This query would return the average UnitPrice by ProductName.

Pasted from <<http://www.techonthenet.com/access/functions/numeric/avg.php>>

**MS ACCESS: CASE STATEMENT**

Learn how to use the Access **Case statement** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **Case statement** can only be used in VBA code. It has the functionality of an [**IF-THEN-ELSE statement**](http://www.techonthenet.com/access/functions/advanced/if_then.php).

**SYNTAX**

The syntax for the Microsoft Access **Case statement** is:

Select Case *test\_expression*

Case condition\_1  
 result\_1  
 Case condition\_2  
 result\_2  
 ...  
 Case condition\_n  
 result\_n

Case Else  
 result\_else

End Select

**PARAMETERS OR ARGUMENTS**

*test\_expression* is a string or numeric value. It is the value that you are comparing to the list of conditions. (ie: condition\_1, condition\_2, ... condition\_n)

*condition\_1* to *condition\_n* are evaluated in the order listed. Once a *condition* is found to be true, the **Case statement** will execute the corresponding code and not evaluate the conditions any further.

*result\_1* to *result\_n* is the code that is executed once a *condition* is found to be true.

**NOTE**

If no *condition* is met, then the *Else* portion of the **Case statement** will be executed. It is important to note that the *Else* portion is optional.

**APPLIES TO**

The **Case function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **Case statement** can only be used in VBA code in Microsoft Access.

Let's look at a simple example:

Select Case [Region]  
 Case "N"  
 [RegionName] = "North"  
 Case "S"  
 [RegionName] = "South"  
 Case "E"  
 [RegionName] = "East"  
 Case "W"  
 [RegionName] = "West"  
End Select

You can also use the **To keyword** to specify a range of values. For example:

Select Case LNumber  
 Case 1 To 10  
 [RegionName] = "North"  
 Case 11 To 20  
 [RegionName] = "South"  
 Case 21 To 30  
 [RegionName] = "East"  
 Case Else  
 [RegionName] = "West"  
End Select

You can also **comma delimit** values. For example:

Select Case LNumber  
 Case 1, 2  
 [RegionName] = "North"  
 Case 3, 4, 5  
 [RegionName] = "South"  
 Case 6  
 [RegionName] = "East"  
 Case 7, 11  
 [RegionName] = "West"  
End Select

And finally, you can also use the **Is keyword** to compare values. For example:

Select Case LNumber  
 Case Is < 100  
 [RegionName] = "North"  
 Case Is < 200  
 [RegionName] = "South"  
 Case Is < 300  
 [RegionName] = "East"  
 Case Else  
 [RegionName] = "West"  
End Select

Pasted from <<http://www.techonthenet.com/access/functions/advanced/case.php>>

**MS ACCESS: CBOOL FUNCTION**

Learn how to use the Access **CBool function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **CBool function** converts a value to a boolean.

**SYNTAX**

The syntax for the Microsoft Access **CBool function** is:

CBool( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is the value to convert to a boolean.

**APPLIES TO**

The **CBool function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **CBOOL function** can be used in VBA code in Microsoft Access. For example:

Dim LCompare as Boolean

LCompare = CBool(1=2)

In this example CBool(1=2) would return false. The variable LCompare would now contain the value false.

Pasted from <<http://www.techonthenet.com/access/functions/datatype/cbool.php>>

**MS ACCESS: CBYTE FUNCTION**

Learn how to use the Access **CByte function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **CByte function** converts a value to a byte (ie: number between 0 and 255).

**SYNTAX**

The syntax for the Microsoft Access **CByte function** is:

CByte( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is the value to convert to a byte.

**APPLIES TO**

The **CByte function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **CBYTE function** can be used in VBA code in Microsoft Access. For example:

Dim LCompare as Byte

LCompare = CByte(12)

In this example, the variable LCompare would now contain the byte value 12.

Pasted from <<http://www.techonthenet.com/access/functions/datatype/cbyte.php>>

**MS ACCESS: CCUR FUNCTION**

Learn how to use the Access **CCur function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **CCur function** converts a value to currency.

**SYNTAX**

The syntax for the Microsoft Access **CCur function** is:

CCur( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is the value to convert to currency.

**APPLIES TO**

The **CCur function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **CCur function** can be used in VBA code in Microsoft Access. For example:

Dim LValue As Double  
Dim LCurValue As Currency

LValue = 123.4567812  
LCurValue = CCur(LValue)

In this example, the CCur function would return the value 123.4568. The variable called LCurValue would now contain 123.4568.

Pasted from <<http://www.techonthenet.com/access/functions/datatype/ccur.php>>

**MS ACCESS: CDATE FUNCTION**

Learn how to use the Access **CDate function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **CDate function** converts a value to a date.

**SYNTAX**

The syntax for the Microsoft Access **CDate function** is:

CDate( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is the value to convert to a date.

**APPLIES TO**

The **CDate function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **CDate function** can be used in VBA code in Microsoft Access. For example:

Dim LstrDate As String  
Dim LDate As Date

LstrDate = "Apr 6, 2003"  
LDate = CDate(LstrDate)

The function called "CDate" will convert any value to a date as long as the expression is a valid date.

In this example, the variable LDate would now contain the value 4/6/2003.

Pasted from <<http://www.techonthenet.com/access/functions/datatype/cdate.php>>

**MS ACCESS: CDBL FUNCTION**

Learn how to use the Access **CDbl function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **CDbl function** converts a value to a double.

**SYNTAX**

The syntax for the Microsoft Access **CDbl function** is:

CDbl( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is the value to convert to a double.

**APPLIES TO**

The **CDbl function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **CDbl function** can be used in VBA code in Microsoft Access. For example:

Dim LDouble As Double

LDouble = CDbl(8.45 \* 0.005 \* 0.01)

The variable called LDouble would now contain the value of 0.0004225.

Pasted from <<http://www.techonthenet.com/access/functions/datatype/cdbl.php>>

**S ACCESS: CDEC FUNCTION**

Learn how to use the Access **CDec function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **CDec function** converts a value to a decimal number.

**SYNTAX**

The syntax for the Microsoft Access **CDec function** is:

CDec( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is the value to convert to a decimal number.

**APPLIES TO**

The **CDec function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **CDec function** can be used in VBA code in Microsoft Access. For example:

Dim LDecimal As Double

LDecimal = CDec(8.45 \* 0.005 \* 0.01)

The variable called LDecimal would now contain the value of 0.0004225.

Pasted from <<http://www.techonthenet.com/access/functions/datatype/cdec.php>>

**MS ACCESS: CHDIR STATEMENT**

Learn how to use the Access **ChDir function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **ChDir statement** allows you to change the current directory or folder.

**SYNTAX**

The syntax for the Microsoft Access **ChDir statement** is:

ChDir path

**PARAMETERS OR ARGUMENTS**

*path* is the path that you'd like to set the current directory to.

**NOTE**

The **ChDir statement** lets you change the current directory on the current drive. If you need to change drives, try using the [**ChDrive statement**](http://www.techonthenet.com/access/functions/file/chdrive.php) first.

**APPLIES TO**

The **ChDir statement** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE**

|  |  |
| --- | --- |
| **ChDir "C:\instructions"** | would set the current directory to C:\instructions |
| **ChDir "C:\Documents\Supplies"** | would set the current directory to C:\Documents\Supplies |

**EXAMPLE (IN VBA CODE)**

The **ChDir statement** can be used in VBA code in Microsoft Access. For example:

ChDir "C:\instructions"

In this example, the current directory would now be changed to C:\instructions.

Pasted from <<http://www.techonthenet.com/access/functions/file/chdir.php>>

**MS ACCESS: CHDRIVE STATEMENT**

Learn how to use the Access **ChDrive statement** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **ChDrive statement** allows you to change the current drive.

**SYNTAX**

The syntax for the Microsoft Access **ChDrive statement** is:

ChDrive drive

**PARAMETERS OR ARGUMENTS**

*drive* is the drive that you wish to change to.

**NOTE**

The **ChDrive** lets you change the drive. If you need to change the current directory as well, try using the [**ChDir statement**](http://www.techonthenet.com/access/functions/file/chdir.php).

**APPLIES TO**

The **ChDrive statement** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE**

|  |  |
| --- | --- |
| **ChDrive "S"** | would set the current drive to S |
| **ChDrive "C"** | would set the current drive to C |

**EXAMPLE (IN VBA CODE)**

The **ChDrive statement** can be used in VBA code in Microsoft Access. For example:

ChDrive "S"

ChDir "S:\Games"

In this example, the current drive is set to the S drive. Then the current directory is set to S:\Games.

Pasted from <<http://www.techonthenet.com/access/functions/file/chdrive.php>>

**MS ACCESS: CHOOSE FUNCTION**

Learn how to use the Access **Choose function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **Choose function** returns a value from a list of values based on a given position.

**SYNTAX**

The syntax for the Microsoft Access **Choose function** is:

Choose ( position, value1, value2, ... value\_n )

**PARAMETERS OR ARGUMENTS**

*position* is position number in the list of values to return.

*value1*, *value2*, ... *value\_n* is a list of values.

**NOTE**

If *position* is less than 1, the Choose function will return a null value.

If *position* is greater than the number of values, the Choose function will return a null value.

If *position* is a fraction (not an integer value), it will be rounded to the nearest whole number.

**APPLIES TO**

The **Choose function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE**

|  |  |
| --- | --- |
| **Choose(1, "Tech", "on", "the", "Net")** | would return "Tech" |
| **Choose(2, "Tech", "on", "the", "Net")** | would return "on" |
| **Choose(3, "Tech", "on", "the", "Net")** | would return "the" |
| **Choose(4, "Tech", "on", "the", "Net")** | would return "Net" |
| **Choose(5, "Tech", "on", "the", "Net")** | would return NULL |
| **Choose(3.75, "Tech", "on", "the", "Net")** | would return "the" |

**EXAMPLE (IN VBA CODE)**

The **Choose function** can be used in VBA code in Microsoft Access. For example:

Dim LValue As String

LValue = Choose(1, "Tech", "on", "the", "Net")

In this example, the variable called LValue would contain "Tech" as a value.

**EXAMPLE (IN SQL/QUERIES)**

You can also use the **Choose function** in a query in Microsoft Access.

![Microsoft Access](data:image/png;base64,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)

In this example, if the SupplierID field is 1, then the Choose function will return "IBM".

If the SupplierID field is 2, then the Choose function will return "HP".

If the SupplierID field is 3, then the Choose function will return "Nvidia".

Pasted from <<http://www.techonthenet.com/access/functions/advanced/choose.php>>

**MS ACCESS: CHR FUNCTION**

Learn how to use the Access **Chr function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **Chr function** returns the character based on the NUMBER code.

**SYNTAX**

The syntax for the Microsoft Access **Chr function** is:

Chr ( number\_code )

**PARAMETERS OR ARGUMENTS**

*number\_code* is the NUMBER used to retrieve the character.

**APPLIES TO**

The **Chr function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE**

|  |  |
| --- | --- |
| **Chr (87)** | would return "W" |
| **Chr (105)** | would return "i" |

**EXAMPLE (IN VBA CODE)**

The **Chr function** can be used in VBA code in Microsoft Access. For example:

Dim LResult As String

LResult = Chr (87)

In this example, the variable called LResult would now contain the value "W".

**EXAMPLE (IN SQL/QUERIES)**

You can also use the **Chr function** in a query in Microsoft Access.
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[**View a listing of the ascii values**](http://www.techonthenet.com/ascii/chart.php).

Pasted from <<http://www.techonthenet.com/access/functions/string/chr.php>>

**MS ACCESS: CINT FUNCTION**

Learn how to use the Access **CInt function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **CINT function** converts a value to an integer.

**SYNTAX**

The syntax for the Microsoft Access **CInt function** is:

CInt( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is the value to convert to an integer.

**APPLIES TO**

The **CInt function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

Dim LValue As Integer

LValue = CInt(8.45)

In this example, the variable called LValue would now contain the value of 8.

Be careful using CInt. If you were to use the following code:

Dim LValue As Integer

LValue = CInt(8.5)

The variable LValue would still contain the value of 8. Until the fraction is greater than .5, the CInt function will not round the number up.

**If the fraction is less than or equal to .5, the result will round down.**

**If the fraction is greater than .5, the result will round up.**

We've found it useful in the past to add 0.0001 to the value before applying the CInt function to simulate the regular rounding process.

For example, CInt(8.50001) will result in a value of 9.

Pasted from <<http://www.techonthenet.com/access/functions/datatype/cint.php>>

**MS ACCESS: CLNG FUNCTION**

Learn how to use the Access **CLng function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **CLng function** converts a value to a long integer.

**SYNTAX**

The syntax for the Microsoft Access **CLNG function** is:

CLng( expression )

**PARAMETERS OR ARGUMENTS**

*expression* is the value to convert to a long integer.

**APPLIES TO**

The **CLng function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN VBA CODE)**

The **CLng function** can be used in VBA code in Microsoft Access. For example:

Dim LValue As Long

LValue = CLng(35150.45)

In this example, the variable called LValue would now contain the value of 35150.

Be careful using CLng. If you were to use the following code:

Dim LValue As Long

LValue = CLng(35150.5)

The variable LValue would still contain the value of 35150. Until the fraction is greater than .5, the CLng function will not round the number up.

**If the fraction is less than or equal to .5, the result will round down.**

**If the fraction is greater than .5, the result will round up.**

We've found it useful in the past to add 0.0001 to the value before applying the CLng function to simulate the regular rounding process.

For example, CInt(35150.50001) will result in a value of 35151.

Pasted from <<http://www.techonthenet.com/access/functions/datatype/clng.php>>

**MS ACCESS: CONCATENATE STRINGS TOGETHER**

Learn how to use the Access **& operator** to conatentate strings together with syntax and examples.

**DESCRIPTION**

In Microsoft Access, you can concatenate multiple strings together into a single string.

**SYNTAX**

The syntax to concatenate strings using the **"&"** operator is:

string\_1 & string\_2 & string\_n

**PARAMETERS OR ARGUMENTS**

There are no parameters or arguments for the **& operator**.

**APPLIES TO**

The **Concatenation function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE**

|  |  |
| --- | --- |
| **"new" & "ark"** | would return "newark" |
| **"Tech on the" & " Net!"** | would return "Tech on the Net!" |
| **"This " & "is " & "a test"** | would return "This is a test" |

**EXAMPLE (IN VBA CODE)**

The "&" operator can be used to concatenate strings in VBA code. For example:

Dim LSQL as string

LSQL = "Select \* from Suppliers"  
LSQL = LSQL & " where Supplier\_ID = 2345"

**EXAMPLE (IN SQL/QUERIES)**

You can use the **"&"** operator in a query to concatenate multiple fields into a single field in your result set.

To do this, open your query in design mode. Enter your field names in the query window separated by the **"&"** symbol.
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Pasted from <<http://www.techonthenet.com/access/functions/string/concat.php>>

**MS ACCESS: COS FUNCTION**

Learn how to use the Access **Cos function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **Cos function** returns the cosine of an angle.

**SYNTAX**

The syntax for the Microsoft Access **Cos function** is:

Cos ( number )

**PARAMETERS OR ARGUMENTS**

*number* is a numeric expression.

**APPLIES TO**

The **Cos function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE**

|  |  |
| --- | --- |
| **Cos (2)** | would return -0.416146836547142 |
| **Cos (2.51)** | would return -0.807088180396146 |
| **Cos (-3.25)** | would return -0.994129676080546 |

**EXAMPLE (IN VBA CODE)**

The **Cos function** can be used in VBA code in Microsoft Access. For example:

Dim LNumber As Double

LNumber = **Cos** (210)

In this example, the variable called LNumber would now contain the value of -0.883877473182372.

**EXAMPLE (IN SQL/QUERIES)**

You can also use the **Cos function** in a query in Microsoft Access.
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Pasted from <<http://www.techonthenet.com/access/functions/numeric/cos.php>>

**MS ACCESS: COUNT FUNCTION**

Learn how to use the Access **Count function** with syntax and examples.

**DESCRIPTION**

The Microsoft Access **Count function** returns the number of records in a select query.

**SYNTAX**

The syntax for the Microsoft Access **Count function** is:

Count( expression )

**PARAMETERS OR ARGUMENTS**

*expression* can be a field or any string expression.

**APPLIES TO**

The **Count function** can be used in the following versions of Microsoft Access:

* + Access 2013, Access 2010, Access 2007, Access 2003, Access XP, Access 2000

**EXAMPLE (IN SQL/QUERIES)**

You can use the **Count function** in a query by clicking on the Totals button in the toolbar (This is the button with the summation symbol). The **Count function** is used in conjunction with the **Group By** clause.
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This query would return the number of records for each ProductName. You can actually substitute any field with the Count function and it will return the same count result. In this case, we've used the SupplierID field to determine the number of records for each ProductName.

Pasted from <<http://www.techonthenet.com/access/functions/numeric/count.php>>
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* 1. Functions

**MS ACCESS FUNCTION NAVIGATION**

* + [**Functions - Alphabetical**](http://www.techonthenet.com/access/functions/index_alpha.php)
  + [**Functions - Category**](http://www.techonthenet.com/access/functions/index.php)

**MS ACCESS: FUNCTIONS - ALPHABETICAL**

Below is a list of the most commonly used functions in Microsoft Access. These functions can generally be used in either VBA code or SQL/Queries.

**ALPHABETICAL LISTING OF MSACCESS FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**Abs**](http://www.techonthenet.com/access/functions/numeric/abs.php)     - [**And**](http://www.techonthenet.com/access/functions/advanced/and.php)     - [**Asc**](http://www.techonthenet.com/access/functions/string/asc.php)     - [**Atn**](http://www.techonthenet.com/access/functions/numeric/atn.php)     - [**Avg**](http://www.techonthenet.com/access/functions/numeric/avg.php)     - [**Case**](http://www.techonthenet.com/access/functions/advanced/case.php)     - [**CBool**](http://www.techonthenet.com/access/functions/datatype/cbool.php)     - [**CByte**](http://www.techonthenet.com/access/functions/datatype/cbyte.php)     - [**CCur**](http://www.techonthenet.com/access/functions/datatype/ccur.php)     - [**CDate**](http://www.techonthenet.com/access/functions/datatype/cdate.php)     - [**CDbl**](http://www.techonthenet.com/access/functions/datatype/cdbl.php)     - [**CDec**](http://www.techonthenet.com/access/functions/datatype/cdec.php)     - [**ChDir**](http://www.techonthenet.com/access/functions/file/chdir.php)     - [**ChDrive**](http://www.techonthenet.com/access/functions/file/chdrive.php)     - [**Choose**](http://www.techonthenet.com/access/functions/advanced/choose.php)     - [**Chr**](http://www.techonthenet.com/access/functions/string/chr.php)     - [**CInt**](http://www.techonthenet.com/access/functions/datatype/cint.php)     - [**CLng**](http://www.techonthenet.com/access/functions/datatype/clng.php)     - [**Concat with &**](http://www.techonthenet.com/access/functions/string/concat.php)     - [**Cos**](http://www.techonthenet.com/access/functions/numeric/cos.php)     - [**Count**](http://www.techonthenet.com/access/functions/numeric/count.php)     - [**CSng**](http://www.techonthenet.com/access/functions/datatype/csng.php)     - [**CStr**](http://www.techonthenet.com/access/functions/datatype/cstr.php)     - [**CurDir**](http://www.techonthenet.com/access/functions/string/curdir.php)     - [**CurrentUser**](http://www.techonthenet.com/access/functions/advanced/currentuser.php)     - [**CVar**](http://www.techonthenet.com/access/functions/datatype/cvar.php)     - [**Date**](http://www.techonthenet.com/access/functions/date/date.php)     - [**DateAdd**](http://www.techonthenet.com/access/functions/date/dateadd.php)     - [**DateDiff**](http://www.techonthenet.com/access/functions/date/datediff.php)     - [**DatePart**](http://www.techonthenet.com/access/functions/date/datepart.php)     - [**DateSerial**](http://www.techonthenet.com/access/functions/date/dateserial.php)     - [**DateValue**](http://www.techonthenet.com/access/functions/date/datevalue.php)     - [**DAvg**](http://www.techonthenet.com/access/functions/domain/davg.php) | * + - [**Day**](http://www.techonthenet.com/access/functions/date/day.php)     - [**DCount**](http://www.techonthenet.com/access/functions/domain/dcount.php)     - [**DFirst**](http://www.techonthenet.com/access/functions/domain/dfirst.php)     - [**Dir**](http://www.techonthenet.com/access/functions/file/dir.php)     - [**DLast**](http://www.techonthenet.com/access/functions/domain/dlast.php)     - [**DLookup**](http://www.techonthenet.com/access/functions/domain/dlookup.php)     - [**DMax**](http://www.techonthenet.com/access/functions/domain/dmax.php)     - [**DMin**](http://www.techonthenet.com/access/functions/domain/dmin.php)     - [**DSum**](http://www.techonthenet.com/access/functions/domain/dsum.php)     - [**Exp**](http://www.techonthenet.com/access/functions/numeric/exp.php)     - [**FileDateTime**](http://www.techonthenet.com/access/functions/file/filedatetime.php)     - [**FileLen**](http://www.techonthenet.com/access/functions/file/filelen.php)     - [**First**](http://www.techonthenet.com/access/functions/advanced/first.php)     - [**Fix**](http://www.techonthenet.com/access/functions/numeric/fix.php)     - [**Format (with Dates)**](http://www.techonthenet.com/access/functions/date/format.php)     - [**Format (with Numbers)**](http://www.techonthenet.com/access/functions/numeric/format.php)     - [**Format (with Strings)**](http://www.techonthenet.com/access/functions/string/format.php)     - [**GetAttr**](http://www.techonthenet.com/access/functions/file/getattr.php)     - [**Hour**](http://www.techonthenet.com/access/functions/date/hour.php)     - [**IF-THEN-ELSE**](http://www.techonthenet.com/access/functions/advanced/if_then.php)     - [**iif**](http://www.techonthenet.com/access/functions/advanced/iif.php)     - [**Instr**](http://www.techonthenet.com/access/functions/string/instr.php)     - [**InstrRev**](http://www.techonthenet.com/access/functions/string/instrrev.php)     - [**Int**](http://www.techonthenet.com/access/functions/numeric/int.php)     - [**IsDate**](http://www.techonthenet.com/access/functions/advanced/isdate.php)     - [**IsNull**](http://www.techonthenet.com/access/functions/advanced/isnull.php)     - [**IsNumeric**](http://www.techonthenet.com/access/functions/advanced/isnumeric.php)     - [**Last**](http://www.techonthenet.com/access/functions/advanced/last.php)     - [**LCase**](http://www.techonthenet.com/access/functions/string/lcase.php)     - [**Left**](http://www.techonthenet.com/access/functions/string/left.php)     - [**Len**](http://www.techonthenet.com/access/functions/string/len.php)     - [**LTrim**](http://www.techonthenet.com/access/functions/string/ltrim.php)     - [**Max**](http://www.techonthenet.com/access/functions/numeric/max.php) | * + - [**Mid**](http://www.techonthenet.com/access/functions/string/mid.php)     - [**Min**](http://www.techonthenet.com/access/functions/numeric/min.php)     - [**Minute**](http://www.techonthenet.com/access/functions/date/minute.php)     - [**MkDir**](http://www.techonthenet.com/access/functions/file/mkdir.php)     - [**Month**](http://www.techonthenet.com/access/functions/date/month.php)     - [**MonthName**](http://www.techonthenet.com/access/functions/date/monthname.php)     - [**Now**](http://www.techonthenet.com/access/functions/date/now.php)     - [**Nz**](http://www.techonthenet.com/access/functions/advanced/nz.php)     - [**Or**](http://www.techonthenet.com/access/functions/advanced/or.php)     - [**Replace**](http://www.techonthenet.com/access/functions/string/replace.php)     - [**Right**](http://www.techonthenet.com/access/functions/string/right.php)     - [**Rnd (random number)**](http://www.techonthenet.com/access/functions/numeric/rnd.php)     - [**Round**](http://www.techonthenet.com/access/functions/numeric/round.php)     - [**RTrim**](http://www.techonthenet.com/access/functions/string/rtrim.php)     - [**Second**](http://www.techonthenet.com/access/functions/date/second.php)     - [**SetAttr**](http://www.techonthenet.com/access/functions/file/setattr.php)     - [**Sgn**](http://www.techonthenet.com/access/functions/numeric/sgn.php)     - [**Space**](http://www.techonthenet.com/access/functions/string/space.php)     - [**Str**](http://www.techonthenet.com/access/functions/string/str.php)     - [**StrConv**](http://www.techonthenet.com/access/functions/string/strconv.php)     - [**Sum**](http://www.techonthenet.com/access/functions/numeric/sum.php)     - [**Switch**](http://www.techonthenet.com/access/functions/advanced/switch.php)     - [**Time**](http://www.techonthenet.com/access/functions/date/time.php)     - [**TimeSerial**](http://www.techonthenet.com/access/functions/date/timeserial.php)     - [**TimeValue**](http://www.techonthenet.com/access/functions/date/timevalue.php)     - [**Trim**](http://www.techonthenet.com/access/functions/string/trim.php)     - [**UCase**](http://www.techonthenet.com/access/functions/string/ucase.php)     - [**Val**](http://www.techonthenet.com/access/functions/numeric/val.php)     - [**Weekday**](http://www.techonthenet.com/access/functions/date/weekday.php)     - [**WeekdayName**](http://www.techonthenet.com/access/functions/date/weekdayname.php)     - [**Year**](http://www.techonthenet.com/access/functions/date/year.php) |

**MISCELLANEOUS FUNCTIONS**

* + [**Test a string for an alphanumeric value**](http://www.techonthenet.com/access/functions/misc/alphanumeric.php)
  + [**Convert currency into words**](http://www.techonthenet.com/access/functions/misc/curr_to_words.php)
  + [**Creating a custom round function**](http://www.techonthenet.com/access/functions/misc/customround.php)
  + [**Retrieve the user name from Windows while in an Access database**](http://www.techonthenet.com/access/modules/username.php)

Pasted from <<http://www.techonthenet.com/access/functions/index_alpha.php>>
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* 1. Functions

**MS ACCESS FUNCTION NAVIGATION**

* + [**Functions - Alphabetical**](http://www.techonthenet.com/access/functions/index_alpha.php)
  + [**Functions - Category**](http://www.techonthenet.com/access/functions/index.php)

**MS ACCESS: FUNCTIONS - CATEGORY**

Below is a list of the most commonly used functions in Access. These functions can generally be used in either VBA code or SQL/Queries.

**STRING FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**Asc**](http://www.techonthenet.com/access/functions/string/asc.php)     - [**Chr**](http://www.techonthenet.com/access/functions/string/chr.php)     - [**Concat with &**](http://www.techonthenet.com/access/functions/string/concat.php)     - [**CurDir**](http://www.techonthenet.com/access/functions/string/curdir.php)     - [**Format (with Strings)**](http://www.techonthenet.com/access/functions/string/format.php)     - [**Instr**](http://www.techonthenet.com/access/functions/string/instr.php)     - [**InstrRev**](http://www.techonthenet.com/access/functions/string/instrrev.php) | * + - [**LCase**](http://www.techonthenet.com/access/functions/string/lcase.php)     - [**Left**](http://www.techonthenet.com/access/functions/string/left.php)     - [**Len**](http://www.techonthenet.com/access/functions/string/len.php)     - [**LTrim**](http://www.techonthenet.com/access/functions/string/ltrim.php)     - [**Mid**](http://www.techonthenet.com/access/functions/string/mid.php)     - [**Replace**](http://www.techonthenet.com/access/functions/string/replace.php)     - [**Right**](http://www.techonthenet.com/access/functions/string/right.php) | * + - [**RTrim**](http://www.techonthenet.com/access/functions/string/rtrim.php)     - [**Space**](http://www.techonthenet.com/access/functions/string/space.php)     - [**Str**](http://www.techonthenet.com/access/functions/string/str.php)     - [**StrConv**](http://www.techonthenet.com/access/functions/string/strconv.php)     - [**Trim**](http://www.techonthenet.com/access/functions/string/trim.php)     - [**UCase**](http://www.techonthenet.com/access/functions/string/ucase.php) |

**NUMERIC / MATHEMATICAL FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**Abs**](http://www.techonthenet.com/access/functions/numeric/abs.php)     - [**Atn**](http://www.techonthenet.com/access/functions/numeric/atn.php)     - [**Avg**](http://www.techonthenet.com/access/functions/numeric/avg.php)     - [**Cos**](http://www.techonthenet.com/access/functions/numeric/cos.php)     - [**Count**](http://www.techonthenet.com/access/functions/numeric/count.php)     - [**Exp**](http://www.techonthenet.com/access/functions/numeric/exp.php) | * + - [**Fix**](http://www.techonthenet.com/access/functions/numeric/fix.php)     - [**Format (with Numbers)**](http://www.techonthenet.com/access/functions/numeric/format.php)     - [**Int**](http://www.techonthenet.com/access/functions/numeric/int.php)     - [**Max**](http://www.techonthenet.com/access/functions/numeric/max.php)     - [**Min**](http://www.techonthenet.com/access/functions/numeric/min.php)     - [**Rnd (random number)**](http://www.techonthenet.com/access/functions/numeric/rnd.php) | * + - [**Round**](http://www.techonthenet.com/access/functions/numeric/round.php)     - [**Sgn**](http://www.techonthenet.com/access/functions/numeric/sgn.php)     - [**Sum**](http://www.techonthenet.com/access/functions/numeric/sum.php)     - [**Val**](http://www.techonthenet.com/access/functions/numeric/val.php) |

**DATE / TIME FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**Date**](http://www.techonthenet.com/access/functions/date/date.php)     - [**DateAdd**](http://www.techonthenet.com/access/functions/date/dateadd.php)     - [**DateDiff**](http://www.techonthenet.com/access/functions/date/datediff.php)     - [**DatePart**](http://www.techonthenet.com/access/functions/date/datepart.php)     - [**DateSerial**](http://www.techonthenet.com/access/functions/date/dateserial.php)     - [**DateValue**](http://www.techonthenet.com/access/functions/date/datevalue.php)     - [**Day**](http://www.techonthenet.com/access/functions/date/day.php) | * + - [**Format (with Dates)**](http://www.techonthenet.com/access/functions/date/format.php)     - [**Hour**](http://www.techonthenet.com/access/functions/date/hour.php)     - [**Minute**](http://www.techonthenet.com/access/functions/date/minute.php)     - [**Month**](http://www.techonthenet.com/access/functions/date/month.php)     - [**MonthName**](http://www.techonthenet.com/access/functions/date/monthname.php)     - [**Now**](http://www.techonthenet.com/access/functions/date/now.php)     - [**Second**](http://www.techonthenet.com/access/functions/date/second.php) | * + - [**Time**](http://www.techonthenet.com/access/functions/date/time.php)     - [**TimeSerial**](http://www.techonthenet.com/access/functions/date/timeserial.php)     - [**TimeValue**](http://www.techonthenet.com/access/functions/date/timevalue.php)     - [**Weekday**](http://www.techonthenet.com/access/functions/date/weekday.php)     - [**WeekdayName**](http://www.techonthenet.com/access/functions/date/weekdayname.php)     - [**Year**](http://www.techonthenet.com/access/functions/date/year.php) |

**ADVANCED / LOGICAL FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**And**](http://www.techonthenet.com/access/functions/advanced/and.php)     - [**Case**](http://www.techonthenet.com/access/functions/advanced/case.php)     - [**Choose**](http://www.techonthenet.com/access/functions/advanced/choose.php)     - [**CurrentUser**](http://www.techonthenet.com/access/functions/advanced/currentuser.php)     - [**First**](http://www.techonthenet.com/access/functions/advanced/first.php) | * + - [**IF-THEN-ELSE**](http://www.techonthenet.com/access/functions/advanced/if_then.php)     - [**iif**](http://www.techonthenet.com/access/functions/advanced/iif.php)     - [**IsDate**](http://www.techonthenet.com/access/functions/advanced/isdate.php)     - [**IsNull**](http://www.techonthenet.com/access/functions/advanced/isnull.php)     - [**IsNumeric**](http://www.techonthenet.com/access/functions/advanced/isnumeric.php) | * + - [**Last**](http://www.techonthenet.com/access/functions/advanced/last.php)     - [**Nz**](http://www.techonthenet.com/access/functions/advanced/nz.php)     - [**Or**](http://www.techonthenet.com/access/functions/advanced/or.php)     - [**Switch**](http://www.techonthenet.com/access/functions/advanced/switch.php) |

**DOMAIN AGGREGATE FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**DAvg**](http://www.techonthenet.com/access/functions/domain/davg.php)     - [**DCount**](http://www.techonthenet.com/access/functions/domain/dcount.php)     - [**DFirst**](http://www.techonthenet.com/access/functions/domain/dfirst.php) | * + - [**DLast**](http://www.techonthenet.com/access/functions/domain/dlast.php)     - [**DLookup**](http://www.techonthenet.com/access/functions/domain/dlookup.php)     - [**DMax**](http://www.techonthenet.com/access/functions/domain/dmax.php) | * + - [**DMin**](http://www.techonthenet.com/access/functions/domain/dmin.php)     - [**DSum**](http://www.techonthenet.com/access/functions/domain/dsum.php) |

**DATA TYPE CONVERSION FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**CBool**](http://www.techonthenet.com/access/functions/datatype/cbool.php)     - [**CByte**](http://www.techonthenet.com/access/functions/datatype/cbyte.php)     - [**CCur**](http://www.techonthenet.com/access/functions/datatype/ccur.php)     - [**CDate**](http://www.techonthenet.com/access/functions/datatype/cdate.php) | * + - [**CDbl**](http://www.techonthenet.com/access/functions/datatype/cdbl.php)     - [**CDec**](http://www.techonthenet.com/access/functions/datatype/cdec.php)     - [**CInt**](http://www.techonthenet.com/access/functions/datatype/cint.php)     - [**CLng**](http://www.techonthenet.com/access/functions/datatype/clng.php) | * + - [**CSng**](http://www.techonthenet.com/access/functions/datatype/csng.php)     - [**CStr**](http://www.techonthenet.com/access/functions/datatype/cstr.php)     - [**CVar**](http://www.techonthenet.com/access/functions/datatype/cvar.php) |

**GROUP BY FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**Avg**](http://www.techonthenet.com/access/functions/numeric/avg.php)     - [**Count**](http://www.techonthenet.com/access/functions/numeric/count.php) | * + - [**Max**](http://www.techonthenet.com/access/functions/numeric/max.php)     - [**Min**](http://www.techonthenet.com/access/functions/numeric/min.php) | * + - [**Sum**](http://www.techonthenet.com/access/functions/numeric/sum.php) |

**FILE / DIRECTORY FUNCTIONS**

|  |  |  |
| --- | --- | --- |
| * + - [**ChDir**](http://www.techonthenet.com/access/functions/file/chdir.php)     - [**ChDrive**](http://www.techonthenet.com/access/functions/file/chdrive.php)     - [**CurDir**](http://www.techonthenet.com/access/functions/string/curdir.php) | * + - [**Dir**](http://www.techonthenet.com/access/functions/file/dir.php)     - [**FileDateTime**](http://www.techonthenet.com/access/functions/file/filedatetime.php)     - [**FileLen**](http://www.techonthenet.com/access/functions/file/filelen.php) | * + - [**GetAttr**](http://www.techonthenet.com/access/functions/file/getattr.php)     - [**MkDir**](http://www.techonthenet.com/access/functions/file/mkdir.php)     - [**SetAttr**](http://www.techonthenet.com/access/functions/file/setattr.php) |

**MISCELLANEOUS FUNCTIONS**

* + [**Test a string for an alphanumeric value**](http://www.techonthenet.com/access/functions/misc/alphanumeric.php)
  + [**Convert currency into words**](http://www.techonthenet.com/access/functions/misc/curr_to_words.php)
  + [**Creating a custom round function**](http://www.techonthenet.com/access/functions/misc/customround.php)
  + [**Retrieve the user name from Windows while in an Access database**](http://www.techonthenet.com/access/modules/username.php)

Pasted from <<http://www.techonthenet.com/access/functions/index.php>>

Python Overview:

Python is a high-level, interpreted, interactive and object oriented-scripting language.

* + **Python is Interpreted**
  + **Python is Interactive**
  + **Python is Object-Oriented**
  + **Python is Beginner's Language**

Python was developed by Guido van Rossum in the late eighties and early nineties at the National Research Institute for Mathematics and Computer Science in the Netherlands.

Python's feature highlights include:

* + **Easy-to-learn**
  + **Easy-to-read**
  + **Easy-to-maintain**
  + **A broad standard library**
  + **Interactive Mode**
  + **Portable**
  + **Extendable**
  + **Databases**
  + **GUI Programming**
  + **Scalable**

Getting Python:

The most up-to-date and current source code, binaries, documentation, news, etc. is available at the official website of Python:

**Python Official Website :** <http://www.python.org/>

You can download the Python documentation from the following site. The documentation is available in HTML, PDF, and PostScript formats.

**Python Documentation Website :** [www.python.org/doc/](http://www.python.org/doc/)

First Python Program:

Interactive Mode Programming:

Invoking the interpreter without passing a script file as a parameter brings up the following prompt:

root# python  
Python 2.5 (r25:51908, Nov 6 2007, 16:54:01)  
[GCC 4.1.2 20070925 (Red Hat 4.1.2-27)] on linux2  
Type "help", "copyright", "credits" or "license" for more info.  
>>>

Type the following text to the right of the Python prompt and press the Enter key:

>>> print "Hello, Python!";

This will produce following result:

Hello, Python!

Python Identifiers:

A Python identifier is a name used to identify a variable, function, class, module, or other object. An identifier starts with a letter A to Z or a to z or an underscore (\_) followed by zero or more letters, underscores, and digits (0 to 9).

Python does not allow punctuation characters such as @, $, and % within identifiers. Python is a case sensitive programming language. Thus **Manpower** and **manpower** are two different identifiers in Python.

Here are following identifier naming convention for Python:

* + Class names start with an uppercase letter and all other identifiers with a lowercase letter.
  + Starting an identifier with a single leading underscore indicates by convention that the identifier is meant to be private.
  + Starting an identifier with two leading underscores indicates a strongly private identifier.
  + If the identifier also ends with two trailing underscores, the identifier is a language-defined special name.

Reserved Words:

The following list shows the reserved words in Python. These reserved words may not be used as constant or variable or any other identifier names.

|  |  |  |
| --- | --- | --- |
| and | exec | not |
| assert | finally | or |
| break | for | pass |
| class | from | print |
| continue | global | raise |
| def | if | return |
| del | import | try |
| elif | in | while |
| else | is | with |
| except | lambda | yield |

Lines and Indentation:

One of the first caveats programmers encounter when learning Python is the fact that there are no braces to indicate blocks of code for class and function definitions or flow control. Blocks of code are denoted by line indentation, which is rigidly enforced.

The number of spaces in the indentation is variable, but all statements within the block must be indented the same amount. Both blocks in this example are fine:

if True:  
 print "True"  
else:  
 print "False"

However, the second block in this example will generate an error:

if True:  
 print "Answer"  
 print "True"  
else:  
 print "Answer"  
 print "False"

Multi-Line Statements:

Statements in Python typically end with a new line. Python does, however, allow the use of the line continuation character (\) to denote that the line should continue. For example:

total = item\_one + \  
 item\_two + \  
 item\_three

Statements contained within the [], {}, or () brackets do not need to use the line continuation character. For example:

days = ['Monday', 'Tuesday', 'Wednesday',  
 'Thursday', 'Friday']

Quotation in Python:

Python accepts single ('), double (") and triple (''' or """) quotes to denote string literals, as long as the same type of quote starts and ends the string.

The triple quotes can be used to span the string across multiple lines. For example, all the following are legal:

word = 'word'  
sentence = "This is a sentence."  
paragraph = """This is a paragraph. It is  
made up of multiple lines and sentences."""

Comments in Python:

A hash sign (#) that is not inside a string literal begins a comment. All characters after the # and up to the physical line end are part of the comment, and the Python interpreter ignores them.

#!/usr/bin/python

# First comment  
print "Hello, Python!"; # second comment

This will produce following result:

Hello, Python!

A comment may be on the same line after a statement or expression:

name = "Madisetti" # This is again comment

You can comment multiple lines as follows:

# This is a comment.  
# This is a comment, too.  
# This is a comment, too.  
# I said that already.

Using Blank Lines:

A line containing only whitespace, possibly with a comment, is known as a blank line, and Python totally ignores it.

In an interactive interpreter session, you must enter an empty physical line to terminate a multiline statement.

Multiple Statements on a Single Line:

The semicolon ( ; ) allows multiple statements on the single line given that neither statement starts a new code block. Here is a sample snip using the semicolon:

import sys; x = 'foo'; sys.stdout.write(x + '\n')

Multiple Statement Groups as Suites:

Groups of individual statements making up a single code block are called **suites** in Python.

Compound or complex statements, such as if, while, def, and class, are those which require a header line and a suite.

Header lines begin the statement (with the keyword) and terminate with a colon ( : ) and are followed by one or more lines which make up the suite.

Example:

if expression :   
 suite  
elif expression :   
 suite   
else :   
 suite

Python - Variable Types:

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in memory.

Based on the data type of a variable, the interpreter allocates memory and decides what can be stored in the reserved memory. Therefore, by assigning different data types to variables, you can store integers, decimals, or characters in these variables.

Assigning Values to Variables:

The operand to the left of the = operator is the name of the variable, and the operand to the right of the = operator is the value stored in the variable. For example:

counter = 100 # An integer assignment  
miles = 1000.0 # A floating point  
name = "John" # A string

print counter  
print miles  
print name

Standard Data Types:

Python has five standard data types:

* + Numbers
  + String
  + List
  + Tuple
  + Dictionary

Python Numbers:

Number objects are created when you assign a value to them. For example:

var1 = 1  
var2 = 10

Python supports four different numerical types:

* + int (signed integers)
  + long (long integers [can also be represented in octal and hexadecimal])
  + float (floating point real values)
  + complex (complex numbers)

Here are some examples of numbers:

|  |  |  |  |
| --- | --- | --- | --- |
| **int** | **long** | **float** | **complex** |
| 10 | 51924361L | 0.0 | 3.14j |
| 100 | -0x19323L | 15.20 | 45.j |
| -786 | 0122L | -21.9 | 9.322e-36j |
| 080 | 0xDEFABCECBDAECBFBAEl | 32.3+e18 | .876j |
| -0490 | 535633629843L | -90. | -.6545+0J |
| -0x260 | -052318172735L | -32.54e100 | 3e+26J |
| 0x69 | -4721885298529L | 70.2-E12 | 4.53e-7j |

Python Strings:

Strings in Python are identified as a contiguous set of characters in between quotation marks.

Example:

str = 'Hello World!'

print str # Prints complete string  
print str[0] # Prints first character of the string  
print str[2:5] # Prints characters starting from 3rd to 6th  
print str[2:] # Prints string starting from 3rd character  
print str \* 2 # Prints string two times  
print str + "TEST" # Prints concatenated string

Python Lists:

Lists are the most versatile of Python's compound data types. A list contains items separated by commas and enclosed within square brackets ([]).

#!/usr/bin/python

list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]  
tinylist = [123, 'john']

print list # Prints complete list  
print list[0] # Prints first element of the list  
print list[1:3] # Prints elements starting from 2nd to 4th  
print list[2:] # Prints elements starting from 3rd element  
print tinylist \* 2 # Prints list two times  
print list + tinylist # Prints concatenated lists

Python Tuples:

A tuple is another sequence data type that is similar to the list. A tuple consists of a number of values separated by commas. Unlike lists, however, tuples are enclosed within parentheses.

Tuples can be thought of as **read-only** lists.

tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )  
tinytuple = (123, 'john')

print tuple # Prints complete list  
print tuple[0] # Prints first element of the list  
print tuple[1:3] # Prints elements starting from 2nd to 4th  
print tuple[2:] # Prints elements starting from 3rd element  
print tinytuple \* 2 # Prints list two times  
print tuple + tinytuple # Prints concatenated lists

Python Dictionary:

Python 's dictionaries are hash table type. They work like associative arrays or hashes found in Perl and consist of key-value pairs.

tinydict = {'name': 'john','code':6734, 'dept': 'sales'}  
print dict['one'] # Prints value for 'one' key  
print dict[2] # Prints value for 2 key  
print tinydict # Prints complete dictionary  
print tinydict.keys() # Prints all the keys  
print tinydict.values() # Prints all the values

Python - Basic Operators:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Addition - Adds values on either side of the operator | a + b will give 30 |
| - | Subtraction - Subtracts right hand operand from left hand operand | a - b will give -10 |
| \* | Multiplication - Multiplies values on either side of the operator | a \* b will give 200 |
| / | Division - Divides left hand operand by right hand operand | b / a will give 2 |
| % | Modulus - Divides left hand operand by right hand operand and returns remainder | b % a will give 0 |
| \*\* | Exponent - Performs exponential (power) calculation on operators | a\*\*b will give 10 to the power 20 |
| // | Floor Division - The division of operands where the result is the quotient in which the digits after the decimal point are removed. | 9//2 is equal to 4 and 9.0//2.0 is equal to 4.0 |
| == | Checks if the value of two operands are equal or not, if yes then condition becomes true. | (a == b) is not true. |
| != | Checks if the value of two operands are equal or not, if values are not equal then condition becomes true. | (a != b) is true. |
| <> | Checks if the value of two operands are equal or not, if values are not equal then condition becomes true. | (a <> b) is true. This is similar to != operator. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (a > b) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (a < b) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (a >= b) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (a <= b) is true. |
| = | Simple assignment operator, Assigns values from right side operands to left side operand | c = a + b will assigne value of a + b into c |
| += | Add AND assignment operator, It adds right operand to the left operand and assign the result to left operand | c += a is equivalent to c = c + a |
| -= | Subtract AND assignment operator, It subtracts right operand from the left operand and assign the result to left operand | c -= a is equivalent to c = c - a |
| \*= | Multiply AND assignment operator, It multiplies right operand with the left operand and assign the result to left operand | c \*= a is equivalent to c = c \* a |
| /= | Divide AND assignment operator, It divides left operand with the right operand and assign the result to left operand | c /= a is equivalent to c = c / a |
| %= | Modulus AND assignment operator, It takes modulus using two operands and assign the result to left operand | c %= a is equivalent to c = c % a |
| \*\*= | Exponent AND assignment operator, Performs exponential (power) calculation on operators and assign value to the left operand | c \*\*= a is equivalent to c = c \*\* a |
| //= | Floor Dividion and assigns a value, Performs floor division on operators and assign value to the left operand | c //= a is equivalent to c = c // a |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. | (a & b) will give 12 which is 0000 1100 |
| | | Binary OR Operator copies a bit if it exists in eather operand. | (a | b) will give 61 which is 0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. | (a ^ b) will give 49 which is 0011 0001 |
| ~ | Binary Ones Complement Operator is unary and has the efect of 'flipping' bits. | (~a ) will give -61 which is 1100 0011 in 2's complement form due to a signed binary number. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand. | a << 2 will give 240 which is 1111 0000 |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | a >> 2 will give 15 which is 0000 1111 |
| and | Called Logical AND operator. If both the operands are true then then condition becomes true. | (a and b) is true. |
| or | Called Logical OR Operator. If any of the two operands are non zero then then condition becomes true. | (a or b) is true. |
| not | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false. | not(a && b) is false. |
| in | Evaluates to true if it finds a variable in the specified sequence and false otherwise. | x in y, here **in** results in a 1 if x is a member of sequence y. |
| not in | Evaluates to true if it does not finds a variable in the specified sequence and false otherwise. | x not in y, here **not in** results in a 1 if x is not a member of sequence y. |
| is | Evaluates to true if the variables on either side of the operator point to the same object and false otherwise. | x is y, here **is** results in 1 if id(x) equals id(y). |
| is not | Evaluates to false if the variables on either side of the operator point to the same object and true otherwise. | x is not y, here **is not** results in 1 if id(x) is not equal to id(y). |

Python Operators Precedence

The following table lists all operators from highest precedence to lowest.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| \*\* | Exponentiation (raise to the power) |
| ~ + - | Ccomplement, unary plus and minus (method names for the last two are +@ and -@) |
| \* / % // | Multiply, divide, modulo and floor division |
| + - | Addition and subtraction |
| >> << | Right and left bitwise shift |
| & | Bitwise 'AND' |
| ^ | | Bitwise exclusive `OR' and regular `OR' |
| <= < > >= | Comparison operators |
| <> == != | Equality operators |
| = %= /= //= -= += |= &= >>= <<= \*= \*\*= | Assignment operators |
| is is not | Identity operators |
| in not in | Membership operators |
| note or and | Logical operators |

The *if* statement:

The syntax of the if statement is:

if expression:  
 statement(s)

The *else* Statement:

The syntax of the *if...else* statement is:

if expression:  
 statement(s)  
else:  
 statement(s)

The *elif* Statement

The syntax of the *if...elif* statement is:

if expression1:  
 statement(s)  
elif expression2:  
 statement(s)  
elif expression3:  
 statement(s)  
else:  
 statement(s)

The Nested *if...elif...else* Construct

The syntax of the nested *if...elif...else* construct may be:

if expression1:  
 statement(s)  
 **if expression2:  
 statement(s)  
 elif expression3:  
 statement(s)  
 else  
 statement(s)**  
elif expression4:  
 statement(s)  
else:  
 statement(s)

The *while* Loop:

The syntax of the while look is:

while expression:  
 statement(s)

The Infinite Loops:

You must use caution when using while loops because of the possibility that this condition never resolves to a false value. This results in a loop that never ends. Such a loop is called an infinite loop.

An infinite loop might be useful in client/server programming where the server needs to run continuously so that client programs can communicate with it as and when required.

Single Statement Suites:

Similar to the **if** statement syntax, if your **while** clause consists only of a single statement, it may be placed on the same line as the while header.

Here is an example of a one-line while clause:

while expression : statement

The *for* Loop:

The syntax of the loop look is:

for iterating\_var in sequence:  
 statements(s)

Iterating by Sequence Index:

An alternative way of iterating through each item is by index offset into the sequence itself:

fruits = ['banana', 'apple', 'mango']  
for index in range(len(fruits)):  
 print 'Current fruit :', fruits[index]

print "Good bye!"

The *break* Statement:

The **break** statement in Python terminates the current loop and resumes execution at the next statement, just like the traditional break found in C.

The most common use for break is when some external condition is triggered requiring a hasty exit from a loop. The **break** statement can be used in both *while* and *for* loops.

for letter in **'Python'**: # First Example  
 if letter == 'h':  
 **break**  
 print 'Current Letter :', letter  
   
var = 10 # Second Example  
while var > 0:   
 print 'Current variable value :', var  
 var = var -1  
 if var == 5:  
 **break**

print "Good bye!"

The *continue* Statement:

The **continue** statement in Python returns the control to the beginning of the while loop. The **continue**statement rejects all the remaining statements in the current iteration of the loop and moves the control back to the top of the loop.

The **continue** statement can be used in both *while* and *for* loops.

for letter in **'Python'**: # First Example  
 if letter == 'h':  
 **continue**  
 print 'Current Letter :', letter

var = 10 # Second Example  
while var > 0:   
 print 'Current variable value :', var  
 var = var -1  
 if var == 5:  
 **continue**

print "Good bye!"

The *else* Statement Used with Loops

Python supports to have an **else** statement associated with a loop statements.

* + If the **else** statement is used with a **for** loop, the **else** statement is executed when the loop has exhausted iterating the list.
  + If the **else** statement is used with a **while** loop, the **else** statement is executed when the condition becomes false.

The *pass* Statement:

The **pass** statement in Python is used when a statement is required syntactically but you do not want any command or code to execute.

The **pass** statement is a *null* operation; nothing happens when it executes. The **pass** is also useful in places where your code will eventually go, but has not been written yet (e.g., in stubs for example):

#!/usr/bin/python

for letter in **'Python'**:   
 if letter == 'h':  
 **pass**  
 print 'This is pass block'  
 print 'Current Letter :', letter

print "Good bye!"

Defining a Function

You can define functions to provide the required functionality. Here are simple rules to define a function in Python:

* + Function blocks begin with the keyword **def** followed by the function name and parentheses ( ( ) ).
  + Any input parameters or arguments should be placed within these parentheses. You can also define parameters inside these parentheses.
  + The first statement of a function can be an optional statement - the documentation string of the function or *docstring*.
  + The code block within every function starts with a colon (:) and is indented.
  + The statement return [expression] exits a function, optionally passing back an expression to the caller. A return statement with no arguments is the same as return None.

Syntax:

def functionname( parameters ):  
 "function\_docstring"  
 function\_suite  
 return [expression]

By default, parameters have a positional behavior, and you need to inform them in the same order that they were defined.

Example:

Here is the simplest form of a Python function. This function takes a string as input parameter and prints it on standard screen.

def printme( str ):  
 "This prints a passed string into this function"  
 print str  
 return

Calling a Function

Defining a function only gives it a name, specifies the parameters that are to be included in the function, and structures the blocks of code.

Once the basic structure of a function is finalized, you can execute it by calling it from another function or directly from the Python prompt.

Following is the example to call printme() function:

#!/usr/bin/python

# Function definition is here  
def printme( str ):  
 "This prints a passed string into this function"  
 print str;  
 return;

# Now you can call printme function  
printme("I'm first call to user defined function!");  
printme("Again second call to the same function");

This would produce following result:

I'm first call to user defined function!  
Again second call to the same function

Python - Modules:

A module allows you to logically organize your Python code. Grouping related code into a module makes the code easier to understand and use.

A module is a Python object with arbitrarily named attributes that you can bind and reference.

Simply, a module is a file consisting of Python code. A module can define functions, classes, and variables. A module can also include runnable code.

Example:

The Python code for a module named *aname* normally resides in a file named *aname.py*. Here's an example of a simple module, hello.py

def print\_func( par ):  
 print "Hello : ", par  
 return

The *import* Statement:

You can use any Python source file as a module by executing an import statement in some other Python source file. *import* has the following syntax:

import module1[, module2[,... moduleN]

When the interpreter encounters an import statement, it imports the module if the module is present in the search path. A search path is a list of directories that the interpreter searches before importing a module.

Example:

To import the module hello.py, you need to put the following command at the top of the script:

#!/usr/bin/python

# Import module hello  
import hello

# Now you can call defined function that module as follows  
hello.print\_func("Zara")

This would produce following result:

Hello : Zara

A module is loaded only once, regardless of the number of times it is imported. This prevents the module execution from happening over and over again if multiple imports occur.

Opening and Closing Files:

The *open* Function:

Before you can read or write a file, you have to open it using Python's built-in open() function. This function creates a file object which would be utilized to call other support methods associated with it.

Syntax:

file object = open(file\_name [, access\_mode][, buffering])

Here is paramters detail:

* + **file\_name:** The file\_name argument is a string value that contains the name of the file that you want to access.
  + **access\_mode:** The access\_mode determines the mode in which the file has to be opened ie. read, write append etc. A complete list of possible values is given below in the table. This is optional parameter and the default file access mode is read (r)
  + **buffering:** If the buffering value is set to 0, no buffering will take place. If the buffering value is 1, line buffering will be performed while accessing a file. If you specify the buffering value as an integer greater than 1, then buffering action will be performed with the indicated buffer size. This is optional paramter.

Here is a list of the different modes of opening a file:

|  |  |
| --- | --- |
| **Modes** | **Description** |
| r | Opens a file for reading only. The file pointer is placed at the beginning of the file. This is the default mode. |
| rb | Opens a file for reading only in binary format. The file pointer is placed at the beginning of the file. This is the default mode. |
| r+ | Opens a file for both reading and writing. The file pointer will be at the beginning of the file. |
| rb+ | Opens a file for both reading and writing in binary format. The file pointer will be at the beginning of the file. |
| w | Opens a file for writing only. Overwrites the file if the file exists. If the file does not exist, creates a new file for writing. |
| wb | Opens a file for writing only in binary format. Overwrites the file if the file exists. If the file does not exist, creates a new file for writing. |
| w+ | Opens a file for both writing and reading. Overwrites the existing file if the file exists. If the file does not exist, creates a new file for reading and writing. |
| wb+ | Opens a file for both writing and reading in binary format. Overwrites the existing file if the file exists. If the file does not exist, creates a new file for reading and writing. |
| a | Opens a file for appending. The file pointer is at the end of the file if the file exists. That is, the file is in the append mode. If the file does not exist, it creates a new file for writing. |
| ab | Opens a file for appending in binary format. The file pointer is at the end of the file if the file exists. That is, the file is in the append mode. If the file does not exist, it creates a new file for writing. |
| a+ | Opens a file for both appending and reading. The file pointer is at the end of the file if the file exists. The file opens in the append mode. If the file does not exist, it creates a new file for reading and writing. |
| ab+ | Opens a file for both appending and reading in binary format. The file pointer is at the end of the file if the file exists. The file opens in the append mode. If the file does not exist, it creates a new file for reading and writing. |

The *file* object atrributes:

Once a file is opened and you have one *file* object, you can get various information related to that file.

Here is a list of all attributes related to file object:

|  |  |
| --- | --- |
| **Attribute** | **Description** |
| file.closed | Returns true if file is closed, false otherwise. |
| file.mode | Returns access mode with which file was opened. |
| file.name | Returns name of the file. |
| file.softspace | Returns false if space explicitly required with print, true otherwise. |

The *close()* Method:

The close() method of a file object flushes any unwritten information and closes the file object, after which no more writing can be done.

fileObject.close();

Reading and Writing Files:

The *write()* Method:

Syntax:

fileObject.write(string);

The *read()* Method:

Syntax:

fileObject.read([count]);

File Positions:

The *tell()* method tells you the current position within the file in other words, the next read or write will occur at that many bytes from the beginning of the file:

The *seek(offset[, from])* method changes the current file position. The *offset* argument indicates the number of bytes to be moved. The *from* argument specifies the reference position from where the bytes are to be moved.

If *from* is set to 0, it means use the beginning of the file as the reference position and 1 means use the current position as the reference position and if it is set to 2 then the end of the file would be taken as the reference position.

Renaming and Deleting Files:

Syntax:

os.rename(current\_file\_name, new\_file\_name)

The *remove()* Method:

Syntax:

os.remove(file\_name)

Directories in Python:

The *mkdir()* Method:

You can use the *mkdir()* method of the os module to create directories in the current directory. You need to supply an argument to this method, which contains the name of the directory to be created.

Syntax:

os.mkdir("newdir")

The *chdir()* Method:

You can use the *chdir()* method to change the current directory. The chdir() method takes an argument, which is the name of the directory that you want to make the current directory.

Syntax:

os.chdir("newdir")

The *getcwd()* Method:

The *getcwd()* method displays the current working directory.

Syntax:

os.getcwd()

The *rmdir()* Method:

The *rmdir()* method deletes the directory, which is passed as an argument in the method.

Before removing a directory, all the contents in it should be removed.

Syntax:

os.rmdir('dirname')

Handling an exception:

If you have some *suspicious* code that may raise an exception, you can defend your program by placing the suspicious code in a **try:** block. After the try: block, include an **except:** statement, followed by a block of code which handles the problem as elegantly as possible.

Syntax:

Here is simple syntax of *try....except...else* blocks:

try:  
 Do you operations here;  
 ......................  
except *ExceptionI*:  
 If there is ExceptionI, then execute this block.  
except *ExceptionII*:  
 If there is ExceptionII, then execute this block.  
 ......................  
else:  
 If there is no exception then execute this block.

Here are few important points about the above mentioned syntax:

* + A single try statement can have multiple except statements. This is useful when the try block contains statements that may throw different types of exceptions.
  + You can also provide a generic except clause, which handles any exception.
  + After the except clause(s), you can include an else-clause. The code in the else-block executes if the code in the try: block does not raise an exception.
  + The else-block is a good place for code that does not need the try: block's protection.

The *except* clause with no exceptions:

You can also use the except statement with no exceptions defined as follows:

try:  
 Do you operations here;  
 ......................  
except:  
 If there is any exception, then execute this block.  
 ......................  
else:  
 If there is no exception then execute this block.

The *except* clause with multiple exceptions:

You can also use the same *except* statement to handle multiple exceptions as follows:

try:  
 Do you operations here;  
 ......................  
except(Exception1[, Exception2[,...ExceptionN]]]):  
 If there is any exception from the given exception list,   
 then execute this block.  
 ......................  
else:  
 If there is no exception then execute this block.

Standard Exceptions:

Here is a list standard Exceptions available in Python: [Standard Exceptions](http://www.tutorialspoint.com/python/standard_exceptions.htm)

The try-finally clause:

You can use a **finally:** block along with a **try:** block. The finally block is a place to put any code that must execute, whether the try-block raised an exception or not. The syntax of the try-finally statement is this:

try:  
 Do you operations here;  
 ......................  
 Due to any exception, this may be skipped.  
finally:  
 This would always be executed.  
 ......................

Argument of an Exception:

An exception can have an *argument*, which is a value that gives additional information about the problem. The contents of the argument vary by exception. You capture an exception's argument by supplying a variable in the except clause as follows:

try:  
 Do you operations here;  
 ......................  
except *ExceptionType, Argument*:  
 You can print value of Argument here...

Raising an exceptions:

You can raise exceptions in several ways by using the raise statement. The general syntax for the **raise**statement.

Syntax:

raise [Exception [, args [, traceback]]]

User-Defined Exceptions:

Python also allows you to create your own exceptions by deriving classes from the standard built-in exceptions.

Here is an example related to *RuntimeError*. Here a class is created that is subclassed from*RuntimeError*. This is useful when you need to display more specific information when an exception is caught.

In the try block, the user-defined exception is raised and caught in the except block. The variable e is used to create an instance of the class Networkerror.

class Networkerror(RuntimeError):  
 def \_\_init\_\_(self, arg):  
 self.args = arg

So once you defined above class, you can raise your exception as follows:

try:  
 raise Networkerror("Bad hostname")  
except Networkerror,e:  
 print e.args

Creating Classes:

The *class* statement creates a new class definition. The name of the class immediately follows the keyword *class* followed by a colon as follows:

class ClassName:  
 'Optional class documentation string'  
 class\_suite

* + The class has a documentation string which can be access via *ClassName.\_\_doc\_\_*.
  + The *class\_suite* consists of all the component statements, defining class members, data attributes, and functions.

Creating instance objects:

To create instances of a class, you call the class using class name and pass in whatever arguments its *\_\_init\_\_* method accepts.

"This would create first object of Employee class"  
emp1 = Employee("Zara", 2000)  
"This would create second object of Employee class"  
emp2 = Employee("Manni", 5000)

Accessing attributes:

You access the object's attributes using the dot operator with object. Class variable would be accessed using class name as follows:

emp1.displayEmployee()  
emp2.displayEmployee()  
print "Total Employee %d" % Employee.empCount

Built-In Class Attributes:

Every Python class keeps following built-in attributes and they can be accessed using dot operator like any other attribute:

* + **\_\_dict\_\_ :** Dictionary containing the class's namespace.
  + **\_\_doc\_\_ :** Class documentation string, or None if undefined.
  + **\_\_name\_\_:** Class name.
  + **\_\_module\_\_:** Module name in which the class is defined. This attribute is "\_\_main\_\_" in interactive mode.
  + **\_\_bases\_\_ :** A possibly empty tuple containing the base classes, in the order of their occurrence in the base class list.

Destroying Objects (Garbage Collection):

Python deletes unneeded objects (built-in types or class instances) automatically to free memory space. The process by which Python periodically reclaims blocks of memory that no longer are in use is termed garbage collection.

Python's garbage collector runs during program execution and is triggered when an object's reference count reaches zero. An object's reference count changes as the number of aliases that point to it changes:

An object's reference count increases when it's assigned a new name or placed in a container (list, tuple, or dictionary). The object's reference count decreases when it's deleted with *del*, its reference is reassigned, or its reference goes out of scope. When an object's reference count reaches zero, Python collects it automatically.

Class Inheritance:

Instead of starting from scratch, you can create a class by deriving it from a preexisting class by listing the parent class in parentheses after the new class name:

The child class inherits the attributes of its parent class, and you can use those attributes as if they were defined in the child class. A child class can also override data members and methods from the parent.

Syntax:

Derived classes are declared much like their parent class; however, a list of base classes to inherit from are given after the class name:

class SubClassName (ParentClass1[, ParentClass2, ...]):  
 'Optional class documentation string'  
 class\_suite

Overriding Methods:

You can always override your parent class methods. One reason for overriding parent's methods is because you may want special or different functionality in your subclass.

class Parent: # define parent class  
 def myMethod(self):  
 print 'Calling parent method'

class Child(Parent): # define child class  
 def myMethod(self):  
 print 'Calling child method'

c = Child() # instance of child  
c.myMethod() # child calls overridden method

Base Overloading Methods:

Following table lists some generic functionality that you can override in your own classes:

|  |  |
| --- | --- |
| **SN** | **Method, Description & Sample Call** |
| 1 | **\_\_init\_\_ ( self [,args...] )**  Constructor (with any optional arguments)  Sample Call : *obj = className(args)* |
| 2 | **\_\_del\_\_( self )**  Destructor, deletes an object  Sample Call : *dell obj* |
| 3 | **\_\_repr\_\_( self )**  Evaluatable string representation  Sample Call : *repr(obj)* |
| 4 | **\_\_str\_\_( self )**  Printable string representation  Sample Call : *str(obj)* |
| 5 | **\_\_cmp\_\_ ( self, x )**  Object comparison  Sample Call : *cmp(obj, x)* |

Overloading Operators:

Suppose you've created a Vector class to represent two-dimensional vectors. What happens when you use the plus operator to add them? Most likely Python will yell at you.

You could, however, define the *\_\_add\_\_* method in your class to perform vector addition, and then the plus operator would behave as per expectation:

#!/usr/bin/python

class Vector:  
 def \_\_init\_\_(self, a, b):  
 self.a = a  
 self.b = b

def \_\_str\_\_(self):  
 return 'Vector (%d, %d)' % (self.a, self.b)  
   
 def \_\_add\_\_(self,other):  
 return Vector(self.a + other.a, self.b + other.b)

v1 = Vector(2,10)  
v2 = Vector(5,-2)  
print v1 + v2

Data Hiding:

An object's attributes may or may not be visible outside the class definition. For these cases, you can name attributes with a double underscore prefix, and those attributes will not be directly visible to outsiders:

#!/usr/bin/python

class JustCounter:  
 \_\_secretCount = 0  
   
 def count(self):  
 self.\_\_secretCount += 1  
 print self.\_\_secretCount

counter = JustCounter()  
counter.count()  
counter.count()  
print counter.\_\_secretCount

A *regular expression* is a special sequence of characters that helps you match or find other strings or sets of strings, using a specialized syntax held in a pattern. Regular expressions are widely used in UNIX world.

The module **re** provides full support for Perl-like regular expressions in Python. The re module raises the exception re.error if an error occurs while compiling or using a regular expression.

We would cover two important functions which would be used to handle regular expressions. But a small thing first: There are various characters which would have special meaning when they are used in regular expression. To avoid any confusion while dealing with regular expressions we would use Raw Strings as **r'expression'**.

The *match* Function

This function attempts to match RE *pattern* to *string* with optional *flags*.

Here is the syntax for this function:

re.match(pattern, string, flags=0)

Here is the description of the parameters:

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| pattern | This is the regular expression to be matched. |
| string | This is the string which would be searched to match the pattern |
| flags | You can specifiy different flags using exclusive OR (|). These are modifiers which are listed in the table below. |

The *re.match* function returns a **match** object on success, **None** on failure. We would use *group(num)*or *groups()* function of **match** object to get matched expression.

|  |  |
| --- | --- |
| **Match Object Methods** | **Description** |
| group(num=0) | This methods returns entire match (or specific subgroup num) |
| groups() | This method return all matching subgroups in a tuple (empty if there weren't any) |

The *search* Function

This function search for first occurrence of RE *pattern* within *string* with optional *flags*.

Here is the syntax for this function:

re.string(pattern, string, flags=0)

Here is the description of the parameters:

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| pattern | This is the regular expression to be matched. |
| string | This is the string which would be searched to match the pattern |
| flags | You can specifiy different flags using exclusive OR (|). These are modifiers which are listed in the table below. |

The *re.search* function returns a **match** object on success, **None** on failure. We would use *group(num)*or *groups()* function of **match** object to get matched expression.

|  |  |
| --- | --- |
| **Match Object Methods** | **Description** |
| group(num=0) | This methods returns entire match (or specific subgroup num) |
| groups() | This method return all matching subgroups in a tuple (empty if there weren't any) |

Matching vs Searching:

Python offers two different primitive operations based on regular expressions: **match** checks for a match only at the beginning of the string, while **search** checks for a match anywhere in the string (this is what Perl does by default).

Search and Replace:

Some of the most important **re** methods that use regular expressions is **sub**.

Syntax:

sub(pattern, repl, string, max=0)

This method replace all occurrences of the RE *pattern* in *string* with *repl*, substituting all occurrences unless *max* provided. This method would return modified string.

Regular-expression Modifiers - Option Flags

Regular expression literals may include an optional modifier to control various aspects of matching. The modifier are specified as an optional flag. You can provide multiple modified using exclusive OR (|), as shown previously and may be represented by one of these:

|  |  |
| --- | --- |
| **Modifier** | **Description** |
| re.I | Performs case-insensitive matching. |
| re.L | Interprets words according to the current locale.This interpretation affects the alphabetic group (\w and \W), as well as word boundary behavior (\b and \B). |
| re.M | Makes $ match the end of a line (not just the end of the string) and makes ^ match the start of any line (not just the start of the string). |
| re.S | Makes a period (dot) match any character, including a newline. |
| re.U | Interprets letters according to the Unicode character set. This flag affects the behavior of \w, \W, \b, \B. |
| re.X | Permits "cuter" regular expression syntax. It ignores whitespace (except inside a set [] or when escaped by a backslash), and treats unescaped # as a comment marker. |

Regular-expression patterns:

Except for control characters, **(+ ? . \* ^ $ ( ) [ ] { } | \)**, all characters match themselves. You can escape a control character by preceding it with a backslash.

Following table lists the regular expression syntax that is available in Python.

|  |  |
| --- | --- |
| **Pattern** | **Description** |
| ^ | Matches beginning of line. |
| $ | Matches end of line. |
| . | Matches any single character except newline. Using m option allows it to match newline as well. |
| [...] | Matches any single character in brackets. |
| [^...] | Matches any single character not in brackets |
| re\* | Matches 0 or more occurrences of preceding expression. |
| re+ | Matches 0 or 1 occurrence of preceding expression. |
| re{ n} | Matches exactly n number of occurrences of preceding expression. |
| re{ n,} | Matches n or more occurrences of preceding expression. |
| re{ n, m} | Matches at least n and at most m occurrences of preceding expression. |
| a| b | Matches either a or b. |
| (re) | Groups regular expressions and remembers matched text. |
| (?imx) | Temporarily toggles on i, m, or x options within a regular expression. If in parentheses, only that area is affected. |
| (?-imx) | Temporarily toggles off i, m, or x options within a regular expression. If in parentheses, only that area is affected. |
| (?: re) | Groups regular expressions without remembering matched text. |
| (?imx: re) | Temporarily toggles on i, m, or x options within parentheses. |
| (?-imx: re) | Temporarily toggles off i, m, or x options within parentheses. |
| (?#...) | Comment. |
| (?= re) | Specifies position using a pattern. Doesn't have a range. |
| (?! re) | Specifies position using pattern negation. Doesn't have a range. |
| (?> re) | Matches independent pattern without backtracking. |
| \w | Matches word characters. |
| \W | Matches nonword characters. |
| \s | Matches whitespace. Equivalent to [\t\n\r\f]. |
| \S | Matches nonwhitespace. |
| \d | Matches digits. Equivalent to [0-9]. |
| \D | Matches nondigits. |
| \A | Matches beginning of string. |
| \Z | Matches end of string. If a newline exists, it matches just before newline. |
| \z | Matches end of string. |
| \G | Matches point where last match finished. |
| \b | Matches word boundaries when outside brackets. Matches backspace (0x08) when inside brackets. |
| \B | Matches nonword boundaries. |
| \n, \t, etc. | Matches newlines, carriage returns, tabs, etc. |
| \1...\9 | Matches nth grouped subexpression. |
| \10 | Matches nth grouped subexpression if it matched already. Otherwise refers to the octal representation of a character code. |

Regular-expression Examples:

Literal characters:

|  |  |
| --- | --- |
| **Example** | **Description** |
| python | Match "python". |

Character classes:

|  |  |
| --- | --- |
| **Example** | **Description** |
| [Pp]ython | Match "Python" or "python" |
| rub[ye] | Match "ruby" or "rube" |
| [aeiou] | Match any one lowercase vowel |
| [0-9] | Match any digit; same as [0123456789] |
| [a-z] | Match any lowercase ASCII letter |
| [A-Z] | Match any uppercase ASCII letter |
| [a-zA-Z0-9] | Match any of the above |
| [^aeiou] | Match anything other than a lowercase vowel |
| [^0-9] | Match anything other than a digit |

Special Character Classes:

|  |  |
| --- | --- |
| **Example** | **Description** |
| . | Match any character except newline |
| \d | Match a digit: [0-9] |
| \D | Match a nondigit: [^0-9] |
| \s | Match a whitespace character: [ \t\r\n\f] |
| \S | Match nonwhitespace: [^ \t\r\n\f] |
| \w | Match a single word character: [A-Za-z0-9\_] |
| \W | Match a nonword character: [^A-Za-z0-9\_] |

Repetition Cases:

|  |  |
| --- | --- |
| **Example** | **Description** |
| ruby? | Match "rub" or "ruby": the y is optional |
| ruby\* | Match "rub" plus 0 or more ys |
| ruby+ | Match "rub" plus 1 or more ys |
| \d{3} | Match exactly 3 digits |
| \d{3,} | Match 3 or more digits |
| \d{3,5} | Match 3, 4, or 5 digits |

Nongreedy repetition:

This matches the smallest number of repetitions:

|  |  |
| --- | --- |
| **Example** | **Description** |
| <.\*> | Greedy repetition: matches "<python>perl>" |
| <.\*?> | Nongreedy: matches "<python>" in "<python>perl>" |

Grouping with parentheses:

|  |  |
| --- | --- |
| **Example** | **Description** |
| \D\d+ | No group: + repeats \d |
| (\D\d)+ | Grouped: + repeats \D\d pair |
| ([Pp]ython(, )?)+ | Match "Python", "Python, python, python", etc. |

Backreferences:

This matches a previously matched group again:

|  |  |
| --- | --- |
| **Example** | **Description** |
| ([Pp])ython&\1ails | Match python&rails or Python&Rails |
| (['"])[^\1]\*\1 | Single or double-quoted string. \1 matches whatever the 1st group matched . \2 matches whatever the 2nd group matched, etc. |

Alternatives:

|  |  |
| --- | --- |
| **Example** | **Description** |
| python|perl | Match "python" or "perl" |
| rub(y|le)) | Match "ruby" or "ruble" |
| Python(!+|\?) | "Python" followed by one or more ! or one ? |

Anchors:

This need to specify match position

|  |  |
| --- | --- |
| **Example** | **Description** |
| ^Python | Match "Python" at the start of a string or internal line |
| Python$ | Match "Python" at the end of a string or line |
| \APython | Match "Python" at the start of a string |
| Python\Z | Match "Python" at the end of a string |
| \bPython\b | Match "Python" at a word boundary |
| \brub\B | \B is nonword boundary: match "rub" in "rube" and "ruby" but not alone |
| Python(?=!) | Match "Python", if followed by an exclamation point |
| Python(?!!) | Match "Python", if not followed by an exclamation point |

Special syntax with parentheses:

|  |  |
| --- | --- |
| **Example** | **Description** |
| R(?#comment) | Matches "R". All the rest is a comment |
| R(?i)uby | Case-insensitive while matching "uby" |
| R(?i:uby) | Same as above |
| rub(?:y|le)) | Group only without creating \1 backreference |
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The standard library comes with a number of modules that can be used both as modules and as command-line utilities.

The *dis* Module:

The dis module is the Python disassembler. It converts byte codes to a format that is slightly more appropriate for human consumption.

You can run the disassembler from the command line. It compiles the given script and prints the disassembled byte codes to the STDOUT. You can also use dis as a module. The **dis** function takes a class, method, function or code object as its single argument.

EXAMPLE:

#!/usr/bin/python  
import dis

def sum():  
 vara = 10  
 varb = 20

sum = vara + varb  
 print "vara + varb = %d" % sum

# Call dis function for the function.

dis.dis(sum)

This would produce the following result:

6 0 LOAD\_CONST 1 (10)  
 3 STORE\_FAST 0 (vara)

7 6 LOAD\_CONST 2 (20)  
 9 STORE\_FAST 1 (varb)

9 12 LOAD\_FAST 0 (vara)  
 15 LOAD\_FAST 1 (varb)  
 18 BINARY\_ADD  
 19 STORE\_FAST 2 (sum)

10 22 LOAD\_CONST 3 ('vara + varb = %d')  
 25 LOAD\_FAST 2 (sum)  
 28 BINARY\_MODULO  
 29 PRINT\_ITEM  
 30 PRINT\_NEWLINE  
 31 LOAD\_CONST 0 (None)  
 34 RETURN\_VALUE

The *pdb* Module

The pdb module is the standard Python debugger. It is based on the bdb debugger framework.

You can run the debugger from the command line (type n [or next] to go to the next line and help to get a list of available commands):

EXAMPLE:

Before you try to run **pdb.py**, set your path properly to Python lib directory. So let us try with above example sum.py:

$pdb.py sum.py  
> /test/sum.py(3)<module>()  
-> import dis  
(Pdb) n  
> /test/sum.py(5)<module>()  
-> def sum():  
(Pdb) n  
>/test/sum.py(14)<module>()  
-> dis.dis(sum)  
(Pdb) n  
 6 0 LOAD\_CONST 1 (10)  
 3 STORE\_FAST 0 (vara)

7 6 LOAD\_CONST 2 (20)  
 9 STORE\_FAST 1 (varb)

9 12 LOAD\_FAST 0 (vara)  
 15 LOAD\_FAST 1 (varb)  
 18 BINARY\_ADD  
 19 STORE\_FAST 2 (sum)

10 22 LOAD\_CONST 3 ('vara + varb = %d')  
 25 LOAD\_FAST 2 (sum)  
 28 BINARY\_MODULO  
 29 PRINT\_ITEM  
 30 PRINT\_NEWLINE  
 31 LOAD\_CONST 0 (None)  
 34 RETURN\_VALUE  
--Return--  
> /test/sum.py(14)<module>()->None  
-v dis.dis(sum)  
(Pdb) n  
--Return--  
> <string>(1)<module>()->None  
(Pdb)

The *profile* Module:

The profile module is the standard Python profiler. You can run the profiler from the command line:

EXAMPLE:

Let us try to profile the following program:

#!/usr/bin/python

vara = 10  
varb = 20

sum = vara + varb  
print "vara + varb = %d" % sum

Now, try running **cProfile.py** over this file *sum.py* as follows:

$cProfile.py sum.py  
vara + varb = 30  
 4 function calls in 0.000 CPU seconds

Ordered by: standard name

ncalls tottime percall cumtime percall filename:lineno  
 1 0.000 0.000 0.000 0.000 <string>:1(<module>)  
 1 0.000 0.000 0.000 0.000 sum.py:3(<module>)  
 1 0.000 0.000 0.000 0.000 {execfile}  
 1 0.000 0.000 0.000 0.000 {method ......}

The *tabnanny* Module

The tabnanny module checks Python source files for ambiguous indentation. If a file mixes tabs and spaces in a way that throws off indentation, no matter what tab size you're using, the nanny complains:

EXAMPLE:

Let us try to profile the following program:

#!/usr/bin/python

vara = 10  
varb = 20

sum = vara + varb  
print "vara + varb = %d" % sum

If you would try a correct file with tabnanny.py, then it won't complain as follows:

$tabnanny.py -v sum.py  
'sum.py': Clean bill of health.
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Python Tutorial

Python is a general-purpose interpreted, interactive, object-oriented and high-level programming language. Python was created by Guido van Rossum in the late eighties and early nineties. Like Perl, Python source code is also now available under the GNU General Public License (GPL).

Audience

This tutorial has been designed for software programmers with a need to understand the Python programming language starting from scratch. This tutorial will give you enough understanding on Python programming language from where you can take yourself to a higher level of expertise.

Prerequisites

Before proceeding with this tutorial you should have a basic understanding of Computer Programming terminologies. A basic understanding of any of the programming languages will help you in understanding the Python programming concepts and move fast on the learning track.

Execute Python Programs

For most of the examples given in this tutorial you will find **Try it** option, so just make use of it and enjoy your learning.

Try following example using **Try it** option available at the top right corner of the below sample code box:

#!/usr/bin/python

print "Hello, Python!";

1 - Python Quick Reference Guide

A quick Python reference guide for Python Programmers.

[Python Quick Reference Guide](http://www.tutorialspoint.com/python/python_quick_guide.htm)

2 - Useful Python Resources

A collection of *Python* Sites, Books and Articles is given at this page.

[Useful Python Resources](http://www.tutorialspoint.com/python/python_useful_resources.htm)

3 - Python Tools and Utilities

Here you will find a useful Python's tools and utilities which you will require very frequently while doing Python programming.

[Python Tools and Utilities](http://www.tutorialspoint.com/python/python_tools_utilities.htm)

4 - Python Tutorial in PDF

Download a quick Python tutorial in PDF format.

[Python Tutorial in PDF](http://www.tutorialspoint.com/python/python_pdf_version.htm)
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Python is a high-level, interpreted, interactive and object-oriented scripting language. Python was designed to be highly readable which uses English keywords frequently where as other languages use punctuation and it has fewer syntactical constructions than other languages.

* + **Python is Interpreted:** This means that it is processed at runtime by the interpreter and you do not need to compile your program before executing it. This is similar to PERL and PHP.
  + **Python is Interactive:** This means that you can actually sit at a Python prompt and interact with the interpreter directly to write your programs.
  + **Python is Object-Oriented:** This means that Python supports Object-Oriented style or technique of programming that encapsulates code within objects.
  + **Python is Beginner's Language:** Python is a great language for the beginner programmers and supports the development of a wide range of applications from simple text processing to WWW browsers to games.

History of Python:

Python was developed by Guido van Rossum in the late eighties and early nineties at the National Research Institute for Mathematics and Computer Science in the Netherlands.

Python is derived from many other languages, including ABC, Modula-3, C, C++, Algol-68, SmallTalk, and Unix shell and other scripting languages.

Python is copyrighted. Like Perl, Python source code is now available under the GNU General Public License (GPL).

Python is now maintained by a core development team at the institute, although Guido van Rossum still holds a vital role in directing its progress.

Python Features:

Python's feature highlights include:

* + **Easy-to-learn:** Python has relatively few keywords, simple structure, and a clearly defined syntax. This allows the student to pick up the language in a relatively short period of time.
  + **Easy-to-read:** Python code is much more clearly defined and visible to the eyes.
  + **Easy-to-maintain:** Python's success is that its source code is fairly easy-to-maintain.
  + **A broad standard library:** One of Python's greatest strengths is the bulk of the library is very portable and cross-platform compatible on UNIX, Windows and Macintosh.
  + **Interactive Mode:** Support for an interactive mode in which you can enter results from a terminal right to the language, allowing interactive testing and debugging of snippets of code.
  + **Portable:** Python can run on a wide variety of hardware platforms and has the same interface on all platforms.
  + **Extendable:** You can add low-level modules to the Python interpreter. These modules enable programmers to add to or customize their tools to be more efficient.
  + **Databases:** Python provides interfaces to all major commercial databases.
  + **GUI Programming:** Python supports GUI applications that can be created and ported to many system calls, libraries and windows systems, such as Windows MFC, Macintosh and the X Window system of Unix.
  + **Scalable:** Python provides a better structure and support for large programs than shell scripting.

Apart from the above-mentioned features, Python has a big list of good features, few are listed below:

* + Support for functional and structured programming methods as well as OOP.
  + It can be used as a scripting language or can be compiled to byte-code for building large applications.
  + Very high-level dynamic data types and supports dynamic type checking.
  + Supports automatic garbage collection.
  + It can be easily integrated with C, C++, COM, ActiveX, CORBA and Java.
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Try it Option Online

You really do not need to set up your own environment to start learning Python programming language. Reason is very simple, we already have set up Python Programming environment online, so that you can execute all the available examples online at the same time when you are doing your theory work. This gives you confidence in what you are reading and to check the result with different options. Feel free to modify any example and execute it online.

Try following example using **Try it** option available at the top right corner of the below sample code box:

#!/usr/bin/python

print "Hello, Python!";

For most of the examples given in this tutorial, you will find **Try it** option, so just make use of it and enjoy your learning.

Local Environment Setup

If you are still willing to set up your environment, let's understand how to set up our Python environment. Python is available on a wide variety of platforms including Linux and Mac OS X. Try opening a terminal window and type "python" to find out if its already installed and which version you have if it is installed.

* + Unix (Solaris, Linux, FreeBSD, AIX, HP/UX, SunOS, IRIX, etc.)
  + Win 9x/NT/2000
  + Macintosh (Intel, PPC, 68K)
  + OS/2
  + DOS (multiple versions)
  + PalmOS
  + Nokia mobile phones
  + Windows CE
  + Acorn/RISC OS
  + BeOS
  + Amiga
  + VMS/OpenVMS
  + QNX
  + VxWorks
  + Psion
  + Python has also been ported to the Java and .NET virtual machines

Getting Python:

The most up-to-date and current source code, binaries, documentation, news, etc. is available at the official website of Python:

**Python Official Website :** <http://www.python.org/>

You can download Python documentation from the following site. The documentation is available in HTML, PDF and PostScript formats.

**Python Documentation Website :** [www.python.org/doc/](http://www.python.org/doc/)

Install Python:

Python distribution is available for a wide variety of platforms. You need to download only the binary code applicable for your platform and install Python.

If the binary code for your platform is not available, you need a C compiler to compile the source code manually. Compiling the source code offers more flexibility in terms of choice of features that you require in your installation.

Here is a quick overview of installing Python on various platforms:

Unix & Linux Installation:

Here are the simple steps to install Python on Unix/Linux machine.

* + Open a Web browser and go to <http://www.python.org/download/>
  + Follow the link to download zipped source code available for Unix/Linux.
  + Download and extract files.
  + Editing the *Modules/Setup* file if you want to customize some options.
  + **run** ./configure script
  + make
  + make install

This will install python in a standard location */usr/local/bin* and its libraries are installed in*/usr/local/lib/pythonXX* where XX is the version of Python that you are using.

Windows Installation:

Here are the steps to install Python on Windows machine.

* + Open a Web browser and go to <http://www.python.org/download/>
  + Follow the link for the Windows installer *python-XYZ.msi* file where XYZ is the version you are going to install.
  + To use this installer *python-XYZ.msi*, the Windows system must support Microsoft Installer 2.0. Just save the installer file to your local machine and then run it to find out if your machine supports MSI.
  + Run the downloaded file by double-clicking it in Windows Explorer. This brings up the Python install wizard, which is really easy to use. Just accept the default settings, wait until the install is finished, and you're ready to roll!

Macintosh Installation:

Recent Macs come with Python installed, but it may be several years out of date. See <http://www.python.org/download/mac/> for instructions on getting the current version along with extra tools to support development on the Mac. For older Mac OS's before Mac OS X 10.3 (released in 2003), MacPython is available."

Jack Jansen maintains it and you can have full access to the entire documentation at his Web site -**Jack Jansen Website :** <http://www.cwi.nl/~jack/macpython.html>

Just go to this link and you will find complete installation detail for Mac OS installation.

Setting up PATH:

Programs and other executable files can live in many directories, so operating systems provide a search path that lists the directories that the OS searches for executables.

The path is stored in an environment variable, which is a named string maintained by the operating system. These variables contain information available to the command shell and other programs.

The **path** variable is named PATH in Unix or Path in Windows (Unix is case-sensitive; Windows is not).

In Mac OS, the installer handles the path details. To invoke the Python interpreter from any particular directory, you must add the Python directory to your path.

Setting path at Unix/Linux:

To add the Python directory to the path for a particular session in Unix:

* + **In the csh shell:** type   
    setenv PATH "$PATH:/usr/local/bin/python" and press Enter.
  + **In the bash shell (Linux):** type   
    export PATH="$PATH:/usr/local/bin/python" and press Enter.
  + **In the sh or ksh shell:** type   
    PATH="$PATH:/usr/local/bin/python" and press Enter.

**Note:** /usr/local/bin/python is the path of the Python directory

Setting path at Windows:

To add the Python directory to the path for a particular session in Windows:

* + **At the command prompt :** type   
    path %path%;C:\Python and press Enter.

**Note:** C:\Python is the path of the Python directory

Python Environment Variables:

Here are important environment variables, which can be recognized by Python:

|  |  |
| --- | --- |
| **Variable** | **Description** |
| PYTHONPATH | Has a role similar to PATH. This variable tells the Python interpreter where to locate the module files you import into a program. PYTHONPATH should include the Python source library directory and the directories containing your Python source code. PYTHONPATH is sometimes preset by the Python installer. |
| PYTHONSTARTUP | Contains the path of an initialization file containing Python source code that is executed every time you start the interpreter (similar to the Unix .profile or .login file). This file, often named .pythonrc.py in Unix, usually contains commands that load utilities or modify PYTHONPATH. |
| PYTHONCASEOK | Used in Windows to instruct Python to find the first case-insensitive match in an import statement. Set this variable to any value to activate it. |
| PYTHONHOME | An alternative module search path. It's usually embedded in the PYTHONSTARTUP or PYTHONPATH directories to make switching module libraries easy. |

Running Python:

There are three different ways to start Python:

(1) Interactive Interpreter:

You can enter **python** and start coding right away in the interactive interpreter by starting it from the command line. You can do this from Unix, DOS or any other system, which provides you a command-line interpreter or shell window.

$python # Unix/Linux

or

python% # Unix/Linux

or

C:>python # Windows/DOS

Here is the list of all the available command line options:

|  |  |
| --- | --- |
| **Option** | **Description** |
| -d | provide debug output |
| -O | generate optimized bytecode (resulting in .pyo files) |
| -S | do not run import site to look for Python paths on startup |
| -v | verbose output (detailed trace on import statements) |
| -X | disable class-based built-in exceptions (just use strings); obsolete starting with version 1.6 |
| -c cmd | run Python script sent in as cmd string |
| file | run Python script from given file |

(2) Script from the Command-line:

A Python script can be executed at command line by invoking the interpreter on your application, as in the following:

$python script.py # Unix/Linux

or

python% script.py # Unix/Linux

or

C:>python script.py # Windows/DOS

**Note:** Be sure the file permission mode allows execution.

(3) Integrated Development Environment

You can run Python from a graphical user interface (GUI) environment as well. All you need is a GUI application on your system that supports Python.

* + **Unix:** IDLE is the very first Unix IDE for Python.
  + **Windows:** PythonWin is the first Windows interface for Python and is an IDE with a GUI.
  + **Macintosh:** The Macintosh version of Python along with the IDLE IDE is available from the main website, downloadable as either MacBinary or BinHex'd files.

Before proceeding to next chapter, make sure your environment is properly set up and working perfectly fine. If you are not able to set up the environment properly, then you can take help from your system admin.

All the examples given in subsequent chapters have been executed with Python 2.4.3 version available on CentOS flavor of Linux.
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The Python language has many similarities to Perl, C and Java. However, there are some definite differences between the languages. This chapter is designed to quickly get you up to speed on the syntax that is expected in Python.

First Python Program:

INTERACTIVE MODE PROGRAMMING:

Invoking the interpreter without passing a script file as a parameter brings up the following prompt:

$ python  
Python 2.4.3 (#1, Nov 11 2010, 13:34:43)  
[GCC 4.1.2 20080704 (Red Hat 4.1.2-48)] on linux2  
Type "help", "copyright", "credits" or "license" for more information.  
>>>

Type the following text to the right of the Python prompt and press the Enter key:

>>> print "Hello, Python!";

If you are running new version of Python, then you would need to use print statement with parenthesis like **print ("Hello, Python!");**. However at Python version 2.4.3, this will produce following result:

Hello, Python!

**SCRIPT MODE PROGRAMMING:**

Invoking the interpreter with a script parameter begins execution of the script and continues until the script is finished. When the script is finished, the interpreter is no longer active.

Let us write a simple Python program in a script. All python files will have extension **.py**. So put the following source code in a test.py file.

print "Hello, Python!";

Here, I assumed that you have Python interpreter set in PATH variable. Now, try to run this program as follows:

$ python test.py

This will produce the following result:

Hello, Python!

Let's try another way to execute a Python script. Below is the modified test.py file:

#!/usr/bin/python

print "Hello, Python!";

Here, I assumed that you have Python interpreter available in /usr/bin directory. Now, try to run this program as follows:

$ chmod +x test.py # This is to make file executable  
$./test.py

This will produce the following result:

Hello, Python!

Python Identifiers:

A Python identifier is a name used to identify a variable, function, class, module or other object. An identifier starts with a letter A to Z or a to z or an underscore (\_) followed by zero or more letters, underscores and digits (0 to 9).

Python does not allow punctuation characters such as @, $ and % within identifiers. Python is a case sensitive programming language. Thus, **Manpower** and **manpower** are two different identifiers in Python.

Here are following identifier naming convention for Python:

* + Class names start with an uppercase letter and all other identifiers with a lowercase letter.
  + Starting an identifier with a single leading underscore indicates by convention that the identifier is meant to be private.
  + Starting an identifier with two leading underscores indicates a strongly private identifier.
  + If the identifier also ends with two trailing underscores, the identifier is a language-defined special name.

Reserved Words:

The following list shows the reserved words in Python. These reserved words may not be used as constant or variable or any other identifier names. All the Python keywords contain lowercase letters only.

|  |  |  |
| --- | --- | --- |
| and | exec | not |
| assert | finally | or |
| break | for | pass |
| class | from | print |
| continue | global | raise |
| def | if | return |
| del | import | try |
| elif | in | while |
| else | is | with |
| except | lambda | yield |

Lines and Indentation:

One of the first caveats programmers encounter when learning Python is the fact that there are no braces to indicate blocks of code for class and function definitions or flow control. Blocks of code are denoted by line indentation, which is rigidly enforced.

The number of spaces in the indentation is variable, but all statements within the block must be indented the same amount. Both blocks in this example are fine:

if True:  
 print "True"  
else:  
 print "False"

However, the second block in this example will generate an error:

if True:  
 print "Answer"  
 print "True"  
else:  
 print "Answer"  
 print "False"

Thus, in Python all the continous lines indented with similar number of spaces would form a block. Following is the example having various statement blocks:

**Note:** Don't try to understand logic or different functions used. Just make sure you undertood various blocks even if they are without braces.

#!/usr/bin/python

import sys

try:  
 # open file stream  
 file = open(file\_name, "w")  
except IOError:  
 print "There was an error writing to", file\_name  
 sys.exit()  
print "Enter '", file\_finish,  
print "' When finished"  
while file\_text != file\_finish:  
 file\_text = raw\_input("Enter text: ")  
 if file\_text == file\_finish:  
 # close the file  
 file.close  
 break  
 file.write(file\_text)  
 file.write("\n")  
file.close()  
file\_name = raw\_input("Enter filename: ")  
if len(file\_name) == 0:  
 print "Next time please enter something"  
 sys.exit()  
try:  
 file = open(file\_name, "r")  
except IOError:  
 print "There was an error reading file"  
 sys.exit()  
file\_text = file.read()  
file.close()  
print file\_text

Multi-Line Statements:

Statements in Python typically end with a new line. Python does, however, allow the use of the line continuation character (\) to denote that the line should continue. For example:

total = item\_one + \  
 item\_two + \  
 item\_three

Statements contained within the [], {} or () brackets do not need to use the line continuation character. For example:

days = ['Monday', 'Tuesday', 'Wednesday',  
 'Thursday', 'Friday']

Quotation in Python:

Python accepts single ('), double (") and triple (''' or """) quotes to denote string literals, as long as the same type of quote starts and ends the string.

The triple quotes can be used to span the string across multiple lines. For example, all the following are legal:

word = 'word'  
sentence = "This is a sentence."  
paragraph = """This is a paragraph. It is  
made up of multiple lines and sentences."""

Comments in Python:

A hash sign (#) that is not inside a string literal begins a comment. All characters after the # and up to the physical line end are part of the comment and the Python interpreter ignores them.

#!/usr/bin/python

# First comment  
print "Hello, Python!"; # second comment

This will produce the following result:

Hello, Python!

A comment may be on the same line after a statement or expression:

name = "Madisetti" # This is again comment

You can comment multiple lines as follows:

# This is a comment.  
# This is a comment, too.  
# This is a comment, too.  
# I said that already.

Using Blank Lines:

A line containing only whitespace, possibly with a comment, is known as a blank line and Python totally ignores it.

In an interactive interpreter session, you must enter an empty physical line to terminate a multiline statement.

Waiting for the User:

The following line of the program displays the prompt, Press the enter key to exit and waits for the user to press the Enter key:

#!/usr/bin/python

raw\_input("\n\nPress the enter key to exit.")

Here, "\n\n" are being used to create two new lines before displaying the actual line. Once the user presses the key, the program ends. This is a nice trick to keep a console window open until the user is done with an application.

Multiple Statements on a Single Line:

The semicolon ( ; ) allows multiple statements on the single line given that neither statement starts a new code block. Here is a sample snip using the semicolon:

import sys; x = 'foo'; sys.stdout.write(x + '\n')

Multiple Statement Groups as Suites:

A group of individual statements, which make a single code block are called **suites** in Python. Compound or complex statements, such as if, while, def, and class, are those which require a header line and a suite.

Header lines begin the statement (with the keyword) and terminate with a colon ( : ) and are followed by one or more lines which make up the suite. For example:

if expression :   
 suite  
elif expression :   
 suite   
else :   
 suite

Command Line Arguments:

You may have seen, for instance, that many programs can be run so that they provide you with some basic information about how they should be run. Python enables you to do this with -h:

$ python -h  
usage: python [option] ... [-c cmd | -m mod | file | -] [arg] ...  
Options and arguments (and corresponding environment variables):  
-c cmd : program passed in as string (terminates option list)  
-d : debug output from parser (also PYTHONDEBUG=x)  
-E : ignore environment variables (such as PYTHONPATH)  
-h : print this help message and exit

[ etc. ]

You can also program your script in such a way that it should accept various options. [Command Line Arguments](http://www.tutorialspoint.com/python/python_command_line_arguments.htm) is an advanced topic and should be studied a bit later once you have gone through rest of the Python concepts.

Pasted from <<http://www.tutorialspoint.com/python/python_basic_syntax.htm>>

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in memory.

Based on the data type of a variable, the interpreter allocates memory and decides what can be stored in the reserved memory. Therefore, by assigning different data types to variables, you can store integers, decimals or characters in these variables.

Assigning Values to Variables:

Python variables do not have to be explicitly declared to reserve memory space. The declaration happens automatically when you assign a value to a variable. The equal sign (=) is used to assign values to variables.

The operand to the left of the = operator is the name of the variable and the operand to the right of the = operator is the value stored in the variable. For example:

#!/usr/bin/python

counter = 100 # An integer assignment  
miles = 1000.0 # A floating point  
name = "John" # A string

print counter  
print miles  
print name

Here, 100, 1000.0 and "John" are the values assigned to *counter*, *miles* and *name* variables, respectively. While running this program, this will produce the following result:

100  
1000.0  
John

Multiple Assignment:

Python allows you to assign a single value to several variables simultaneously. For example:

a = b = c = 1

Here, an integer object is created with the value 1, and all three variables are assigned to the same memory location. You can also assign multiple objects to multiple variables. For example:

        a, b, c = 1, 2, "john"

Here, two integer objects with values 1 and 2 are assigned to variables a and b, and one string object with the value "john" is assigned to the variable c.

Standard Data Types:

The data stored in memory can be of many types. For example, a person's age is stored as a numeric value and his or her address is stored as alphanumeric characters. Python has various standard types that are used to define the operations possible on them and the storage method for each of them.

Python has five standard data types:

* + Numbers
  + String
  + List
  + Tuple
  + Dictionary

Python Numbers:

Number data types store numeric values. They are immutable data types which means that changing the value of a number data type results in a newly allocated object.

Number objects are created when you assign a value to them. For example:

var1 = 1  
var2 = 10

You can also delete the reference to a number object by using the **del** statement. The syntax of the del statement is:

del var1[,var2[,var3[....,varN]]]]

You can delete a single object or multiple objects by using the del statement. For example:

del var  
del var\_a, var\_b

Python supports four different numerical types:

* + int (signed integers)
  + long (long integers [can also be represented in octal and hexadecimal])
  + float (floating point real values)
  + complex (complex numbers)

Examples:

Here are some examples of numbers:

|  |  |  |  |
| --- | --- | --- | --- |
| **int** | **long** | **float** | **complex** |
| 10 | 51924361L | 0.0 | 3.14j |
| 100 | -0x19323L | 15.20 | 45.j |
| -786 | 0122L | -21.9 | 9.322e-36j |
| 080 | 0xDEFABCECBDAECBFBAEl | 32.3+e18 | .876j |
| -0490 | 535633629843L | -90. | -.6545+0J |
| -0x260 | -052318172735L | -32.54e100 | 3e+26J |
| 0x69 | -4721885298529L | 70.2-E12 | 4.53e-7j |

* + Python allows you to use a lowercase L with long, but it is recommended that you use only an uppercase L to avoid confusion with the number 1. Python displays long integers with an uppercase L.
  + A complex number consists of an ordered pair of real floating-point numbers denoted by a + bj, where a is the real part and b is the imaginary part of the complex number.

Python Strings:

Strings in Python are identified as a contiguous set of characters in between quotation marks. Python allows for either pairs of single or double quotes. Subsets of strings can be taken using the slice operator ( [ ] and [ : ] ) with indexes starting at 0 in the beginning of the string and working their way from -1 at the end.

The plus ( + ) sign is the string concatenation operator and the asterisk ( \* ) is the repetition operator. For example:

#!/usr/bin/python

str = 'Hello World!'

print str # Prints complete string  
print str[0] # Prints first character of the string  
print str[2:5] # Prints characters starting from 3rd to 5th  
print str[2:] # Prints string starting from 3rd character  
print str \* 2 # Prints string two times  
print str + "TEST" # Prints concatenated string

This will produce the following result:

Hello World!  
H  
llo  
llo World!  
Hello World!Hello World!  
Hello World!TEST

Python Lists:

Lists are the most versatile of Python's compound data types. A list contains items separated by commas and enclosed within square brackets ([]). To some extent, lists are similar to arrays in C. One difference between them is that all the items belonging to a list can be of different data type.

The values stored in a list can be accessed using the slice operator ( [ ] and [ : ] ) with indexes starting at 0 in the beginning of the list and working their way to end -1. The plus ( + ) sign is the list concatenation operator, and the asterisk ( \* ) is the repetition operator. For example:

#!/usr/bin/python

list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]  
tinylist = [123, 'john']

print list # Prints complete list  
print list[0] # Prints first element of the list  
print list[1:3] # Prints elements starting from 2nd till 3rd   
print list[2:] # Prints elements starting from 3rd element  
print tinylist \* 2 # Prints list two times  
print list + tinylist # Prints concatenated lists

This will produce the following result:

['abcd', 786, 2.23, 'john', 70.200000000000003]  
abcd  
[786, 2.23]  
[2.23, 'john', 70.200000000000003]  
[123, 'john', 123, 'john']  
['abcd', 786, 2.23, 'john', 70.200000000000003, 123, 'john']

Python Tuples:

A tuple is another sequence data type that is similar to the list. A tuple consists of a number of values separated by commas. Unlike lists, however, tuples are enclosed within parentheses.

The main differences between lists and tuples are: Lists are enclosed in brackets ( [ ] ) and their elements and size can be changed, while tuples are enclosed in parentheses ( ( ) ) and cannot be updated. Tuples can be thought of as **read-only** lists. For example:

#!/usr/bin/python

tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )  
tinytuple = (123, 'john')

print tuple # Prints complete list  
print tuple[0] # Prints first element of the list  
print tuple[1:3] # Prints elements starting from 2nd till 3rd   
print tuple[2:] # Prints elements starting from 3rd element  
print tinytuple \* 2 # Prints list two times  
print tuple + tinytuple # Prints concatenated lists

This will produce the following result:

('abcd', 786, 2.23, 'john', 70.200000000000003)  
abcd  
(786, 2.23)  
(2.23, 'john', 70.200000000000003)  
(123, 'john', 123, 'john')  
('abcd', 786, 2.23, 'john', 70.200000000000003, 123, 'john')

Following is invalid with tuple, because we attempted to update a tuple, which is not allowed. Similar case is possible with lists:

#!/usr/bin/python

tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )  
list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]  
tuple[2] = 1000 # Invalid syntax with tuple  
list[2] = 1000 # Valid syntax with list

Python Dictionary:

Python's dictionaries are kind of hash table type. They work like associative arrays or hashes found in Perl and consist of key-value pairs. A dictionary key can be almost any Python type, but are usually numbers or strings. Values, on the other hand, can be any arbitrary Python object.

Dictionaries are enclosed by curly braces ( { } ) and values can be assigned and accessed using square braces ( [] ). For example:

#!/usr/bin/python

dict = {}  
dict['one'] = "This is one"  
dict[2] = "This is two"

tinydict = {'name': 'john','code':6734, 'dept': 'sales'}

print dict['one'] # Prints value for 'one' key  
print dict[2] # Prints value for 2 key  
print tinydict # Prints complete dictionary  
print tinydict.keys() # Prints all the keys  
print tinydict.values() # Prints all the values

This will produce the following result:

This is one  
This is two  
{'dept': 'sales', 'code': 6734, 'name': 'john'}  
['dept', 'code', 'name']  
['sales', 6734, 'john']

Dictionaries have no concept of order among elements. It is incorrect to say that the elements are "out of order"; they are simply unordered.

Data Type Conversion:

Sometimes, you may need to perform conversions between the built-in types. To convert between types, you simply use the type name as a function.

There are several built-in functions to perform conversion from one data type to another. These functions return a new object representing the converted value.

|  |  |
| --- | --- |
| **Function** | **Description** |
| int(x [,base]) | Converts x to an integer. base specifies the base if x is a string. |
| long(x [,base] ) | Converts x to a long integer. base specifies the base if x is a string. |
| float(x) | Converts x to a floating-point number. |
| complex(real [,imag]) | Creates a complex number. |
| str(x) | Converts object x to a string representation. |
| repr(x) | Converts object x to an expression string. |
| eval(str) | Evaluates a string and returns an object. |
| tuple(s) | Converts s to a tuple. |
| list(s) | Converts s to a list. |
| set(s) | Converts s to a set. |
| dict(d) | Creates a dictionary. d must be a sequence of (key,value) tuples. |
| frozenset(s) | Converts s to a frozen set. |
| chr(x) | Converts an integer to a character. |
| unichr(x) | Converts an integer to a Unicode character. |
| ord(x) | Converts a single character to its integer value. |
| hex(x) | Converts an integer to a hexadecimal string. |
| oct(x) | Converts an integer to an octal string. |
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What is an operator?

Simple answer can be given using expression *4 + 5 is equal to 9*. Here, 4 and 5 are called operands and + is called operator. Python language supports the following types of operators.

* + Arithmetic Operators
  + Comparison (i.e., Relational) Operators
  + Assignment Operators
  + Logical Operators
  + Bitwise Operators
  + Membership Operators
  + Identity Operators

Let's have a look on all operators one by one.

Python Arithmetic Operators:

Assume variable a holds 10 and variable b holds 20, then:

[ [Show Example](http://www.tutorialspoint.com/python/arithmetic_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Addition - Adds values on either side of the operator | a + b will give 30 |
| - | Subtraction - Subtracts right hand operand from left hand operand | a - b will give -10 |
| \* | Multiplication - Multiplies values on either side of the operator | a \* b will give 200 |
| / | Division - Divides left hand operand by right hand operand | b / a will give 2 |
| % | Modulus - Divides left hand operand by right hand operand and returns remainder | b % a will give 0 |
| \*\* | Exponent - Performs exponential (power) calculation on operators | a\*\*b will give 10 to the power 20 |
| // | Floor Division - The division of operands where the result is the quotient in which the digits after the decimal point are removed. | 9//2 is equal to 4 and 9.0//2.0 is equal to 4.0 |

Python Comparison Operators:

Assume variable a holds 10 and variable b holds 20, then:

[ [Show Example](http://www.tutorialspoint.com/python/comparison_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the value of two operands are equal or not, if yes then condition becomes true. | (a == b) is not true. |
| != | Checks if the value of two operands are equal or not, if values are not equal then condition becomes true. | (a != b) is true. |
| <> | Checks if the value of two operands are equal or not, if values are not equal then condition becomes true. | (a <> b) is true. This is similar to != operator. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (a > b) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (a < b) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (a >= b) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (a <= b) is true. |

Python Assignment Operators:

Assume variable a holds 10 and variable b holds 20, then:

[ [Show Example](http://www.tutorialspoint.com/python/assignment_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Simple assignment operator, Assigns values from right side operands to left side operand | c = a + b will assigne value of a + b into c |
| += | Add AND assignment operator, It adds right operand to the left operand and assign the result to left operand | c += a is equivalent to c = c + a |
| -= | Subtract AND assignment operator, It subtracts right operand from the left operand and assign the result to left operand | c -= a is equivalent to c = c - a |
| \*= | Multiply AND assignment operator, It multiplies right operand with the left operand and assign the result to left operand | c \*= a is equivalent to c = c \* a |
| /= | Divide AND assignment operator, It divides left operand with the right operand and assign the result to left operand | c /= a is equivalent to c = c / a |
| %= | Modulus AND assignment operator, It takes modulus using two operands and assign the result to left operand | c %= a is equivalent to c = c % a |
| \*\*= | Exponent AND assignment operator, Performs exponential (power) calculation on operators and assign value to the left operand | c \*\*= a is equivalent to c = c \*\* a |
| //= | Floor Dividion and assigns a value, Performs floor division on operators and assign value to the left operand | c //= a is equivalent to c = c // a |

Python Bitwise Operators:

Bitwise operator works on bits and perform bit by bit operation. Assume if a = 60; and b = 13; Now in binary format they will be as follows:

a = 0011 1100

b = 0000 1101

-----------------

a&b = 0000 1100

a|b = 0011 1101

a^b = 0011 0001

~a  = 1100 0011

There are following Bitwise operators supported by Python language

[ [Show Example](http://www.tutorialspoint.com/python/bitwise_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. | (a & b) will give 12 which is 0000 1100 |
| | | Binary OR Operator copies a bit if it exists in eather operand. | (a | b) will give 61 which is 0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. | (a ^ b) will give 49 which is 0011 0001 |
| ~ | Binary Ones Complement Operator is unary and has the efect of 'flipping' bits. | (~a ) will give -61 which is 1100 0011 in 2's complement form due to a signed binary number. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand. | a << 2 will give 240 which is 1111 0000 |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | a >> 2 will give 15 which is 0000 1111 |

Python Logical Operators:

There are following logical operators supported by Python language. Assume variable a holds 10 and variable b holds 20 then:

[ [Show Example](http://www.tutorialspoint.com/python/logical_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| and | Called Logical AND operator. If both the operands are true then then condition becomes true. | (a and b) is true. |
| or | Called Logical OR Operator. If any of the two operands are non zero then then condition becomes true. | (a or b) is true. |
| not | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false. | not(a and b) is false. |

Python Membership Operators:

In addition to the operators discussed previously, Python has membership operators, which test for membership in a sequence, such as strings, lists, or tuples. There are two membership operators explained below:

[ [Show Example](http://www.tutorialspoint.com/python/membership_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| in | Evaluates to true if it finds a variable in the specified sequence and false otherwise. | x in y, here **in** results in a 1 if x is a member of sequence y. |
| not in | Evaluates to true if it does not finds a variable in the specified sequence and false otherwise. | x not in y, here **not in** results in a 1 if x is not a member of sequence y. |

Python Identity Operators:

Identity operators compare the memory locations of two objects. There are two Identity operators explained below:

[ [Show Example](http://www.tutorialspoint.com/python/identity_operators_example.htm) ]

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| is | Evaluates to true if the variables on either side of the operator point to the same object and false otherwise. | x is y, here **is** results in 1 if id(x) equals id(y). |
| is not | Evaluates to false if the variables on either side of the operator point to the same object and true otherwise. | x is not y, here **is not** results in 1 if id(x) is not equal to id(y). |

Python Operators Precedence

The following table lists all operators from highest precedence to lowest.

[ [Show Example](http://www.tutorialspoint.com/python/operators_precedence_example.htm) ]

|  |  |
| --- | --- |
| **Operator** | **Description** |
| \*\* | Exponentiation (raise to the power) |
| ~ + - | Ccomplement, unary plus and minus (method names for the last two are +@ and -@) |
| \* / % // | Multiply, divide, modulo and floor division |
| + - | Addition and subtraction |
| >> << | Right and left bitwise shift |
| & | Bitwise 'AND' |
| ^ | | Bitwise exclusive `OR' and regular `OR' |
| <= < > >= | Comparison operators |
| <> == != | Equality operators |
| = %= /= //= -= += \*= \*\*= | Assignment operators |
| is is not | Identity operators |
| in not in | Membership operators |
| not or and | Logical operators |

Pasted from <<http://www.tutorialspoint.com/python/python_basic_operators.htm>>

Decision making structures require that the programmer specify one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Following is the general form of a typical decision making structure found in most of the programming languages:
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Python programming language assumes any **non-zero** and **non-null** values as **true**, and if it is either**zero** or **null**, then it is assumed as **false** value.

Python programming language provides following types of decision making statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Statement** | **Description** |
| [if statements](http://www.tutorialspoint.com/python/python_if_statement.htm) | An **if statement** consists of a boolean expression followed by one or more statements. |
| [if...else statements](http://www.tutorialspoint.com/python/python_if_else.htm) | An **if statement** can be followed by an optional **else statement**, which executes when the boolean expression is false. |
| [nested if statements](http://www.tutorialspoint.com/python/nested_if_statements_in_python.htm) | You can use one **if** or **else if** statement inside another **if** or **else if** statement(s). |

Single Statement Suites:

If the suite of an **if** clause consists only of a single line, it may go on the same line as the header statement.

Here is an example of a **one-line if** clause:

#!/usr/bin/python

var = 100

if ( var == 100 ) : print "Value of expression is 100"

print "Good bye!"

When the above code is executed, it produces the following result:

Value of expression is 100  
Good bye!

Pasted from <<http://www.tutorialspoint.com/python/python_decision_making.htm>>

There may be a situation when you need to execute a block of code several number of times. In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A loop statement allows us to execute a statement or group of statements multiple times and following is the general form of a loop statement in most of the programming languages:

![Loop Architecture](data:image/jpeg;base64,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)

Python programming language provides following types of loops to handle looping requirements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Loop Type** | **Description** |
| [while loop](http://www.tutorialspoint.com/python/python_while_loop.htm) | Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| [for loop](http://www.tutorialspoint.com/python/python_for_loop.htm) | Executes a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| [nested loops](http://www.tutorialspoint.com/python/python_nested_loops.htm) | You can use one or more loop inside any another while, for or do..while loop. |

Loop Control Statements:

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

Python supports the following control statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Control Statement** | **Description** |
| [break statement](http://www.tutorialspoint.com/python/python_break_statement.htm) | Terminates the **loop** statement and transfers execution to the statement immediately following the loop. |
| [continue statement](http://www.tutorialspoint.com/python/python_continue_statement.htm) | Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |
| [pass statement](http://www.tutorialspoint.com/python/python_pass_statement.htm) | The pass statement in Python is used when a statement is required syntactically but you do not want any command or code to execute. |

Pasted from <<http://www.tutorialspoint.com/python/python_loops.htm>>

Number data types store numeric values. They are immutable data types, which means that changing the value of a number data type results in a newly allocated object.

Number objects are created when you assign a value to them. For example:

var1 = 1  
var2 = 10

You can also delete the reference to a number object by using the **del** statement. The syntax of the del statement is:

del var1[,var2[,var3[....,varN]]]]

You can delete a single object or multiple objects by using the del statement. For example:

del var  
del var\_a, var\_b

Python supports four different numerical types:

* + **int (signed integers)**: often called just integers or ints, are positive or negative whole numbers with no decimal point.
  + **long (long integers )**: or longs, are integers of unlimited size, written like integers and followed by an uppercase or lowercase L.
  + **float (floating point real values)** : or floats, represent real numbers and are written with a decimal point dividing the integer and fractional parts. Floats may also be in scientific notation, with E or e indicating the power of 10 (2.5e2 = 2.5 x 102 = 250).
  + **complex (complex numbers)** : are of the form a + bJ, where a and b are floats and J (or j) represents the square root of -1 (which is an imaginary number). a is the real part of the number, and b is the imaginary part. Complex numbers are not used much in Python programming.

Examples:

Here are some examples of numbers:

|  |  |  |  |
| --- | --- | --- | --- |
| **int** | **long** | **float** | **complex** |
| 10 | 51924361L | 0.0 | 3.14j |
| 100 | -0x19323L | 15.20 | 45.j |
| -786 | 0122L | -21.9 | 9.322e-36j |
| 080 | 0xDEFABCECBDAECBFBAEl | 32.3+e18 | .876j |
| -0490 | 535633629843L | -90. | -.6545+0J |
| -0x260 | -052318172735L | -32.54e100 | 3e+26J |
| 0x69 | -4721885298529L | 70.2-E12 | 4.53e-7j |

* + Python allows you to use a lowercase L with long, but it is recommended that you use only an uppercase L to avoid confusion with the number 1. Python displays long integers with an uppercase L.
  + A complex number consists of an ordered pair of real floatingpoint numbers denoted by a + bj, where a is the real part and b is the imaginary part of the complex number.

Number Type Conversion:

Python converts numbers internally in an expression containing mixed types to a common type for evaluation. But sometimes, you'll need to coerce a number explicitly from one type to another to satisfy the requirements of an operator or function parameter.

* + Type **int(x)**to convert x to a plain integer.
  + Type **long(x)** to convert x to a long integer.
  + Type **float(x)** to convert x to a floating-point number.
  + Type **complex(x)** to convert x to a complex number with real part x and imaginary part zero.
  + Type **complex(x, y)** to convert x and y to a complex number with real part x and imaginary part y. x and y are numeric expressions

Mathematical Functions:

Python includes following functions that perform mathematical calculations.

|  |  |
| --- | --- |
| **Function** | **Returns ( description )** |
| [abs(x)](http://www.tutorialspoint.com/python/number_abs.htm) | The absolute value of x: the (positive) distance between x and zero. |
| [ceil(x)](http://www.tutorialspoint.com/python/number_ceil.htm) | The ceiling of x: the smallest integer not less than x |
| [cmp(x, y)](http://www.tutorialspoint.com/python/number_cmp.htm) | -1 if x < y, 0 if x == y, or 1 if x > y |
| [exp(x)](http://www.tutorialspoint.com/python/number_exp.htm) | The exponential of x: ex |
| [fabs(x)](http://www.tutorialspoint.com/python/number_fabs.htm) | The absolute value of x. |
| [floor(x)](http://www.tutorialspoint.com/python/number_floor.htm) | The floor of x: the largest integer not greater than x |
| [log(x)](http://www.tutorialspoint.com/python/number_log.htm) | The natural logarithm of x, for x> 0 |
| [log10(x)](http://www.tutorialspoint.com/python/number_log10.htm) | The base-10 logarithm of x for x> 0 . |
| [max(x1, x2,...)](http://www.tutorialspoint.com/python/number_max.htm) | The largest of its arguments: the value closest to positive infinity |
| [min(x1, x2,...)](http://www.tutorialspoint.com/python/number_min.htm) | The smallest of its arguments: the value closest to negative infinity |
| [modf(x)](http://www.tutorialspoint.com/python/number_modf.htm) | The fractional and integer parts of x in a two-item tuple. Both parts have the same sign as x. The integer part is returned as a float. |
| [pow(x, y)](http://www.tutorialspoint.com/python/number_pow.htm) | The value of x\*\*y. |
| [round(x [,n])](http://www.tutorialspoint.com/python/number_round.htm) | **x** rounded to n digits from the decimal point. Python rounds away from zero as a tie-breaker: round(0.5) is 1.0 and round(-0.5) is -1.0. |
| [sqrt(x)](http://www.tutorialspoint.com/python/number_sqrt.htm) | The square root of x for x > 0 |

Random Number Functions:

Random numbers are used for games, simulations, testing, security, and privacy applications. Python includes following functions that are commonly used.

|  |  |
| --- | --- |
| **Function** | **Description** |
| [choice(seq)](http://www.tutorialspoint.com/python/number_choice.htm) | A random item from a list, tuple, or string. |
| [randrange ([start,] stop [,step])](http://www.tutorialspoint.com/python/number_randrange.htm) | A randomly selected element from range(start, stop, step) |
| [random()](http://www.tutorialspoint.com/python/number_random.htm) | A random float r, such that 0 is less than or equal to r and r is less than 1 |
| [seed([x])](http://www.tutorialspoint.com/python/number_seed.htm) | Sets the integer starting value used in generating random numbers. Call this function before calling any other random module function. Returns None. |
| [shuffle(lst)](http://www.tutorialspoint.com/python/number_shuffle.htm) | Randomizes the items of a list in place. Returns None. |
| [uniform(x, y)](http://www.tutorialspoint.com/python/number_uniform.htm) | A random float r, such that x is less than or equal to r and r is less than y |

Trigonometric Functions:

Python includes following functions that perform trigonometric calculations.

|  |  |
| --- | --- |
| **Function** | **Description** |
| [acos(x)](http://www.tutorialspoint.com/python/number_acos.htm) | Return the arc cosine of x, in radians. |
| [asin(x)](http://www.tutorialspoint.com/python/number_asin.htm) | Return the arc sine of x, in radians. |
| [atan(x)](http://www.tutorialspoint.com/python/number_atan.htm) | Return the arc tangent of x, in radians. |
| [atan2(y, x)](http://www.tutorialspoint.com/python/number_atan2.htm) | Return atan(y / x), in radians. |
| [cos(x)](http://www.tutorialspoint.com/python/number_cos.htm) | Return the cosine of x radians. |
| [hypot(x, y)](http://www.tutorialspoint.com/python/number_hypot.htm) | Return the Euclidean norm, sqrt(x\*x + y\*y). |
| [sin(x)](http://www.tutorialspoint.com/python/number_sin.htm) | Return the sine of x radians. |
| [tan(x)](http://www.tutorialspoint.com/python/number_tan.htm) | Return the tangent of x radians. |
| [degrees(x)](http://www.tutorialspoint.com/python/number_degrees.htm) | Converts angle x from radians to degrees. |
| [radians(x)](http://www.tutorialspoint.com/python/number_radians.htm) | Converts angle x from degrees to radians. |

Mathematical Constants:

The module also defines two mathematical constants:

|  |  |
| --- | --- |
| **Constants** | **Description** |
| pi | The mathematical constant pi. |
| e | The mathematical constant e. |

Pasted from <<http://www.tutorialspoint.com/python/python_numbers.htm>>

Strings are amongst the most popular types in Python. We can create them simply by enclosing characters in quotes. Python treats single quotes the same as double quotes.

Creating strings is as simple as assigning a value to a variable. For example:

var1 = 'Hello World!'  
var2 = "Python Programming"

Accessing Values in Strings:

Python does not support a character type; these are treated as strings of length one, thus also considered a substring.

To access substrings, use the square brackets for slicing along with the index or indices to obtain your substring. Following is a simple example:

#!/usr/bin/python

var1 = 'Hello World!'  
var2 = "Python Programming"

print "var1[0]: ", var1[0]  
print "var2[1:5]: ", var2[1:5]

When the above code is executed, it produces the following result:

var1[0]: H  
var2[1:5]: ytho

Updating Strings:

You can "update" an existing string by (re)assigning a variable to another string. The new value can be related to its previous value or to a completely different string altogether. Following is a simple example:

#!/usr/bin/python

var1 = 'Hello World!'

print "Updated String :- ", var1[:6] + 'Python'

When the above code is executed, it produces the following result:

Updated String :- Hello Python

Escape Characters:

Following table is a list of escape or non-printable characters that can be represented with backslash notation.

An escape character gets interpreted; in a singlequoted as well as doublequoted strings.

|  |  |  |
| --- | --- | --- |
| **Backslash**  **notation** | **Hexadecimal**  **character** | **Description** |
| \a | 0x07 | Bell or alert |
| \b | 0x08 | Backspace |
| \cx |  | Control-x |
| \C-x |  | Control-x |
| \e | 0x1b | Escape |
| \f | 0x0c | Formfeed |
| \M-\C-x |  | Meta-Control-x |
| \n | 0x0a | Newline |
| \nnn |  | Octal notation, where n is in the range 0.7 |
| \r | 0x0d | Carriage return |
| \s | 0x20 | Space |
| \t | 0x09 | Tab |
| \v | 0x0b | Vertical tab |
| \x |  | Character x |
| \xnn |  | Hexadecimal notation, where n is in the range 0.9, a.f, or A.F |

String Special Operators:

Assume string variable a holds 'Hello' and variable b holds 'Python', then:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Concatenation - Adds values on either side of the operator | a + b will give HelloPython |
| \* | Repetition - Creates new strings, concatenating multiple copies of the same string | a\*2 will give -HelloHello |
| [] | Slice - Gives the character from the given index | a[1] will give **e** |
| [ : ] | Range Slice - Gives the characters from the given range | a[1:4] will give **ell** |
| in | Membership - Returns true if a character exists in the given string | **H in a** will give 1 |
| not in | Membership - Returns true if a character does not exist in the given string | **M not in a** will give 1 |
| r/R | Raw String - Suppresses actual meaning of Escape characters. The syntax for raw strings is exactly the same as for normal strings with the exception of the raw string operator, the letter "r," which precedes the quotation marks. The "r" can be lowercase (r) or uppercase (R) and must be placed immediately preceding the first quote mark. | **print r'\n'** prints \n and **print R'\n'** prints \n |
| % | Format - Performs String formatting | See at next section |

String Formatting Operator:

One of Python's coolest features is the string format operator **%**. This operator is unique to strings and makes up for the pack of having functions from C's printf() family. Following is a simple example:

#!/usr/bin/python

print "My name is %s and weight is %d kg!" % ('Zara', 21)

When the above code is executed, it produces the following result:

My name is Zara and weight is 21 kg!

Here is the list of complete set of symbols which can be used along with %:

|  |  |
| --- | --- |
| **Format Symbol** | **Conversion** |
| %c | character |
| %s | string conversion via str() prior to formatting |
| %i | signed decimal integer |
| %d | signed decimal integer |
| %u | unsigned decimal integer |
| %o | octal integer |
| %x | hexadecimal integer (lowercase letters) |
| %X | hexadecimal integer (UPPERcase letters) |
| %e | exponential notation (with lowercase 'e') |
| %E | exponential notation (with UPPERcase 'E') |
| %f | floating point real number |
| %g | the shorter of %f and %e |
| %G | the shorter of %f and %E |

Other supported symbols and functionality are listed in the following table:

|  |  |
| --- | --- |
| **Symbol** | **Functionality** |
| \* | argument specifies width or precision |
| - | left justification |
| + | display the sign |
| <sp> | leave a blank space before a positive number |
| # | add the octal leading zero ( '0' ) or hexadecimal leading '0x' or '0X', depending on whether 'x' or 'X' were used. |
| 0 | pad from left with zeros (instead of spaces) |
| % | '%%' leaves you with a single literal '%' |
| (var) | mapping variable (dictionary arguments) |
| m.n. | m is the minimum total width and n is the number of digits to display after the decimal point (if appl.) |

Triple Quotes:

Python's triple quotes comes to the rescue by allowing strings to span multiple lines, including verbatim NEWLINEs, TABs, and any other special characters.

The syntax for triple quotes consists of three consecutive **single or double** quotes.

#!/usr/bin/python

para\_str = """this is a long string that is made up of  
several lines and non-printable characters such as  
TAB ( \t ) and they will show up that way when displayed.  
NEWLINEs within the string, whether explicitly given like  
this within the brackets [ \n ], or just a NEWLINE within  
the variable assignment will also show up.  
"""  
print para\_str;

When the above code is executed, it produces the following result. Note how every single special character has been converted to its printed form, right down to the last NEWLINE at the end of the string between the "up." and closing triple quotes. Also note that NEWLINEs occur either with an explicit carriage return at the end of a line or its escape code (\n):

this is a long string that is made up of  
several lines and non-printable characters such as  
TAB ( ) and they will show up that way when displayed.  
NEWLINEs within the string, whether explicitly given like  
this within the brackets [  
 ], or just a NEWLINE within  
the variable assignment will also show up.

Raw strings don't treat the backslash as a special character at all. Every character you put into a raw string stays the way you wrote it:

#!/usr/bin/python

print 'C:\\nowhere'

When the above code is executed, it produces the following result:

C:\nowhere

Now let's make use of raw string. We would put expression in **r'expression'** as follows:

#!/usr/bin/python

print r'C:\\nowhere'

When the above code is executed, it produces the following result:

C:\\nowhere

Unicode String:

Normal strings in Python are stored internally as 8-bit ASCII, while Unicode strings are stored as 16-bit Unicode. This allows for a more varied set of characters, including special characters from most languages in the world. I'll restrict my treatment of Unicode strings to the following:

#!/usr/bin/python

print u'Hello, world!'

When the above code is executed, it produces the following result:

Hello, world!

As you can see, Unicode strings use the prefix u, just as raw strings use the prefix r.

Built-in String Methods:

Python includes the following built-in methods to manipulate strings:

|  |  |
| --- | --- |
| **SN** | **Methods with Description** |
| 1 | [capitalize()](http://www.tutorialspoint.com/python/string_capitalize.htm)  Capitalizes first letter of string |
| 2 | [center(width, fillchar)](http://www.tutorialspoint.com/python/string_center.htm)  Returns a space-padded string with the original string centered to a total of width columns |
| 3 | [count(str, beg= 0,end=len(string))](http://www.tutorialspoint.com/python/string_count.htm)  Counts how many times str occurs in string or in a substring of string if starting index beg and ending index end are given |
| 4 | [decode(encoding='UTF-8',errors='strict')](http://www.tutorialspoint.com/python/string_decode.htm)  Decodes the string using the codec registered for encoding. encoding defaults to the default string encoding. |
| 5 | [encode(encoding='UTF-8',errors='strict')](http://www.tutorialspoint.com/python/string_encode.htm)  Returns encoded string version of string; on error, default is to raise a ValueError unless errors is given with 'ignore' or 'replace'. |
| 6 | [endswith(suffix, beg=0, end=len(string))](http://www.tutorialspoint.com/python/string_endswith.htm)  Determines if string or a substring of string (if starting index beg and ending index end are given) ends with suffix; returns true if so and false otherwise |
| 7 | [expandtabs(tabsize=8)](http://www.tutorialspoint.com/python/string_expandtabs.htm)  Expands tabs in string to multiple spaces; defaults to 8 spaces per tab if tabsize not provided |
| 8 | [find(str, beg=0 end=len(string))](http://www.tutorialspoint.com/python/string_find.htm)  Determine if str occurs in string or in a substring of string if starting index beg and ending index end are given returns index if found and -1 otherwise |
| 9 | [index(str, beg=0, end=len(string))](http://www.tutorialspoint.com/python/string_index.htm)  Same as find(), but raises an exception if str not found |
| 10 | [isalnum()](http://www.tutorialspoint.com/python/string_isalnum.htm)  Returns true if string has at least 1 character and all characters are alphanumeric and false otherwise |
| 11 | [isalpha()](http://www.tutorialspoint.com/python/string_isalpha.htm)  Returns true if string has at least 1 character and all characters are alphabetic and false otherwise |
| 12 | [isdigit()](http://www.tutorialspoint.com/python/string_isdigit.htm)  Returns true if string contains only digits and false otherwise |
| 13 | [islower()](http://www.tutorialspoint.com/python/string_islower.htm)  Returns true if string has at least 1 cased character and all cased characters are in lowercase and false otherwise |
| 14 | [isnumeric()](http://www.tutorialspoint.com/python/string_isnumeric.htm)  Returns true if a unicode string contains only numeric characters and false otherwise |
| 15 | [isspace()](http://www.tutorialspoint.com/python/string_isspace.htm)  Returns true if string contains only whitespace characters and false otherwise |
| 16 | [istitle()](http://www.tutorialspoint.com/python/string_istitle.htm)  Returns true if string is properly "titlecased" and false otherwise |
| 17 | [isupper()](http://www.tutorialspoint.com/python/string_isupper.htm)  Returns true if string has at least one cased character and all cased characters are in uppercase and false otherwise |
| 18 | [join(seq)](http://www.tutorialspoint.com/python/string_join.htm)  Merges (concatenates) the string representations of elements in sequence seq into a string, with separator string |
| 19 | [len(string)](http://www.tutorialspoint.com/python/string_len.htm)  Returns the length of the string |
| 20 | [ljust(width[, fillchar])](http://www.tutorialspoint.com/python/string_ljust.htm)  Returns a space-padded string with the original string left-justified to a total of width columns |
| 21 | [lower()](http://www.tutorialspoint.com/python/string_lower.htm)  Converts all uppercase letters in string to lowercase |
| 22 | [lstrip()](http://www.tutorialspoint.com/python/string_lstrip.htm)  Removes all leading whitespace in string |
| 23 | [maketrans()](http://www.tutorialspoint.com/python/string_maketrans.htm)  Returns a translation table to be used in translate function. |
| 24 | [max(str)](http://www.tutorialspoint.com/python/string_max.htm)  Returns the max alphabetical character from the string str |
| 25 | [min(str)](http://www.tutorialspoint.com/python/string_min.htm)  Returns the min alphabetical character from the string str |
| 26 | [replace(old, new [, max])](http://www.tutorialspoint.com/python/string_replace.htm)  Replaces all occurrences of old in string with new or at most max occurrences if max given |
| 27 | [rfind(str, beg=0,end=len(string))](http://www.tutorialspoint.com/python/string_rfind.htm)  Same as find(), but search backwards in string |
| 28 | [rindex( str, beg=0, end=len(string))](http://www.tutorialspoint.com/python/string_rindex.htm)  Same as index(), but search backwards in string |
| 29 | [rjust(width,[, fillchar])](http://www.tutorialspoint.com/python/string_rjust.htm)  Returns a space-padded string with the original string right-justified to a total of width columns. |
| 30 | [rstrip()](http://www.tutorialspoint.com/python/string_rstrip.htm)  Removes all trailing whitespace of string |
| 31 | [split(str="", num=string.count(str))](http://www.tutorialspoint.com/python/string_split.htm)  Splits string according to delimiter str (space if not provided) and returns list of substrings; split into at most num substrings if given |
| 32 | [splitlines( num=string.count('\n'))](http://www.tutorialspoint.com/python/string_splitlines.htm)  Splits string at all (or num) NEWLINEs and returns a list of each line with NEWLINEs removed |
| 33 | [startswith(str, beg=0,end=len(string))](http://www.tutorialspoint.com/python/string_startswith.htm)  Determines if string or a substring of string (if starting index beg and ending index end are given) starts with substring str; returns true if so and false otherwise |
| 34 | [strip([chars])](http://www.tutorialspoint.com/python/string_strip.htm)  Performs both lstrip() and rstrip() on string |
| 35 | [swapcase()](http://www.tutorialspoint.com/python/string_swapcase.htm)  Inverts case for all letters in string |
| 36 | [title()](http://www.tutorialspoint.com/python/string_title.htm)  Returns "titlecased" version of string, that is, all words begin with uppercase and the rest are lowercase |
| 37 | [translate(table, deletechars="")](http://www.tutorialspoint.com/python/string_translate.htm)  Translates string according to translation table str(256 chars), removing those in the del string |
| 38 | [upper()](http://www.tutorialspoint.com/python/string_upper.htm)  Converts lowercase letters in string to uppercase |
| 39 | [zfill (width)](http://www.tutorialspoint.com/python/string_zfill.htm)  Returns original string leftpadded with zeros to a total of width characters; intended for numbers, zfill() retains any sign given (less one zero) |
| 40 | [isdecimal()](http://www.tutorialspoint.com/python/string_isdecimal.htm)  Returns true if a unicode string contains only decimal characters and false otherwise |

Pasted from <<http://www.tutorialspoint.com/python/python_strings.htm>>

he most basic data structure in Python is the **sequence**. Each element of a sequence is assigned a number - its position or index. The first index is zero, the second index is one, and so forth.

Python has six built-in types of sequences, but the most common ones are lists and tuples, which we would see in this tutorial.

There are certain things you can do with all sequence types. These operations include indexing, slicing, adding, multiplying, and checking for membership. In addition, Python has built-in functions for finding the length of a sequence and for finding its largest and smallest elements.

Python Lists:

The list is a most versatile datatype available in Python which can be written as a list of comma-separated values (items) between square brackets. Good thing about a list is that items in a list need not all have the same type.

Creating a list is as simple as putting different comma-separated values between squere brackets. For example:

list1 = ['physics', 'chemistry', 1997, 2000];  
list2 = [1, 2, 3, 4, 5 ];  
list3 = ["a", "b", "c", "d"];

Like string indices, list indices start at 0, and lists can be sliced, concatenated and so on.

Accessing Values in Lists:

To access values in lists, use the square brackets for slicing along with the index or indices to obtain value available at that index. Following is a simple example:

#!/usr/bin/python

list1 = ['physics', 'chemistry', 1997, 2000];  
list2 = [1, 2, 3, 4, 5, 6, 7 ];

print "list1[0]: ", list1[0]  
print "list2[1:5]: ", list2[1:5]

When the above code is executed, it produces the following result:

list1[0]: physics  
list2[1:5]: [2, 3, 4, 5]

Updating Lists:

You can update single or multiple elements of lists by giving the slice on the left-hand side of the assignment operator, and you can add to elements in a list with the append() method. Following is a simple example:

#!/usr/bin/python

list = ['physics', 'chemistry', 1997, 2000];

print "Value available at index 2 : "  
print list[2];  
list[2] = 2001;  
print "New value available at index 2 : "  
print list[2];

**Note:** append() method is discussed in subsequent section.

When the above code is executed, it produces the following result:

Value available at index 2 :  
1997  
New value available at index 2 :  
2001

Delete List Elements:

To remove a list element, you can use either the del statement if you know exactly which element(s) you are deleting or the remove() method if you do not know. Following is a simple example:

#!/usr/bin/python

list1 = ['physics', 'chemistry', 1997, 2000];

print list1;  
del list1[2];  
print "After deleting value at index 2 : "  
print list1;

When the above code is executed, it produces following result:

['physics', 'chemistry', 1997, 2000]  
After deleting value at index 2 :  
['physics', 'chemistry', 2000]

**Note:** remove() method is discussed in subsequent section.

Basic List Operations:

Lists respond to the + and \* operators much like strings; they mean concatenation and repetition here too, except that the result is a new list, not a string.

In fact, lists respond to all of the general sequence operations we used on strings in the prior chapter.

|  |  |  |
| --- | --- | --- |
| **Python Expression** | **Results** | **Description** |
| len([1, 2, 3]) | 3 | Length |
| [1, 2, 3] + [4, 5, 6] | [1, 2, 3, 4, 5, 6] | Concatenation |
| ['Hi!'] \* 4 | ['Hi!', 'Hi!', 'Hi!', 'Hi!'] | Repetition |
| 3 in [1, 2, 3] | True | Membership |
| for x in [1, 2, 3]: print x, | 1 2 3 | Iteration |

Indexing, Slicing, and Matrixes:

Because lists are sequences, indexing and slicing work the same way for lists as they do for strings.

Assuming following input:

L = ['spam', 'Spam', 'SPAM!']

|  |  |  |
| --- | --- | --- |
| **Python Expression** | **Results** | **Description** |
| L[2] | 'SPAM!' | Offsets start at zero |
| L[-2] | 'Spam' | Negative: count from the right |
| L[1:] | ['Spam', 'SPAM!'] | Slicing fetches sections |

Built-in List Functions & Methods:

Python includes the following list functions:

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | [cmp(list1, list2)](http://www.tutorialspoint.com/python/list_cmp.htm)  Compares elements of both lists. |
| 2 | [len(list)](http://www.tutorialspoint.com/python/list_len.htm)  Gives the total length of the list. |
| 3 | [max(list)](http://www.tutorialspoint.com/python/list_max.htm)  Returns item from the list with max value. |
| 4 | [min(list)](http://www.tutorialspoint.com/python/list_min.htm)  Returns item from the list with min value. |
| 5 | [list(seq)](http://www.tutorialspoint.com/python/list_list.htm)  Converts a tuple into list. |

Python includes following list methods

|  |  |
| --- | --- |
| **SN** | **Methods with Description** |
| 1 | [list.append(obj)](http://www.tutorialspoint.com/python/list_append.htm)  Appends object obj to list |
| 2 | [list.count(obj)](http://www.tutorialspoint.com/python/list_count.htm)  Returns count of how many times obj occurs in list |
| 3 | [list.extend(seq)](http://www.tutorialspoint.com/python/list_extend.htm)  Appends the contents of seq to list |
| 4 | [list.index(obj)](http://www.tutorialspoint.com/python/list_index.htm)  Returns the lowest index in list that obj appears |
| 5 | [list.insert(index, obj)](http://www.tutorialspoint.com/python/list_insert.htm)  Inserts object obj into list at offset index |
| 6 | [list.pop(obj=list[-1])](http://www.tutorialspoint.com/python/list_pop.htm)  Removes and returns last object or obj from list |
| 7 | [list.remove(obj)](http://www.tutorialspoint.com/python/list_remove.htm)  Removes object obj from list |
| 8 | [list.reverse()](http://www.tutorialspoint.com/python/list_reverse.htm)  Reverses objects of list in place |
| 9 | [list.sort([func])](http://www.tutorialspoint.com/python/list_sort.htm)  Sorts objects of list, use compare func if given |

Pasted from <<http://www.tutorialspoint.com/python/python_lists.htm>>

A tuple is a sequence of immutable Python objects. Tuples are sequences, just like lists. The only difference is that tuples can't be changed i.e., tuples are immutable and tuples use parentheses and lists use square brackets.

Creating a tuple is as simple as putting different comma-separated values and optionally you can put these comma-separated values between parentheses also. For example:

tup1 = ('physics', 'chemistry', 1997, 2000);  
tup2 = (1, 2, 3, 4, 5 );  
tup3 = "a", "b", "c", "d";

The empty tuple is written as two parentheses containing nothing:

tup1 = ();

To write a tuple containing a single value you have to include a comma, even though there is only one value:

tup1 = (50,);

Like string indices, tuple indices start at 0, and tuples can be sliced, concatenated and so on.

Accessing Values in Tuples:

To access values in tuple, use the square brackets for slicing along with the index or indices to obtain value available at that index. Following is a simple example:

#!/usr/bin/python

tup1 = ('physics', 'chemistry', 1997, 2000);  
tup2 = (1, 2, 3, 4, 5, 6, 7 );

print "tup1[0]: ", tup1[0]  
print "tup2[1:5]: ", tup2[1:5]

When the above code is executed, it produces the following result:

tup1[0]: physics  
tup2[1:5]: [2, 3, 4, 5]

Updating Tuples:

Tuples are immutable which means you cannot update them or change values of tuple elements. But we able to take portions of an existing tuples to create a new tuples as follows. Following is a simple example:

#!/usr/bin/python

tup1 = (12, 34.56);  
tup2 = ('abc', 'xyz');

# Following action is not valid for tuples  
# tup1[0] = 100;

# So let's create a new tuple as follows  
tup3 = tup1 + tup2;  
print tup3;

When the above code is executed, it produces the following result:

(12, 34.56, 'abc', 'xyz')

Delete Tuple Elements:

Removing individual tuple elements is not possible. There is, of course, nothing wrong with putting together another tuple with the undesired elements discarded.

To explicitly remove an entire tuple, just use the **del** statement. Following is a simple example:

#!/usr/bin/python

tup = ('physics', 'chemistry', 1997, 2000);

print tup;  
del tup;  
print "After deleting tup : "  
print tup;

This will produce following result. Note an exception raised, this is because after **del tup** tuple does not exist any more:

('physics', 'chemistry', 1997, 2000)  
After deleting tup :  
Traceback (most recent call last):  
 File "test.py", line 9, in <module>  
 print tup;  
NameError: name 'tup' is not defined

Basic Tuples Operations:

Tuples respond to the + and \* operators much like strings; they mean concatenation and repetition here too, except that the result is a new tuple, not a string.

In fact, tuples respond to all of the general sequence operations we used on strings in the prior chapter :

|  |  |  |
| --- | --- | --- |
| **Python Expression** | **Results** | **Description** |
| len((1, 2, 3)) | 3 | Length |
| (1, 2, 3) + (4, 5, 6) | (1, 2, 3, 4, 5, 6) | Concatenation |
| ['Hi!'] \* 4 | ('Hi!', 'Hi!', 'Hi!', 'Hi!') | Repetition |
| 3 in (1, 2, 3) | True | Membership |
| for x in (1, 2, 3): print x, | 1 2 3 | Iteration |

Indexing, Slicing, and Matrixes:

Because tuples are sequences, indexing and slicing work the same way for tuples as they do for strings. Assuming following input:

L = ('spam', 'Spam', 'SPAM!')

|  |  |  |
| --- | --- | --- |
| **Python Expression** | **Results** | **Description** |
| L[2] | 'SPAM!' | Offsets start at zero |
| L[-2] | 'Spam' | Negative: count from the right |
| L[1:] | ['Spam', 'SPAM!'] | Slicing fetches sections |

No Enclosing Delimiters:

Any set of multiple objects, comma-separated, written without identifying symbols, i.e., brackets for lists, parentheses for tuples, etc., default to tuples, as indicated in these short examples:

#!/usr/bin/python

print 'abc', -4.24e93, 18+6.6j, 'xyz';  
x, y = 1, 2;  
print "Value of x , y : ", x,y;

When the above code is executed, it produces the following result:

abc -4.24e+93 (18+6.6j) xyz  
Value of x , y : 1 2

Built-in Tuple Functions:

Python includes the following tuple functions:

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | [cmp(tuple1, tuple2)](http://www.tutorialspoint.com/python/tuple_cmp.htm)  Compares elements of both tuples. |
| 2 | [len(tuple)](http://www.tutorialspoint.com/python/tuple_len.htm)  Gives the total length of the tuple. |
| 3 | [max(tuple)](http://www.tutorialspoint.com/python/tuple_max.htm)  Returns item from the tuple with max value. |
| 4 | [min(tuple)](http://www.tutorialspoint.com/python/tuple_min.htm)  Returns item from the tuple with min value. |
| 5 | [tuple(seq)](http://www.tutorialspoint.com/python/tuple_tuple.htm)  Converts a list into tuple. |

Pasted from <<http://www.tutorialspoint.com/python/python_tuples.htm>>

A dictionary is mutable and is another container type that can store any number of Python objects, including other container types. Dictionaries consist of pairs (called items) of keys and their corresponding values.

Python dictionaries are also known as associative arrays or hash tables. The general syntax of a dictionary is as follows:

dict = {'Alice': '2341', 'Beth': '9102', 'Cecil': '3258'}

You can create dictionary in the following way as well:

dict1 = { 'abc': 456 };  
dict2 = { 'abc': 123, 98.6: 37 };

Each key is separated from its value by a colon (:), the items are separated by commas, and the whole thing is enclosed in curly braces. An empty dictionary without any items is written with just two curly braces, like this: {}.

Keys are unique within a dictionary while values may not be. The values of a dictionary can be of any type, but the keys must be of an immutable data type such as strings, numbers, or tuples.

Accessing Values in Dictionary:

To access dictionary elements, you can use the familiar square brackets along with the key to obtain its value. Following is a simple example:

#!/usr/bin/python

dict = {'Name': 'Zara', 'Age': 7, 'Class': 'First'};

print "dict['Name']: ", dict['Name'];  
print "dict['Age']: ", dict['Age'];

When the above code is executed, it produces the following result:

dict['Name']: Zara  
dict['Age']: 7

If we attempt to access a data item with a key, which is not part of the dictionary, we get an error as follows:

#!/usr/bin/python

dict = {'Name': 'Zara', 'Age': 7, 'Class': 'First'};

print "dict['Alice']: ", dict['Alice'];

When the above code is executed, it produces the following result:

dict['Zara']:  
Traceback (most recent call last):  
 File "test.py", line 4, in <module>  
 print "dict['Alice']: ", dict['Alice'];  
KeyError: 'Alice'

Updating Dictionary:

You can update a dictionary by adding a new entry or item (i.e., a key-value pair), modifying an existing entry, or deleting an existing entry as shown below in the simple example:

#!/usr/bin/python

dict = {'Name': 'Zara', 'Age': 7, 'Class': 'First'};

dict['Age'] = 8; # update existing entry  
dict['School'] = "DPS School"; # Add new entry

print "dict['Age']: ", dict['Age'];  
print "dict['School']: ", dict['School'];

When the above code is executed, it produces the following result:

dict['Age']: 8  
dict['School']: DPS School

Delete Dictionary Elements:

You can either remove individual dictionary elements or clear the entire contents of a dictionary. You can also delete entire dictionary in a single operation.

To explicitly remove an entire dictionary, just use the **del** statement. Following is a simple example:

#!/usr/bin/python

dict = {'Name': 'Zara', 'Age': 7, 'Class': 'First'};

del dict['Name']; # remove entry with key 'Name'  
dict.clear(); # remove all entries in dict  
del dict ; # delete entire dictionary

print "dict['Age']: ", dict['Age'];  
print "dict['School']: ", dict['School'];

This will produce the following result. Note an exception raised, this is because after **del dict** dictionary does not exist any more:

dict['Age']:  
Traceback (most recent call last):  
 File "test.py", line 8, in <module>  
 print "dict['Age']: ", dict['Age'];  
TypeError: 'type' object is unsubscriptable

**Note:** del() method is discussed in subsequent section.

Properties of Dictionary Keys:

Dictionary values have no restrictions. They can be any arbitrary Python object, either standard objects or user-defined objects. However, same is not true for the keys.

There are two important points to remember about dictionary keys:

**(a)** More than one entry per key not allowed. Which means no duplicate key is allowed. When duplicate keys encountered during assignment, the last assignment wins. Following is a simple example:

#!/usr/bin/python

dict = {'Name': 'Zara', 'Age': 7, 'Name': 'Manni'};

print "dict['Name']: ", dict['Name'];

When the above code is executed, it produces the following result:

dict['Name']: Manni

**(b)** Keys must be immutable. Which means you can use strings, numbers or tuples as dictionary keys but something like ['key'] is not allowed. Following is a simple example:

#!/usr/bin/python

dict = {['Name']: 'Zara', 'Age': 7};

print "dict['Name']: ", dict['Name'];

When the above code is executed, it produces the following result:

Traceback (most recent call last):  
 File "test.py", line 3, in <module>  
 dict = {['Name']: 'Zara', 'Age': 7};  
TypeError: list objects are unhashable

Built-in Dictionary Functions & Methods:

Python includes the following dictionary functions:

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | [cmp(dict1, dict2)](http://www.tutorialspoint.com/python/dictionary_cmp.htm)  Compares elements of both dict. |
| 2 | [len(dict)](http://www.tutorialspoint.com/python/dictionary_len.htm)  Gives the total length of the dictionary. This would be equal to the number of items in the dictionary. |
| 3 | [str(dict)](http://www.tutorialspoint.com/python/dictionary_str.htm)  Produces a printable string representation of a dictionary |
| 4 | [type(variable)](http://www.tutorialspoint.com/python/dictionary_type.htm)  Returns the type of the passed variable. If passed variable is dictionary, then it would return a dictionary type. |

Python includes following dictionary methods

|  |  |
| --- | --- |
| **SN** | **Methods with Description** |
| 1 | [dict.clear()](http://www.tutorialspoint.com/python/dictionary_clear.htm)  Removes all elements of dictionary *dict* |
| 2 | [dict.copy()](http://www.tutorialspoint.com/python/dictionary_copy.htm)  Returns a shallow copy of dictionary *dict* |
| 3 | [dict.fromkeys()](http://www.tutorialspoint.com/python/dictionary_fromkeys.htm)  Create a new dictionary with keys from seq and values *set* to *value*. |
| 4 | [dict.get(key, default=None)](http://www.tutorialspoint.com/python/dictionary_get.htm)  For *key* key, returns value or default if key not in dictionary |
| 5 | [dict.has\_key(key)](http://www.tutorialspoint.com/python/dictionary_has_key.htm)  Returns *true* if key in dictionary *dict*, *false* otherwise |
| 6 | [dict.items()](http://www.tutorialspoint.com/python/dictionary_items.htm)  Returns a list of *dict*'s (key, value) tuple pairs |
| 7 | [dict.keys()](http://www.tutorialspoint.com/python/dictionary_keys.htm)  Returns list of dictionary dict's keys |
| 8 | [dict.setdefault(key, default=None)](http://www.tutorialspoint.com/python/dictionary_setdefault.htm)  Similar to get(), but will set dict[key]=default if *key* is not already in dict |
| 9 | [dict.update(dict2)](http://www.tutorialspoint.com/python/dictionary_update.htm)  Adds dictionary *dict2*'s key-values pairs to *dict* |
| 10 | [dict.values()](http://www.tutorialspoint.com/python/dictionary_values.htm)  Returns list of dictionary *dict*'s values |

Pasted from <<http://www.tutorialspoint.com/python/python_dictionary.htm>>

A Python program can handle date & time in several ways. Converting between date formats is a common chore for computers. Python's time and calendar modules help track dates and times.

What is Tick?

Time intervals are floating-point numbers in units of seconds. Particular instants in time are expressed in seconds since 12:00am, January 1, 1970(epoch).

There is a popular **time** module available in Python which provides functions for working with times, and for converting between representations. The function *time.time()* returns the current system time in ticks since 12:00am, January 1, 1970(epoch).

Example:

#!/usr/bin/python  
import time; # This is required to include time module.

ticks = time.time()  
print "Number of ticks since 12:00am, January 1, 1970:", ticks

This would produce a result something as follows:

Number of ticks since 12:00am, January 1, 1970: 7186862.73399

Date arithmetic is easy to do with ticks. However, dates before the epoch cannot be represented in this form. Dates in the far future also cannot be represented this way - the cutoff point is sometime in 2038 for UNIX and Windows.

What is TimeTuple?

Many of Python's time functions handle time as a tuple of 9 numbers, as shown below:

|  |  |  |
| --- | --- | --- |
| **Index** | **Field** | **Values** |
| 0 | 4-digit year | 2008 |
| 1 | Month | 1 to 12 |
| 2 | Day | 1 to 31 |
| 3 | Hour | 0 to 23 |
| 4 | Minute | 0 to 59 |
| 5 | Second | 0 to 61 (60 or 61 are leap-seconds) |
| 6 | Day of Week | 0 to 6 (0 is Monday) |
| 7 | Day of year | 1 to 366 (Julian day) |
| 8 | Daylight savings | -1, 0, 1, -1 means library determines DST |

The above tuple is equivalent to **struct\_time** structure. This structure has following attributes:

|  |  |  |
| --- | --- | --- |
| **Index** | **Attributes** | **Values** |
| 0 | tm\_year | 2008 |
| 1 | tm\_mon | 1 to 12 |
| 2 | tm\_mday | 1 to 31 |
| 3 | tm\_hour | 0 to 23 |
| 4 | tm\_min | 0 to 59 |
| 5 | tm\_sec | 0 to 61 (60 or 61 are leap-seconds) |
| 6 | tm\_wday | 0 to 6 (0 is Monday) |
| 7 | tm\_yday | 1 to 366 (Julian day) |
| 8 | tm\_isdst | -1, 0, 1, -1 means library determines DST |

Getting current time -:

To translate a time instant from a *seconds since the epoch* floating-point value into a time-tuple, pass the floating-point value to a function (e.g., localtime) that returns a time-tuple with all nine items valid.

#!/usr/bin/python  
import time;

localtime = time.localtime(time.time())  
print "Local current time :", localtime

This would produce the following result, which could be formatted in any other presentable form:

Local current time : time.struct\_time(tm\_year=2013, tm\_mon=7,   
tm\_mday=17, tm\_hour=21, tm\_min=26, tm\_sec=3, tm\_wday=2, tm\_yday=198, tm\_isdst=0)

Getting formatted time -:

You can format any time as per your requirement, but simple method to get time in readable format is asctime():

#!/usr/bin/python  
import time;

localtime = time.asctime( time.localtime(time.time()) )  
print "Local current time :", localtime

This would produce the following result:

Local current time : Tue Jan 13 10:17:09 2009

Getting calendar for a month -:

The calendar module gives a wide range of methods to play with yearly and monthly calendars. Here, we print a calendar for a given month ( Jan 2008 ):

#!/usr/bin/python  
import calendar

cal = calendar.month(2008, 1)  
print "Here is the calendar:"  
print cal;

This would produce the following result:

Here is the calendar:  
 January 2008  
Mo Tu We Th Fr Sa Su  
 1 2 3 4 5 6  
 7 8 9 10 11 12 13  
14 15 16 17 18 19 20  
21 22 23 24 25 26 27  
28 29 30 31

The *time* Module:

There is a popular **time** module available in Python which provides functions for working with times and for converting between representations. Here is the list of all available methods:

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | [time.altzone](http://www.tutorialspoint.com/python/time_altzone.htm)  The offset of the local DST timezone, in seconds west of UTC, if one is defined. This is negative if the local DST timezone is east of UTC (as in Western Europe, including the UK). Only use this if daylight is nonzero. |
| 2 | [time.asctime([tupletime])](http://www.tutorialspoint.com/python/time_asctime.htm)  Accepts a time-tuple and returns a readable 24-character string such as 'Tue Dec 11 18:07:14 2008'. |
| 3 | [time.clock( )](http://www.tutorialspoint.com/python/time_clock.htm)  Returns the current CPU time as a floating-point number of seconds. To measure computational costs of different approaches, the value of time.clock is more useful than that of time.time(). |
| 4 | [time.ctime([secs])](http://www.tutorialspoint.com/python/time_ctime.htm)  Like asctime(localtime(secs)) and without arguments is like asctime( ) |
| 5 | [time.gmtime([secs])](http://www.tutorialspoint.com/python/time_gmtime.htm)  Accepts an instant expressed in seconds since the epoch and returns a time-tuple t with the UTC time. Note : t.tm\_isdst is always 0 |
| 6 | [time.localtime([secs])](http://www.tutorialspoint.com/python/time_localtime.htm)  Accepts an instant expressed in seconds since the epoch and returns a time-tuple t with the local time (t.tm\_isdst is 0 or 1, depending on whether DST applies to instant secs by local rules). |
| 7 | [time.mktime(tupletime)](http://www.tutorialspoint.com/python/time_mktime.htm)  Accepts an instant expressed as a time-tuple in local time and returns a floating-point value with the instant expressed in seconds since the epoch. |
| 8 | [time.sleep(secs)](http://www.tutorialspoint.com/python/time_sleep.htm)  Suspends the calling thread for secs seconds. |
| 9 | [time.strftime(fmt[,tupletime])](http://www.tutorialspoint.com/python/time_strftime.htm)  Accepts an instant expressed as a time-tuple in local time and returns a string representing the instant as specified by string fmt. |
| 10 | [time.strptime(str,fmt='%a %b %d %H:%M:%S %Y')](http://www.tutorialspoint.com/python/time_strptime.htm)  Parses str according to format string fmt and returns the instant in time-tuple format. |
| 11 | [time.time( )](http://www.tutorialspoint.com/python/time_time.htm)  Returns the current time instant, a floating-point number of seconds since the epoch. |
| 12 | [time.tzset()](http://www.tutorialspoint.com/python/time_tzset.htm)  Resets the time conversion rules used by the library routines. The environment variable TZ specifies how this is done. |

There are following two important attributes available with time module:

|  |  |
| --- | --- |
| **SN** | **Attribute with Description** |
| 1 | **time.timezone**  Attribute time.timezone is the offset in seconds of the local time zone (without DST) from UTC (>0 in the Americas; <=0 in most of Europe, Asia, Africa). |
| 2 | **time.tzname**  Attribute time.tzname is a pair of locale-dependent strings, which are the names of the local time zone without and with DST, respectively. |

The *calendar* Module

The calendar module supplies calendar-related functions, including functions to print a text calendar for a given month or year.

By default, calendar takes Monday as the first day of the week and Sunday as the last one. To change this, call calendar.setfirstweekday() function.

Here is a list of functions available with the *calendar* module:

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | **calendar.calendar(year,w=2,l=1,c=6)**  Returns a multiline string with a calendar for year year formatted into three columns separated by c spaces. w is the width in characters of each date; each line has length 21\*w+18+2\*c. l is the number of lines for each week. |
| 2 | **calendar.firstweekday( )**  Returns the current setting for the weekday that starts each week. By default, when calendar is first imported, this is 0, meaning Monday. |
| 3 | **calendar.isleap(year)**  Returns True if year is a leap year; otherwise, False. |
| 4 | **calendar.leapdays(y1,y2)**  Returns the total number of leap days in the years within range(y1,y2). |
| 5 | **calendar.month(year,month,w=2,l=1)**  Returns a multiline string with a calendar for month month of year year, one line per week plus two header lines. w is the width in characters of each date; each line has length 7\*w+6. l is the number of lines for each week. |
| 6 | **calendar.monthcalendar(year,month)**  Returns a list of lists of ints. Each sublist denotes a week. Days outside month month of year year are set to 0; days within the month are set to their day-of-month, 1 and up. |
| 7 | **calendar.monthrange(year,month)**  Returns two integers. The first one is the code of the weekday for the first day of the month month in year year; the second one is the number of days in the month. Weekday codes are 0 (Monday) to 6 (Sunday); month numbers are 1 to 12. |
| 8 | **calendar.prcal(year,w=2,l=1,c=6)**  Like print calendar.calendar(year,w,l,c). |
| 9 | **calendar.prmonth(year,month,w=2,l=1)**  Like print calendar.month(year,month,w,l). |
| 10 | **calendar.setfirstweekday(weekday)**  Sets the first day of each week to weekday code weekday. Weekday codes are 0 (Monday) to 6 (Sunday). |
| 11 | **calendar.timegm(tupletime)**  The inverse of time.gmtime: accepts a time instant in time-tuple form and returns the same instant as a floating-point number of seconds since the epoch. |
| 12 | **calendar.weekday(year,month,day)**  Returns the weekday code for the given date. Weekday codes are 0 (Monday) to 6 (Sunday); month numbers are 1 (January) to 12 (December). |

Other Modules & Functions:

If you are interested, then here you would find a list of other important modules and functions to play with date & time in Python:

* + [The *datetime* Module](http://docs.python.org/library/datetime.html#module-datetime)
  + [The *pytz*Module](http://www.twinsun.com/tz/tz-link.htm)
  + [The *dateutil* Module](http://labix.org/python-dateutil)

Pasted from <<http://www.tutorialspoint.com/python/python_date_time.htm>>

A function is a block of organized, reusable code that is used to perform a single, related action. Functions provide better modularity for your application and a high degree of code reusing.

As you already know, Python gives you many built-in functions like print(), etc. but you can also create your own functions. These functions are called *user-defined functions.*

Defining a Function

You can define functions to provide the required functionality. Here are simple rules to define a function in Python.

* + Function blocks begin with the keyword **def** followed by the function name and parentheses ( ( ) ).
  + Any input parameters or arguments should be placed within these parentheses. You can also define parameters inside these parentheses.
  + The first statement of a function can be an optional statement - the documentation string of the function or *docstring*.
  + The code block within every function starts with a colon (:) and is indented.
  + The statement return [expression] exits a function, optionally passing back an expression to the caller. A return statement with no arguments is the same as return None.

Syntax:

def functionname( parameters ):  
 "function\_docstring"  
 function\_suite  
 return [expression]

By default, parameters have a positional behavior and you need to inform them in the same order that they were defined.

Example:

Here is the simplest form of a Python function. This function takes a string as input parameter and prints it on standard screen.

def printme( str ):  
 "This prints a passed string into this function"  
 print str  
 return

Calling a Function

Defining a function only gives it a name, specifies the parameters that are to be included in the function and structures the blocks of code.

Once the basic structure of a function is finalized, you can execute it by calling it from another function or directly from the Python prompt. Following is the example to call printme() function:

#!/usr/bin/python

# Function definition is here  
def printme( str ):  
 "This prints a passed string into this function"  
 print str;  
 return;

# Now you can call printme function  
printme("I'm first call to user defined function!");  
printme("Again second call to the same function");

When the above code is executed, it produces the following result:

I'm first call to user defined function!  
Again second call to the same function

Pass by reference vs value

All parameters (arguments) in the Python language are passed by reference. It means if you change what a parameter refers to within a function, the change also reflects back in the calling function. For example:

#!/usr/bin/python

# Function definition is here  
def changeme( mylist ):  
 "This changes a passed list into this function"  
 mylist.append([1,2,3,4]);  
 print "Values inside the function: ", mylist  
 return

# Now you can call changeme function  
mylist = [10,20,30];  
changeme( mylist );  
print "Values outside the function: ", mylist

Here, we are maintaining reference of the passed object and appending values in the same object. So, this would produce the following result:

Values inside the function: [10, 20, 30, [1, 2, 3, 4]]  
Values outside the function: [10, 20, 30, [1, 2, 3, 4]]

There is one more example where argument is being passed by reference and the reference is being overwritten inside the called function.

#!/usr/bin/python

# Function definition is here  
def changeme( mylist ):  
 "This changes a passed list into this function"  
 mylist = [1,2,3,4]; # This would assig new reference in mylist  
 print "Values inside the function: ", mylist  
 return

# Now you can call changeme function  
mylist = [10,20,30];  
changeme( mylist );  
print "Values outside the function: ", mylist

The parameter mylist is local to the function changeme. Changing mylist within the function does not affect mylist. The function accomplishes nothing and finally this would produce the following result:

Values inside the function: [1, 2, 3, 4]  
Values outside the function: [10, 20, 30]

Function Arguments:

You can call a function by using the following types of formal arguments:

* + Required arguments
  + Keyword arguments
  + Default arguments
  + Variable-length arguments

Required arguments:

Required arguments are the arguments passed to a function in correct positional order. Here, the number of arguments in the function call should match exactly with the function definition.

To call the function *printme()*, you definitely need to pass one argument, otherwise it would give a syntax error as follows:

#!/usr/bin/python

# Function definition is here  
def printme( str ):  
 "This prints a passed string into this function"  
 print str;  
 return;

# Now you can call printme function  
printme();

When the above code is executed, it produces the following result:

Traceback (most recent call last):  
 File "test.py", line 11, in <module>  
 printme();  
TypeError: printme() takes exactly 1 argument (0 given)

Keyword arguments:

Keyword arguments are related to the function calls. When you use keyword arguments in a function call, the caller identifies the arguments by the parameter name.

This allows you to skip arguments or place them out of order because the Python interpreter is able to use the keywords provided to match the values with parameters. You can also make keyword calls to the *printme()* function in the following ways:

#!/usr/bin/python

# Function definition is here  
def printme( str ):  
 "This prints a passed string into this function"  
 print str;  
 return;

# Now you can call printme function  
printme( str = "My string");

When the above code is executed, it produces the following result:

My string

Following example gives more clear picture. Note, here order of the parameter does not matter.

#!/usr/bin/python

# Function definition is here  
def printinfo( name, age ):  
 "This prints a passed info into this function"  
 print "Name: ", name;  
 print "Age ", age;  
 return;

# Now you can call printinfo function  
printinfo( age=50, name="miki" );

When the above code is executed, it produces the following result:

Name: miki  
Age 50

Default arguments:

A default argument is an argument that assumes a default value if a value is not provided in the function call for that argument. Following example gives an idea on default arguments, it would print default age if it is not passed:

#!/usr/bin/python

# Function definition is here  
def printinfo( name, age = 35 ):  
 "This prints a passed info into this function"  
 print "Name: ", name;  
 print "Age ", age;  
 return;

# Now you can call printinfo function  
printinfo( age=50, name="miki" );  
printinfo( name="miki" );

When the above code is executed, it produces the following result:

Name: miki  
Age 50  
Name: miki  
Age 35

Variable-length arguments:

You may need to process a function for more arguments than you specified while defining the function. These arguments are called *variable-length* arguments and are not named in the function definition, unlike required and default arguments.

The general syntax for a function with non-keyword variable arguments is this:

def functionname([formal\_args,] \*var\_args\_tuple ):  
 "function\_docstring"  
 function\_suite  
 return [expression]

An asterisk (\*) is placed before the variable name that will hold the values of all nonkeyword variable arguments. This tuple remains empty if no additional arguments are specified during the function call. Following is a simple example:

#!/usr/bin/python

# Function definition is here  
def printinfo( arg1, \*vartuple ):  
 "This prints a variable passed arguments"  
 print "Output is: "  
 print arg1  
 for var in vartuple:  
 print var  
 return;

# Now you can call printinfo function  
printinfo( 10 );  
printinfo( 70, 60, 50 );

When the above code is executed, it produces the following result:

Output is:  
10  
Output is:  
70  
60  
50

The *Anonymous* Functions:

You can use the *lambda* keyword to create small anonymous functions. These functions are called anonymous because they are not declared in the standard manner by using the *def* keyword.

* + Lambda forms can take any number of arguments but return just one value in the form of an expression. They cannot contain commands or multiple expressions.
  + An anonymous function cannot be a direct call to print because lambda requires an expression.
  + Lambda functions have their own local namespace and cannot access variables other than those in their parameter list and those in the global namespace.
  + Although it appears that lambda's are a one-line version of a function, they are not equivalent to*inline* statements in C or C++, whose purpose is by passing function stack allocation during invocation for performance reasons.

Syntax:

The syntax of *lambda* functions contains only a single statement, which is as follows:

lambda [arg1 [,arg2,.....argn]]:expression

Following is the example to show how *lambda* form of function works:

#!/usr/bin/python

# Function definition is here  
sum = lambda arg1, arg2: arg1 + arg2;

# Now you can call sum as a function  
print "Value of total : ", sum( 10, 20 )  
print "Value of total : ", sum( 20, 20 )

When the above code is executed, it produces the following result:

Value of total : 30  
Value of total : 40

The *return* Statement:

The statement return [expression] exits a function, optionally passing back an expression to the caller. A return statement with no arguments is the same as return None.

All the above examples are not returning any value, but if you like you can return a value from a function as follows:

#!/usr/bin/python

# Function definition is here  
def sum( arg1, arg2 ):  
 # Add both the parameters and return them."  
 total = arg1 + arg2  
 print "Inside the function : ", total  
 return total;

# Now you can call sum function  
total = sum( 10, 20 );  
print "Outside the function : ", total

When the above code is executed, it produces the following result:

Inside the function : 30  
Outside the function : 30

Scope of Variables:

All variables in a program may not be accessible at all locations in that program. This depends on where you have declared a variable.

The scope of a variable determines the portion of the program where you can access a particular identifier. There are two basic scopes of variables in Python:

* + Global variables
  + Local variables

Global vs. Local variables:

Variables that are defined inside a function body have a local scope, and those defined outside have a global scope.

This means that local variables can be accessed only inside the function in which they are declared, whereas global variables can be accessed throughout the program body by all functions. When you call a function, the variables declared inside it are brought into scope. Following is a simple example:

#!/usr/bin/python

total = 0; # This is global variable.  
# Function definition is here  
def sum( arg1, arg2 ):  
 # Add both the parameters and return them."  
 total = arg1 + arg2; # Here total is local variable.  
 print "Inside the function local total : ", total  
 return total;

# Now you can call sum function  
sum( 10, 20 );  
print "Outside the function global total : ", total

When the above code is executed, it produces the following result:

Inside the function local total : 30  
Outside the function global total : 0
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A module allows you to logically organize your Python code. Grouping related code into a module makes the code easier to understand and use. A module is a Python object with arbitrarily named attributes that you can bind and reference.

Simply, a module is a file consisting of Python code. A module can define functions, classes and variables. A module can also include runnable code.

Example:

The Python code for a module named *aname* normally resides in a file named *aname.py*. Here's an example of a simple module, support.py

def print\_func( par ):  
 print "Hello : ", par  
 return

The *import* Statement:

You can use any Python source file as a module by executing an import statement in some other Python source file. The *import* has the following syntax:

import module1[, module2[,... moduleN]

When the interpreter encounters an import statement, it imports the module if the module is present in the search path. A search path is a list of directories that the interpreter searches before importing a module. For example, to import the module hello.py, you need to put the following command at the top of the script:

#!/usr/bin/python

# Import module support  
import support

# Now you can call defined function that module as follows  
support.print\_func("Zara")

When the above code is executed, it produces the following result:

Hello : Zara

A module is loaded only once, regardless of the number of times it is imported. This prevents the module execution from happening over and over again if multiple imports occur.

The *from...import* Statement

Python's *from* statement lets you import specific attributes from a module into the current namespace. The *from...import* has the following syntax:

from modname import name1[, name2[, ... nameN]]

For example, to import the function fibonacci from the module fib, use the following statement:

from fib import fibonacci

This statement does not import the entire module fib into the current namespace; it just introduces the item fibonacci from the module fib into the global symbol table of the importing module.

The *from...import \** Statement:

It is also possible to import all names from a module into the current namespace by using the following import statement:

from modname import \*

This provides an easy way to import all the items from a module into the current namespace; however, this statement should be used sparingly.

Locating Modules:

When you import a module, the Python interpreter searches for the module in the following sequences:

* + The current directory.
  + If the module isn't found, Python then searches each directory in the shell variable PYTHONPATH.
  + If all else fails, Python checks the default path. On UNIX, this default path is normally /usr/local/lib/python/.

The module search path is stored in the system module sys as the **sys.path** variable. The sys.path variable contains the current directory, PYTHONPATH, and the installation-dependent default.

The *PYTHONPATH* Variable:

The PYTHONPATH is an environment variable, consisting of a list of directories. The syntax of PYTHONPATH is the same as that of the shell variable PATH.

Here is a typical PYTHONPATH from a Windows system:

set PYTHONPATH=c:\python20\lib;

And here is a typical PYTHONPATH from a UNIX system:

set PYTHONPATH=/usr/local/lib/python

Namespaces and Scoping:

Variables are names (identifiers) that map to objects. A *namespace* is a dictionary of variable names (keys) and their corresponding objects (values).

A Python statement can access variables in a *local namespace* and in the *global namespace*. If a local and a global variable have the same name, the local variable shadows the global variable.

Each function has its own local namespace. Class methods follow the same scoping rule as ordinary functions.

Python makes educated guesses on whether variables are local or global. It assumes that any variable assigned a value in a function is local.

Therefore, in order to assign a value to a global variable within a function, you must first use the global statement.

The statement *global VarName* tells Python that VarName is a global variable. Python stops searching the local namespace for the variable.

For example, we define a variable *Money* in the global namespace. Within the function *Money*, we assign *Money* a value, therefore Python assumes *Money* as a local variable. However, we accessed the value of the local variable *Money* before setting it, so an UnboundLocalError is the result. Uncommenting the global statement fixes the problem.

#!/usr/bin/python

Money = 2000  
def AddMoney():  
 # Uncomment the following line to fix the code:  
 # global Money  
 Money = Money + 1

print Money  
AddMoney()  
print Money

The dir( ) Function:

The dir() built-in function returns a sorted list of strings containing the names defined by a module.

The list contains the names of all the modules, variables and functions that are defined in a module. Following is a simple example:

#!/usr/bin/python

# Import built-in module math  
import math

content = dir(math)

print content;

When the above code is executed, it produces the following result:

['\_\_doc\_\_', '\_\_file\_\_', '\_\_name\_\_', 'acos', 'asin', 'atan',   
'atan2', 'ceil', 'cos', 'cosh', 'degrees', 'e', 'exp',   
'fabs', 'floor', 'fmod', 'frexp', 'hypot', 'ldexp', 'log',  
'log10', 'modf', 'pi', 'pow', 'radians', 'sin', 'sinh',   
'sqrt', 'tan', 'tanh']

Here, the special string variable *\_\_name\_\_* is the module's name, and *\_\_file\_\_* is the filename from which the module was loaded.

The *globals()* and *locals()* Functions:

The *globals()* and *locals()* functions can be used to return the names in the global and local namespaces depending on the location from where they are called.

If locals() is called from within a function, it will return all the names that can be accessed locally from that function.

If globals() is called from within a function, it will return all the names that can be accessed globally from that function.

The return type of both these functions is dictionary. Therefore, names can be extracted using the keys() function.

The *reload()* Function:

When the module is imported into a script, the code in the top-level portion of a module is executed only once.

Therefore, if you want to reexecute the top-level code in a module, you can use the *reload()* function. The reload() function imports a previously imported module again. The syntax of the reload() function is this:

reload(module\_name)

Here, *module\_name* is the name of the module you want to reload and not the string containing the module name. For example, to reload *hello* module, do the following:

reload(hello)

Packages in Python:

A package is a hierarchical file directory structure that defines a single Python application environment that consists of modules and subpackages and sub-subpackages, and so on.

Consider a file *Pots.py* available in *Phone* directory. This file has following line of source code:

#!/usr/bin/python

def Pots():  
 print "I'm Pots Phone"

Similar way, we have another two files having different functions with the same name as above:

* + *Phone/Isdn.py* file having function Isdn()
  + *Phone/G3.py* file having function G3()

Now, create one more file \_\_init\_\_.py in *Phone* directory:

* + Phone/\_\_init\_\_.py

To make all of your functions available when you've imported Phone, you need to put explicit import statements in \_\_init\_\_.py as follows:

from Pots import Pots  
from Isdn import Isdn  
from G3 import G3

After you've added these lines to \_\_init\_\_.py, you have all of these classes available when you've imported the Phone package.

#!/usr/bin/python

# Now import your Phone Package.  
import Phone

Phone.Pots()  
Phone.Isdn()  
Phone.G3()

When the above code is executed, it produces the following result:

I'm Pots Phone  
I'm 3G Phone  
I'm ISDN Phone

In the above example, we have taken example of a single functions in each file, but you can keep multiple functions in your files. You can also define different Python classes in those files and then you can create your packages out of those classes.

Pasted from <<http://www.tutorialspoint.com/python/python_modules.htm>>

This chapter will cover all the basic I/O functions available in Python. For more functions, please refer to standard Python documentation.

Printing to the Screen:

The simplest way to produce output is using the *print* statement where you can pass zero or more expressions separated by commas. This function converts the expressions you pass into a string and writes the result to standard output as follows:

#!/usr/bin/python

print "Python is really a great language,", "isn't it?";

This would produce the following result on your standard screen:

Python is really a great language, isn't it?

Reading Keyboard Input:

Python provides two built-in functions to read a line of text from standard input, which by default comes from the keyboard. These functions are:

* + raw\_input
  + input

The *raw\_input* Function:

The *raw\_input([prompt])* function reads one line from standard input and returns it as a string (removing the trailing newline).

#!/usr/bin/python

str = raw\_input("Enter your input: ");  
print "Received input is : ", str

This would prompt you to enter any string and it would display same string on the screen. When I typed "Hello Python!", its output is like this:

Enter your input: Hello Python  
Received input is : Hello Python

The *input* Function:

The *input([prompt])* function is equivalent to raw\_input, except that it assumes the input is a valid Python expression and returns the evaluated result to you.

#!/usr/bin/python

str = input("Enter your input: ");  
print "Received input is : ", str

This would produce the following result against the entered input:

Enter your input: [x\*5 for x in range(2,10,2)]  
Recieved input is : [10, 20, 30, 40]

Opening and Closing Files:

Until now, you have been reading and writing to the standard input and output. Now, we will see how to play with actual data files.

Python provides basic functions and methods necessary to manipulate files by default. You can do your most of the file manipulation using a **file** object.

The *open* Function:

Before you can read or write a file, you have to open it using Python's built-in *open()* function. This function creates a **file** object, which would be utilized to call other support methods associated with it.

SYNTAX:

file object = open(file\_name [, access\_mode][, buffering])

Here is paramters' detail:

* + **file\_name:** The file\_name argument is a string value that contains the name of the file that you want to access.
  + **access\_mode:** The access\_mode determines the mode in which the file has to be opened, i.e., read, write, append, etc. A complete list of possible values is given below in the table. This is optional parameter and the default file access mode is read (r).
  + **buffering:** If the buffering value is set to 0, no buffering will take place. If the buffering value is 1, line buffering will be performed while accessing a file. If you specify the buffering value as an integer greater than 1, then buffering action will be performed with the indicated buffer size. If negative, the buffer size is the system default(default behavior).

Here is a list of the different modes of opening a file:

|  |  |
| --- | --- |
| **Modes** | **Description** |
| r | Opens a file for reading only. The file pointer is placed at the beginning of the file. This is the default mode. |
| rb | Opens a file for reading only in binary format. The file pointer is placed at the beginning of the file. This is the default mode. |
| r+ | Opens a file for both reading and writing. The file pointer will be at the beginning of the file. |
| rb+ | Opens a file for both reading and writing in binary format. The file pointer will be at the beginning of the file. |
| w | Opens a file for writing only. Overwrites the file if the file exists. If the file does not exist, creates a new file for writing. |
| wb | Opens a file for writing only in binary format. Overwrites the file if the file exists. If the file does not exist, creates a new file for writing. |
| w+ | Opens a file for both writing and reading. Overwrites the existing file if the file exists. If the file does not exist, creates a new file for reading and writing. |
| wb+ | Opens a file for both writing and reading in binary format. Overwrites the existing file if the file exists. If the file does not exist, creates a new file for reading and writing. |
| a | Opens a file for appending. The file pointer is at the end of the file if the file exists. That is, the file is in the append mode. If the file does not exist, it creates a new file for writing. |
| ab | Opens a file for appending in binary format. The file pointer is at the end of the file if the file exists. That is, the file is in the append mode. If the file does not exist, it creates a new file for writing. |
| a+ | Opens a file for both appending and reading. The file pointer is at the end of the file if the file exists. The file opens in the append mode. If the file does not exist, it creates a new file for reading and writing. |
| ab+ | Opens a file for both appending and reading in binary format. The file pointer is at the end of the file if the file exists. The file opens in the append mode. If the file does not exist, it creates a new file for reading and writing. |

The *file* object attributes:

Once a file is opened and you have one *file* object, you can get various information related to that file.

Here is a list of all attributes related to file object:

|  |  |
| --- | --- |
| **Attribute** | **Description** |
| file.closed | Returns true if file is closed, false otherwise. |
| file.mode | Returns access mode with which file was opened. |
| file.name | Returns name of the file. |
| file.softspace | Returns false if space explicitly required with print, true otherwise. |

EXAMPLE:

#!/usr/bin/python

# Open a file  
fo = open("foo.txt", "wb")  
print "Name of the file: ", fo.name  
print "Closed or not : ", fo.closed  
print "Opening mode : ", fo.mode  
print "Softspace flag : ", fo.softspace

This would produce the following result:

Name of the file: foo.txt  
Closed or not : False  
Opening mode : wb  
Softspace flag : 0

The *close()* Method:

The close() method of a *file* object flushes any unwritten information and closes the file object, after which no more writing can be done.

Python automatically closes a file when the reference object of a file is reassigned to another file. It is a good practice to use the close() method to close a file.

SYNTAX:

fileObject.close();

**EXAMPLE:**

#!/usr/bin/python

# Open a file  
fo = open("foo.txt", "wb")  
print "Name of the file: ", fo.name

# Close opend file  
fo.close()

This would produce the following result:

Name of the file: foo.txt

Reading and Writing Files:

The *file* object provides a set of access methods to make our lives easier. We would see how to use*read()* and *write()* methods to read and write files.

The *write()* Method:

The *write()* method writes any string to an open file. It is important to note that Python strings can have binary data and not just text.

The write() method does not add a newline character ('\n') to the end of the string:

SYNTAX:

fileObject.write(string);

Here, passed parameter is the content to be written into the opened file.

EXAMPLE:

#!/usr/bin/python

# Open a file  
fo = open("foo.txt", "wb")  
fo.write( "Python is a great language.\nYeah its great!!\n");

# Close opend file  
fo.close()

The above method would create *foo.txt* file and would write given content in that file and finally it would close that file. If you would open this file, it would have following content.

Python is a great language.  
Yeah its great!!

The *read()* Method:

The *read()* method reads a string from an open file. It is important to note that Python strings can have binary data and not just text.

SYNTAX:

fileObject.read([count]);

Here, passed parameter is the number of bytes to be read from the opened file. This method starts reading from the beginning of the file and if *count* is missing, then it tries to read as much as possible, maybe until the end of file.

EXAMPLE:

Let's take a file *foo.txt*, which we have created above.

#!/usr/bin/python

# Open a file  
fo = open("foo.txt", "r+")  
str = fo.read(10);  
print "Read String is : ", str  
# Close opend file  
fo.close()

This would produce the following result:

Read String is : Python is

File Positions:

The *tell()* method tells you the current position within the file; in other words, the next read or write will occur at that many bytes from the beginning of the file.

The *seek(offset[, from])* method changes the current file position. The *offset* argument indicates the number of bytes to be moved. The *from* argument specifies the reference position from where the bytes are to be moved.

If *from* is set to 0, it means use the beginning of the file as the reference position and 1 means use the current position as the reference position and if it is set to 2 then the end of the file would be taken as the reference position.

EXAMPLE:

Let's take a file *foo.txt*, which we have created above.

#!/usr/bin/python

# Open a file  
fo = open("foo.txt", "r+")  
str = fo.read(10);  
print "Read String is : ", str

# Check current position  
position = fo.tell();  
print "Current file position : ", position

# Reposition pointer at the beginning once again  
position = fo.seek(0, 0);  
str = fo.read(10);  
print "Again read String is : ", str  
# Close opend file  
fo.close()

This would produce the following result:

Read String is : Python is  
Current file position : 10  
Again read String is : Python is

Renaming and Deleting Files:

Python **os** module provides methods that help you perform file-processing operations, such as renaming and deleting files.

To use this module you need to import it first and then you can call any related functions.

The rename() Method:

The *rename()* method takes two arguments, the current filename and the new filename.

SYNTAX:

os.rename(current\_file\_name, new\_file\_name)

**EXAMPLE:**

Following is the example to rename an existing file *test1.txt*:

#!/usr/bin/python  
import os

# Rename a file from test1.txt to test2.txt  
os.rename( "test1.txt", "test2.txt" )

The *remove()* Method:

You can use the *remove()* method to delete files by supplying the name of the file to be deleted as the argument.

SYNTAX:

os.remove(file\_name)

**EXAMPLE:**

Following is the example to delete an existing file *test2.txt*:

#!/usr/bin/python  
import os

# Delete file test2.txt  
os.remove("text2.txt")

Directories in Python:

All files are contained within various directories, and Python has no problem handling these too. The**os** module has several methods that help you create, remove and change directories.

The *mkdir()* Method:

You can use the *mkdir()* method of the **os** module to create directories in the current directory. You need to supply an argument to this method which contains the name of the directory to be created.

SYNTAX:

os.mkdir("newdir")

**EXAMPLE:**

Following is the example to create a directory *test* in the current directory:

#!/usr/bin/python  
import os

# Create a directory "test"  
os.mkdir("test")

The *chdir()* Method:

You can use the *chdir()* method to change the current directory. The chdir() method takes an argument, which is the name of the directory that you want to make the current directory.

SYNTAX:

os.chdir("newdir")

**EXAMPLE:**

Following is the example to go into "/home/newdir" directory:

#!/usr/bin/python  
import os

# Changing a directory to "/home/newdir"  
os.chdir("/home/newdir")

The *getcwd()* Method:

The *getcwd()* method displays the current working directory.

SYNTAX:

os.getcwd()

**EXAMPLE:**

Following is the example to give current directory:

#!/usr/bin/python  
import os

# This would give location of the current directory  
os.getcwd()

The *rmdir()* Method:

The *rmdir()* method deletes the directory, which is passed as an argument in the method.

Before removing a directory, all the contents in it should be removed.

SYNTAX:

os.rmdir('dirname')

**EXAMPLE:**

Following is the example to remove "/tmp/test" directory. It is required to give fully qualified name of the directory, otherwise it would search for that directory in the current directory.

#!/usr/bin/python  
import os

# This would remove "/tmp/test" directory.  
os.rmdir( "/tmp/test" )

File & Directory Related Methods:

There are three important sources, which provide a wide range of utility methods to handle and manipulate files & directories on Windows and Unix operating systems. They are as follows:

* + [File Object Methods](http://www.tutorialspoint.com/python/file_methods.htm): The *file* object provides functions to manipulate files.
  + [OS Object Methods](http://www.tutorialspoint.com/python/os_file_methods.htm): This provides methods to process files as well as directories.

Pasted from <<http://www.tutorialspoint.com/python/python_files_io.htm>>

Python provides two very important features to handle any unexpected error in your Python programs and to add debugging capabilities in them:

* + **Exception Handling:** This would be covered in this tutorial. Here is a list standard Exceptions available in Python: [Standard Exceptions](http://www.tutorialspoint.com/python/standard_exceptions.htm).
  + **Assertions:** This would be covered in [Assertions in Python](http://www.tutorialspoint.com/python/assertions_in_python.htm) tutorial.

What is Exception?

An exception is an event, which occurs during the execution of a program, that disrupts the normal flow of the program's instructions. In general, when a Python script encounters a situation that it can't cope with, it raises an exception. An exception is a Python object that represents an error.

When a Python script raises an exception, it must either handle the exception immediately otherwise it would terminate and come out.

Handling an exception:

If you have some *suspicious* code that may raise an exception, you can defend your program by placing the suspicious code in a **try:** block. After the try: block, include an **except:** statement, followed by a block of code which handles the problem as elegantly as possible.

SYNTAX:

Here is simple syntax of *try....except...else* blocks:

try:  
 You do your operations here;  
 ......................  
except *ExceptionI*:  
 If there is ExceptionI, then execute this block.  
except *ExceptionII*:  
 If there is ExceptionII, then execute this block.  
 ......................  
else:  
 If there is no exception then execute this block.

Here are few important points about the above-mentioned syntax:

* + A single try statement can have multiple except statements. This is useful when the try block contains statements that may throw different types of exceptions.
  + You can also provide a generic except clause, which handles any exception.
  + After the except clause(s), you can include an else-clause. The code in the else-block executes if the code in the try: block does not raise an exception.
  + The else-block is a good place for code that does not need the try: block's protection.

EXAMPLE:

Here is simple example, which opens a file and writes the content in the file and comes out gracefully because there is no problem at all:

#!/usr/bin/python

try:  
 fh = open("testfile", "w")  
 fh.write("This is my test file for exception handling!!")  
except IOError:  
 print "Error: can\'t find file or read data"  
else:  
 print "Written content in the file successfully"  
 fh.close()

This will produce the following result:

Written content in the file successfully

**EXAMPLE:**

Here is one more simple example, which tries to open a file where you do not have permission to write in the file, so it raises an exception:

#!/usr/bin/python

try:  
 fh = open("testfile", "r")  
 fh.write("This is my test file for exception handling!!")  
except IOError:  
 print "Error: can\'t find file or read data"  
else:  
 print "Written content in the file successfully"

This will produce the following result:

Error: can't find file or read data

The *except* clause with no exceptions:

You can also use the except statement with no exceptions defined as follows:

try:  
 You do your operations here;  
 ......................  
except:  
 If there is any exception, then execute this block.  
 ......................  
else:  
 If there is no exception then execute this block.

This kind of a **try-except** statement catches all the exceptions that occur. Using this kind of try-except statement is not considered a good programming practice though, because it catches all exceptions but does not make the programmer identify the root cause of the problem that may occur.

The *except* clause with multiple exceptions:

You can also use the same *except* statement to handle multiple exceptions as follows:

try:  
 You do your operations here;  
 ......................  
except(Exception1[, Exception2[,...ExceptionN]]]):  
 If there is any exception from the given exception list,   
 then execute this block.  
 ......................  
else:  
 If there is no exception then execute this block.

The try-finally clause:

You can use a **finally:** block along with a **try:** block. The finally block is a place to put any code that must execute, whether the try-block raised an exception or not. The syntax of the try-finally statement is this:

try:  
 You do your operations here;  
 ......................  
 Due to any exception, this may be skipped.  
finally:  
 This would always be executed.  
 ......................

Note that you can provide except clause(s), or a finally clause, but not both. You can not use *else* clause as well along with a finally clause.

EXAMPLE:

#!/usr/bin/python

try:  
 fh = open("testfile", "w")  
 fh.write("This is my test file for exception handling!!")  
finally:  
 print "Error: can\'t find file or read data"

If you do not have permission to open the file in writing mode, then this will produce the following result:

Error: can't find file or read data

Same example can be written more cleanly as follows:

#!/usr/bin/python

try:  
 fh = open("testfile", "w")  
 try:  
 fh.write("This is my test file for exception handling!!")  
 finally:  
 print "Going to close the file"  
 fh.close()  
except IOError:  
 print "Error: can\'t find file or read data"

When an exception is thrown in the *try* block, the execution immediately passes to the *finally* block. After all the statements in the finally block are executed, the exception is raised again and is handled in the*except* statements if present in the next higher layer of the *try-except* statement.

Argument of an Exception:

An exception can have an *argument*, which is a value that gives additional information about the problem. The contents of the argument vary by exception. You capture an exception's argument by supplying a variable in the except clause as follows:

try:  
 You do your operations here;  
 ......................  
except *ExceptionType, Argument*:  
 You can print value of Argument here...

If you are writing the code to handle a single exception, you can have a variable follow the name of the exception in the except statement. If you are trapping multiple exceptions, you can have a variable follow the tuple of the exception.

This variable will receive the value of the exception mostly containing the cause of the exception. The variable can receive a single value or multiple values in the form of a tuple. This tuple usually contains the error string, the error number, and an error location.

EXAMPLE:

Following is an example for a single exception:

#!/usr/bin/python

# Define a function here.  
def temp\_convert(var):  
 try:  
 return int(var)  
 except ValueError, Argument:  
 print "The argument does not contain numbers\n", Argument

# Call above function here.  
temp\_convert("xyz");

This would produce the following result:

The argument does not contain numbers  
invalid literal for int() with base 10: 'xyz'

Raising an exceptions:

You can raise exceptions in several ways by using the raise statement. The general syntax for the **raise**statement.

SYNTAX:

raise [Exception [, args [, traceback]]]

Here, *Exception* is the type of exception (for example, NameError) and *argument* is a value for the exception argument. The argument is optional; if not supplied, the exception argument is None.

The final argument, traceback, is also optional (and rarely used in practice), and if present, is the traceback object used for the exception.

EXAMPLE:

An exception can be a string, a class or an object. Most of the exceptions that the Python core raises are classes, with an argument that is an instance of the class. Defining new exceptions is quite easy and can be done as follows:

def functionName( level ):  
 if level < 1:  
 raise "Invalid level!", level  
 # The code below to this would not be executed  
 # if we raise the exception

**Note:** In order to catch an exception, an "except" clause must refer to the same exception thrown either class object or simple string. For example, to capture above exception, we must write our except clause as follows:

try:  
 Business Logic here...  
except "Invalid level!":  
 Exception handling here...  
else:  
 Rest of the code here...

User-Defined Exceptions:

Python also allows you to create your own exceptions by deriving classes from the standard built-in exceptions.

Here is an example related to *RuntimeError*. Here, a class is created that is subclassed from*RuntimeError*. This is useful when you need to display more specific information when an exception is caught.

In the try block, the user-defined exception is raised and caught in the except block. The variable e is used to create an instance of the class Networkerror.

class Networkerror(RuntimeError):  
 def \_\_init\_\_(self, arg):  
 self.args = arg

So once you defined above class, you can raise your exception as follows:

try:  
 raise Networkerror("Bad hostname")  
except Networkerror,e:  
 print e.args

Pasted from <<http://www.tutorialspoint.com/python/python_exceptions.htm>>

Python has been an object-oriented language from day one. Because of this, creating and using classes and objects are downright easy. This chapter helps you become an expert in using Python's object-oriented programming support.

If you don't have any previous experience with object-oriented (OO) programming, you may want to consult an introductory course on it or at least a tutorial of some sort so that you have a grasp of the basic concepts.

However, here is small introduction of Object-Oriented Programming (OOP) to bring you at speed:

Overview of OOP Terminology

* + **Class:** A user-defined prototype for an object that defines a set of attributes that characterize any object of the class. The attributes are data members (class variables and instance variables) and methods, accessed via dot notation.
  + **Class variable:** A variable that is shared by all instances of a class. Class variables are defined within a class but outside any of the class's methods. Class variables aren't used as frequently as instance variables are.
  + **Data member:** A class variable or instance variable that holds data associated with a class and its objects.
  + **Function overloading:** The assignment of more than one behavior to a particular function. The operation performed varies by the types of objects (arguments) involved.
  + **Instance variable:** A variable that is defined inside a method and belongs only to the current instance of a class.
  + **Inheritance :** The transfer of the characteristics of a class to other classes that are derived from it.
  + **Instance:** An individual object of a certain class. An object obj that belongs to a class Circle, for example, is an instance of the class Circle.
  + **Instantiation :** The creation of an instance of a class.
  + **Method :** A special kind of function that is defined in a class definition.
  + **Object :** A unique instance of a data structure that's defined by its class. An object comprises both data members (class variables and instance variables) and methods.
  + **Operator overloading:** The assignment of more than one function to a particular operator.

Creating Classes:

The *class* statement creates a new class definition. The name of the class immediately follows the keyword *class* followed by a colon as follows:

class ClassName:  
 'Optional class documentation string'  
 class\_suite

* + The class has a documentation string, which can be accessed via *ClassName.\_\_doc\_\_*.
  + The *class\_suite* consists of all the component statements defining class members, data attributes and functions.

EXAMPLE:

Following is the example of a simple Python class:

class Employee:  
 'Common base class for all employees'  
 empCount = 0

def \_\_init\_\_(self, name, salary):  
 self.name = name  
 self.salary = salary  
 Employee.empCount += 1  
   
 def displayCount(self):  
 print "Total Employee %d" % Employee.empCount

def displayEmployee(self):  
 print "Name : ", self.name, ", Salary: ", self.salary

* + The variable *empCount* is a class variable whose value would be shared among all instances of a this class. This can be accessed as *Employee.empCount* from inside the class or outside the class.
  + The first method *\_\_init\_\_()* is a special method, which is called class constructor or initialization method that Python calls when you create a new instance of this class.
  + You declare other class methods like normal functions with the exception that the first argument to each method is *self*. Python adds the *self* argument to the list for you; you don't need to include it when you call the methods.

Creating instance objects:

To create instances of a class, you call the class using class name and pass in whatever arguments its *\_\_init\_\_* method accepts.

"This would create first object of Employee class"  
emp1 = Employee("Zara", 2000)  
"This would create second object of Employee class"  
emp2 = Employee("Manni", 5000)

Accessing attributes:

You access the object's attributes using the dot operator with object. Class variable would be accessed using class name as follows:

emp1.displayEmployee()  
emp2.displayEmployee()  
print "Total Employee %d" % Employee.empCount

Now, putting all the concepts together:

#!/usr/bin/python

class Employee:  
 'Common base class for all employees'  
 empCount = 0

def \_\_init\_\_(self, name, salary):  
 self.name = name  
 self.salary = salary  
 Employee.empCount += 1  
   
 def displayCount(self):  
 print "Total Employee %d" % Employee.empCount

def displayEmployee(self):  
 print "Name : ", self.name, ", Salary: ", self.salary

"This would create first object of Employee class"  
emp1 = Employee("Zara", 2000)  
"This would create second object of Employee class"  
emp2 = Employee("Manni", 5000)  
emp1.displayEmployee()  
emp2.displayEmployee()  
print "Total Employee %d" % Employee.empCount

When the above code is executed, it produces the following result:

Name : Zara ,Salary: 2000  
Name : Manni ,Salary: 5000  
Total Employee 2

You can add, remove or modify attributes of classes and objects at any time:

emp1.age = 7 # Add an 'age' attribute.  
emp1.age = 8 # Modify 'age' attribute.  
del emp1.age # Delete 'age' attribute.

Instead of using the normal statements to access attributes, you can use following functions:

* + The **getattr(obj, name[, default])** : to access the attribute of object.
  + The **hasattr(obj,name)** : to check if an attribute exists or not.
  + The **setattr(obj,name,value)** : to set an attribute. If attribute does not exist, then it would be created.
  + The **delattr(obj, name)** : to delete an attribute.

hasattr(emp1, 'age') # Returns true if 'age' attribute exists  
getattr(emp1, 'age') # Returns value of 'age' attribute  
setattr(emp1, 'age', 8) # Set attribute 'age' at 8  
delattr(empl, 'age') # Delete attribute 'age'

Built-In Class Attributes:

Every Python class keeps following built-in attributes and they can be accessed using dot operator like any other attribute:

* + **\_\_dict\_\_ :** Dictionary containing the class's namespace.
  + **\_\_doc\_\_ :** Class documentation string or None if undefined.
  + **\_\_name\_\_:** Class name.
  + **\_\_module\_\_:** Module name in which the class is defined. This attribute is "\_\_main\_\_" in interactive mode.
  + **\_\_bases\_\_ :** A possibly empty tuple containing the base classes, in the order of their occurrence in the base class list.

For the above class let's try to access all these attributes:

#!/usr/bin/python

class Employee:  
 'Common base class for all employees'  
 empCount = 0

def \_\_init\_\_(self, name, salary):  
 self.name = name  
 self.salary = salary  
 Employee.empCount += 1  
   
 def displayCount(self):  
 print "Total Employee %d" % Employee.empCount

def displayEmployee(self):  
 print "Name : ", self.name, ", Salary: ", self.salary

print "Employee.\_\_doc\_\_:", Employee.\_\_doc\_\_  
print "Employee.\_\_name\_\_:", Employee.\_\_name\_\_  
print "Employee.\_\_module\_\_:", Employee.\_\_module\_\_  
print "Employee.\_\_bases\_\_:", Employee.\_\_bases\_\_  
print "Employee.\_\_dict\_\_:", Employee.\_\_dict\_\_

When the above code is executed, it produces the following result:

Employee.\_\_doc\_\_: Common base class for all employees  
Employee.\_\_name\_\_: Employee  
Employee.\_\_module\_\_: \_\_main\_\_  
Employee.\_\_bases\_\_: ()  
Employee.\_\_dict\_\_: {'\_\_module\_\_': '\_\_main\_\_', 'displayCount':  
<function displayCount at 0xb7c84994>, 'empCount': 2,   
'displayEmployee': <function displayEmployee at 0xb7c8441c>,   
'\_\_doc\_\_': 'Common base class for all employees',   
'\_\_init\_\_': <function \_\_init\_\_ at 0xb7c846bc>}

Destroying Objects (Garbage Collection):

Python deletes unneeded objects (built-in types or class instances) automatically to free memory space. The process by which Python periodically reclaims blocks of memory that no longer are in use is termed garbage collection.

Python's garbage collector runs during program execution and is triggered when an object's reference count reaches zero. An object's reference count changes as the number of aliases that point to it changes.

An object's reference count increases when it's assigned a new name or placed in a container (list, tuple or dictionary). The object's reference count decreases when it's deleted with *del*, its reference is reassigned, or its reference goes out of scope. When an object's reference count reaches zero, Python collects it automatically.

a = 40 # Create object <40>  
b = a # Increase ref. count of <40>   
c = [b] # Increase ref. count of <40>

del a # Decrease ref. count of <40>  
b = 100 # Decrease ref. count of <40>   
c[0] = -1 # Decrease ref. count of <40>

You normally won't notice when the garbage collector destroys an orphaned instance and reclaims its space. But a class can implement the special method *\_\_del\_\_()*, called a destructor, that is invoked when the instance is about to be destroyed. This method might be used to clean up any nonmemory resources used by an instance.

EXAMPLE:

This \_\_del\_\_() destructor prints the class name of an instance that is about to be destroyed:

#!/usr/bin/python

class Point:  
 def \_\_init( self, x=0, y=0):  
 self.x = x  
 self.y = y  
 def \_\_del\_\_(self):  
 class\_name = self.\_\_class\_\_.\_\_name\_\_  
 print class\_name, "destroyed"

pt1 = Point()  
pt2 = pt1  
pt3 = pt1  
print id(pt1), id(pt2), id(pt3) # prints the ids of the obejcts  
del pt1  
del pt2  
del pt3

When the above code is executed, it produces following result:

3083401324 3083401324 3083401324  
Point destroyed

**Note:** Ideally, you should define your classes in separate file, then you should import them in your main program file using *import* statement. Kindly check [Python - Modules](http://www.tutorialspoint.com/python/python_modules.htm) chapter for more details on importing modules and classes.

Class Inheritance:

Instead of starting from scratch, you can create a class by deriving it from a preexisting class by listing the parent class in parentheses after the new class name.

The child class inherits the attributes of its parent class, and you can use those attributes as if they were defined in the child class. A child class can also override data members and methods from the parent.

SYNTAX:

Derived classes are declared much like their parent class; however, a list of base classes to inherit from are given after the class name:

class SubClassName (ParentClass1[, ParentClass2, ...]):  
 'Optional class documentation string'  
 class\_suite

**EXAMPLE:**

#!/usr/bin/python

class Parent: # define parent class  
 parentAttr = 100  
 def \_\_init\_\_(self):  
 print "Calling parent constructor"

def parentMethod(self):  
 print 'Calling parent method'

def setAttr(self, attr):  
 Parent.parentAttr = attr

def getAttr(self):  
 print "Parent attribute :", Parent.parentAttr

class Child(Parent): # define child class  
 def \_\_init\_\_(self):  
 print "Calling child constructor"

def childMethod(self):  
 print 'Calling child method'

c = Child() # instance of child  
c.childMethod() # child calls its method  
c.parentMethod() # calls parent's method  
c.setAttr(200) # again call parent's method  
c.getAttr() # again call parent's method

When the above code is executed, it produces the following result:

Calling child constructor  
Calling child method  
Calling parent method  
Parent attribute : 200

Similar way, you can drive a class from multiple parent classes as follows:

class A: # define your class A  
.....

class B: # define your calss B  
.....

class C(A, B): # subclass of A and B  
.....

You can use issubclass() or isinstance() functions to check a relationships of two classes and instances.

* + The **issubclass(sub, sup)** boolean function returns true if the given subclass **sub** is indeed a subclass of the superclass **sup**.
  + The **isinstance(obj, Class)** boolean function returns true if *obj* is an instance of class *Class* or is an instance of a subclass of Class

Overriding Methods:

You can always override your parent class methods. One reason for overriding parent's methods is because you may want special or different functionality in your subclass.

EXAMPLE:

#!/usr/bin/python

class Parent: # define parent class  
 def myMethod(self):  
 print 'Calling parent method'

class Child(Parent): # define child class  
 def myMethod(self):  
 print 'Calling child method'

c = Child() # instance of child  
c.myMethod() # child calls overridden method

When the above code is executed, it produces the following result:

Calling child method

Base Overloading Methods:

Following table lists some generic functionality that you can override in your own classes:

|  |  |
| --- | --- |
| **SN** | **Method, Description & Sample Call** |
| 1 | **\_\_init\_\_ ( self [,args...] )**  Constructor (with any optional arguments)  Sample Call : *obj = className(args)* |
| 2 | **\_\_del\_\_( self )**  Destructor, deletes an object  Sample Call : *dell obj* |
| 3 | **\_\_repr\_\_( self )**  Evaluatable string representation  Sample Call : *repr(obj)* |
| 4 | **\_\_str\_\_( self )**  Printable string representation  Sample Call : *str(obj)* |
| 5 | **\_\_cmp\_\_ ( self, x )**  Object comparison  Sample Call : *cmp(obj, x)* |

Overloading Operators:

Suppose you've created a Vector class to represent two-dimensional vectors, what happens when you use the plus operator to add them? Most likely Python will yell at you.

You could, however, define the *\_\_add\_\_* method in your class to perform vector addition and then the plus operator would behave as per expectation:

EXAMPLE:

#!/usr/bin/python

class Vector:  
 def \_\_init\_\_(self, a, b):  
 self.a = a  
 self.b = b

def \_\_str\_\_(self):  
 return 'Vector (%d, %d)' % (self.a, self.b)  
   
 def \_\_add\_\_(self,other):  
 return Vector(self.a + other.a, self.b + other.b)

v1 = Vector(2,10)  
v2 = Vector(5,-2)  
print v1 + v2

When the above code is executed, it produces the following result:

Vector(7,8)

Data Hiding:

An object's attributes may or may not be visible outside the class definition. For these cases, you can name attributes with a double underscore prefix, and those attributes will not be directly visible to outsiders.

EXAMPLE:

#!/usr/bin/python

class JustCounter:  
 \_\_secretCount = 0  
   
 def count(self):  
 self.\_\_secretCount += 1  
 print self.\_\_secretCount

counter = JustCounter()  
counter.count()  
counter.count()  
print counter.\_\_secretCount

When the above code is executed, it produces the following result:

1  
2  
Traceback (most recent call last):  
 File "test.py", line 12, in <module>  
 print counter.\_\_secretCount  
AttributeError: JustCounter instance has no attribute '\_\_secretCount'

Python protects those members by internally changing the name to include the class name. You can access such attributes as *object.\_className\_\_attrName*. If you would replace your last line as following, then it would work for you:

.........................  
print counter.\_JustCounter\_\_secretCount

When the above code is executed, it produces the following result:

1  
2  
2

Pasted from <<http://www.tutorialspoint.com/python/python_classes_objects.htm>>

A *regular expression* is a special sequence of characters that helps you match or find other strings or sets of strings, using a specialized syntax held in a pattern. Regular expressions are widely used in UNIX world.

The module **re** provides full support for Perl-like regular expressions in Python. The re module raises the exception re.error if an error occurs while compiling or using a regular expression.

We would cover two important functions, which would be used to handle regular expressions. But a small thing first: There are various characters, which would have special meaning when they are used in regular expression. To avoid any confusion while dealing with regular expressions, we would use Raw Strings as **r'expression'**.

The *match* Function

This function attempts to match RE *pattern* to *string* with optional *flags*.

Here is the syntax for this function:

re.match(pattern, string, flags=0)

Here is the description of the parameters:

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| pattern | This is the regular expression to be matched. |
| string | This is the string, which would be searched to match the pattern at the beginning of string. |
| flags | You can specify different flags using bitwise OR (|). These are modifiers, which are listed in the table below. |

The *re.match* function returns a **match** object on success, **None** on failure. We would use *group(num)*or *groups()*function of **match** object to get matched expression.

|  |  |
| --- | --- |
| **Match Object Methods** | **Description** |
| group(num=0) | This method returns entire match (or specific subgroup num) |
| groups() | This method returns all matching subgroups in a tuple (empty if there weren't any) |

EXAMPLE:

#!/usr/bin/python  
import re

line = "Cats are smarter than dogs"

matchObj = re.match( r'(.\*) are (.\*?) .\*', line, re.M|re.I)

if matchObj:  
 print "matchObj.group() : ", matchObj.group()  
 print "matchObj.group(1) : ", matchObj.group(1)  
 print "matchObj.group(2) : ", matchObj.group(2)  
else:  
 print "No match!!"

When the above code is executed, it produces following result:

matchObj.group() : Cats are smarter than dogs  
matchObj.group(1) : Cats  
matchObj.group(2) : smarter

The *search* Function

This function searches for first occurrence of RE *pattern* within *string* with optional *flags*.

Here is the syntax for this function:

re.search(pattern, string, flags=0)

Here is the description of the parameters:

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| pattern | This is the regular expression to be matched. |
| string | This is the string, which would be searched to match the pattern anywhere in the string. |
| flags | You can specify different flags using bitwise OR (|). These are modifiers, which are listed in the table below. |

The *re.search* function returns a **match** object on success, **None** on failure. We would use *group(num)*or *groups()*function of **match** object to get matched expression.

|  |  |
| --- | --- |
| **Match Object Methods** | **Description** |
| group(num=0) | This method returns entire match (or specific subgroup num) |
| groups() | This method returns all matching subgroups in a tuple (empty if there weren't any) |

EXAMPLE:

#!/usr/bin/python  
import re

line = "Cats are smarter than dogs";

searchObj = re.search( r'(.\*) are (.\*?) .\*', line, re.M|re.I)

if searchObj:  
 print "searchObj.group() : ", searchObj.group()  
 print "searchObj.group(1) : ", searchObj.group(1)  
 print "searchObj.group(2) : ", searchObj.group(2)  
else:  
 print "Nothing found!!"

When the above code is executed, it produces following result:

matchObj.group() : Cats are smarter than dogs  
matchObj.group(1) : Cats  
matchObj.group(2) : smarter

Matching vs Searching:

Python offers two different primitive operations based on regular expressions: **match** checks for a match only at the beginning of the string, while **search** checks for a match anywhere in the string (this is what Perl does by default).

EXAMPLE:

#!/usr/bin/python  
import re

line = "Cats are smarter than dogs";

matchObj = re.match( r'dogs', line, re.M|re.I)  
if matchObj:  
 print "match --> matchObj.group() : ", matchObj.group()  
else:  
 print "No match!!"

searchObj = re.search( r'dogs', line, re.M|re.I)  
if searchObj:  
 print "search --> searchObj.group() : ", searchObj.group()  
else:  
 print "Nothing found!!"

When the above code is executed, it produces the following result:

No match!!  
search --> matchObj.group() : dogs

Search and Replace:

Some of the most important **re** methods that use regular expressions is **sub**.

SYNTAX:

re.sub(pattern, repl, string, max=0)

This method replaces all occurrences of the RE *pattern* in *string* with *repl*, substituting all occurrences unless *max* provided. This method would return modified string.

EXAMPLE:

Following is the example:

#!/usr/bin/python  
import re

phone = "2004-959-559 # This is Phone Number"

# Delete Python-style comments  
num = re.sub(r'#.\*$', "", phone)  
print "Phone Num : ", num

# Remove anything other than digits  
num = re.sub(r'\D', "", phone)   
print "Phone Num : ", num

When the above code is executed, it produces the following result:

Phone Num : 2004-959-559  
Phone Num : 2004959559

Regular-expression Modifiers - Option Flags

Regular expression literals may include an optional modifier to control various aspects of matching. The modifiers are specified as an optional flag. You can provide multiple modifiers using exclusive OR (|), as shown previously and may be represented by one of these:

|  |  |
| --- | --- |
| **Modifier** | **Description** |
| re.I | Performs case-insensitive matching. |
| re.L | Interprets words according to the current locale. This interpretation affects the alphabetic group (\w and \W), as well as word boundary behavior (\b and \B). |
| re.M | Makes $ match the end of a line (not just the end of the string) and makes ^ match the start of any line (not just the start of the string). |
| re.S | Makes a period (dot) match any character, including a newline. |
| re.U | Interprets letters according to the Unicode character set. This flag affects the behavior of \w, \W, \b, \B. |
| re.X | Permits "cuter" regular expression syntax. It ignores whitespace (except inside a set [] or when escaped by a backslash) and treats unescaped # as a comment marker. |

Regular-expression patterns:

Except for control characters, **(+ ? . \* ^ $ ( ) [ ] { } | \)**, all characters match themselves. You can escape a control character by preceding it with a backslash.

Following table lists the regular expression syntax that is available in Python:

|  |  |
| --- | --- |
| **Pattern** | **Description** |
| ^ | Matches beginning of line. |
| $ | Matches end of line. |
| . | Matches any single character except newline. Using m option allows it to match newline as well. |
| [...] | Matches any single character in brackets. |
| [^...] | Matches any single character not in brackets |
| re\* | Matches 0 or more occurrences of preceding expression. |
| re+ | Matches 1 or more occurrence of preceding expression. |
| re? | Matches 0 or 1 occurrence of preceding expression. |
| re{ n} | Matches exactly n number of occurrences of preceding expression. |
| re{ n,} | Matches n or more occurrences of preceding expression. |
| re{ n, m} | Matches at least n and at most m occurrences of preceding expression. |
| a| b | Matches either a or b. |
| (re) | Groups regular expressions and remembers matched text. |
| (?imx) | Temporarily toggles on i, m, or x options within a regular expression. If in parentheses, only that area is affected. |
| (?-imx) | Temporarily toggles off i, m, or x options within a regular expression. If in parentheses, only that area is affected. |
| (?: re) | Groups regular expressions without remembering matched text. |
| (?imx: re) | Temporarily toggles on i, m, or x options within parentheses. |
| (?-imx: re) | Temporarily toggles off i, m, or x options within parentheses. |
| (?#...) | Comment. |
| (?= re) | Specifies position using a pattern. Doesn't have a range. |
| (?! re) | Specifies position using pattern negation. Doesn't have a range. |
| (?> re) | Matches independent pattern without backtracking. |
| \w | Matches word characters. |
| \W | Matches nonword characters. |
| \s | Matches whitespace. Equivalent to [\t\n\r\f]. |
| \S | Matches nonwhitespace. |
| \d | Matches digits. Equivalent to [0-9]. |
| \D | Matches nondigits. |
| \A | Matches beginning of string. |
| \Z | Matches end of string. If a newline exists, it matches just before newline. |
| \z | Matches end of string. |
| \G | Matches point where last match finished. |
| \b | Matches word boundaries when outside brackets. Matches backspace (0x08) when inside brackets. |
| \B | Matches nonword boundaries. |
| \n, \t, etc. | Matches newlines, carriage returns, tabs, etc. |
| \1...\9 | Matches nth grouped subexpression. |
| \10 | Matches nth grouped subexpression if it matched already. Otherwise refers to the octal representation of a character code. |

Regular-expression Examples

Literal characters:

|  |  |
| --- | --- |
| **Example** | **Description** |
| python | Match "python". |

Character classes:

|  |  |
| --- | --- |
| **Example** | **Description** |
| [Pp]ython | Match "Python" or "python" |
| rub[ye] | Match "ruby" or "rube" |
| [aeiou] | Match any one lowercase vowel |
| [0-9] | Match any digit; same as [0123456789] |
| [a-z] | Match any lowercase ASCII letter |
| [A-Z] | Match any uppercase ASCII letter |
| [a-zA-Z0-9] | Match any of the above |
| [^aeiou] | Match anything other than a lowercase vowel |
| [^0-9] | Match anything other than a digit |

Special Character Classes:

|  |  |
| --- | --- |
| **Example** | **Description** |
| . | Match any character except newline |
| \d | Match a digit: [0-9] |
| \D | Match a nondigit: [^0-9] |
| \s | Match a whitespace character: [ \t\r\n\f] |
| \S | Match nonwhitespace: [^ \t\r\n\f] |
| \w | Match a single word character: [A-Za-z0-9\_] |
| \W | Match a nonword character: [^A-Za-z0-9\_] |

Repetition Cases:

|  |  |
| --- | --- |
| **Example** | **Description** |
| ruby? | Match "rub" or "ruby": the y is optional |
| ruby\* | Match "rub" plus 0 or more ys |
| ruby+ | Match "rub" plus 1 or more ys |
| \d{3} | Match exactly 3 digits |
| \d{3,} | Match 3 or more digits |
| \d{3,5} | Match 3, 4, or 5 digits |

Nongreedy repetition:

This matches the smallest number of repetitions:

|  |  |
| --- | --- |
| **Example** | **Description** |
| <.\*> | Greedy repetition: matches "<python>perl>" |
| <.\*?> | Nongreedy: matches "<python>" in "<python>perl>" |

Grouping with parentheses:

|  |  |
| --- | --- |
| **Example** | **Description** |
| \D\d+ | No group: + repeats \d |
| (\D\d)+ | Grouped: + repeats \D\d pair |
| ([Pp]ython(, )?)+ | Match "Python", "Python, python, python", etc. |

Backreferences:

This matches a previously matched group again:

|  |  |
| --- | --- |
| **Example** | **Description** |
| ([Pp])ython&\1ails | Match python&pails or Python&Pails |
| (['"])[^\1]\*\1 | Single or double-quoted string. \1 matches whatever the 1st group matched . \2 matches whatever the 2nd group matched, etc. |

Alternatives:

|  |  |
| --- | --- |
| **Example** | **Description** |
| python|perl | Match "python" or "perl" |
| rub(y|le)) | Match "ruby" or "ruble" |
| Python(!+|\?) | "Python" followed by one or more ! or one ? |

Anchors:

This needs to specify match position.

|  |  |
| --- | --- |
| **Example** | **Description** |
| ^Python | Match "Python" at the start of a string or internal line |
| Python$ | Match "Python" at the end of a string or line |
| \APython | Match "Python" at the start of a string |
| Python\Z | Match "Python" at the end of a string |
| \bPython\b | Match "Python" at a word boundary |
| \brub\B | \B is nonword boundary: match "rub" in "rube" and "ruby" but not alone |
| Python(?=!) | Match "Python", if followed by an exclamation point |
| Python(?!!) | Match "Python", if not followed by an exclamation point |

Special syntax with parentheses:

|  |  |
| --- | --- |
| **Example** | **Description** |
| R(?#comment) | Matches "R". All the rest is a comment |
| R(?i)uby | Case-insensitive while matching "uby" |
| R(?i:uby) | Same as above |
| rub(?:y|le)) | Group only without creating \1 backreference |

Pasted from <<http://www.tutorialspoint.com/python/python_reg_expressions.htm>>

What is CGI?

* + The Common Gateway Interface, or CGI, is a set of standards that define how information is exchanged between the web server and a custom script.
  + The CGI specs are currently maintained by the NCSA and NCSA defines CGI is as follows:
  + The Common Gateway Interface, or CGI, is a standard for external gateway programs to interface with information servers such as HTTP servers.
  + The current version is CGI/1.1 and CGI/1.2 is under progress.

Web Browsing

To understand the concept of CGI, lets see what happens when we click a hyper link to browse a particular web page or URL.

* + Your browser contacts the HTTP web server and demands for the URL i.e., filename.
  + Web Server will parse the URL and will look for the filename in if it finds that file then sends it back to the browser, otherwise sends an error message indicating that you have requested a wrong file.
  + Web browser takes response from web server and displays either the received file or error message.

However, it is possible to set up the HTTP server so that whenever a file in a certain directory is requested that file is not sent back; instead it is executed as a program, and whatever that program outputs is sent back for your browser to display. This function is called the Common Gateway Interface or CGI and the programs are called CGI scripts. These CGI programs can be a Python Script, PERL Script, Shell Script, C or C++ program, etc.

CGI Architecture Diagram
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Web Server Support & Configuration

Before you proceed with CGI Programming, make sure that your Web Server supports CGI and it is configured to handle CGI Programs. All the CGI Programs to be executed by the HTTP server are kept in a pre-configured directory. This directory is called CGI Directory and by convention it is named as /var/www/cgi-bin. By convention, CGI files will have extension as **.cgi**, but you can keep your files with python extension **.py** as well.

By default, the Linux server is configured to run only the scripts in the cgi-bin directory in /var/www. If you want to specify any other directory to run your CGI scripts, comment the following lines in the httpd.conf file:

<Directory "/var/www/cgi-bin">  
 AllowOverride None  
 Options ExecCGI  
 Order allow,deny  
 Allow from all  
</Directory>

<Directory "/var/www/cgi-bin">  
Options All  
</Directory>

Here, I assumed that you have Web Server up and running successfully and you are able to run any other CGI program like Perl or Shell, etc.

First CGI Program

Here is a simple link, which is linked to a CGI script called [hello.py](http://www.tutorialspoint.com/cgi-bin/hello.py). This file is being kept in /var/www/cgi-bin directory and it has following content. Before running your CGI program, make sure you have change mode of file using **chmod 755 hello.py** UNIX command to make file executable.

#!/usr/bin/python

print "Content-type:text/html\r\n\r\n"  
print '<html>'  
print '<head>'  
print '<title>Hello Word - First CGI Program</title>'  
print '</head>'  
print '<body>'  
print '<h2>Hello Word! This is my first CGI program</h2>'  
print '</body>'  
print '</html>'

If you click hello.py, then this produces the following output:

Hello Word! This is my first CGI program

This hello.py script is a simple Python script, which is writing its output on STDOUT file i.e., screen. There is one important and extra feature available which is first line to be printed **Content-type:text/html\r\n\r\n**. This line is sent back to the browser and specifiy the content type to be displayed on the browser screen.

Now, you must have understood basic concept of CGI and you can write many complicated CGI programs using Python. This script can interact with any other external system also to exchange information such as RDBMS.

HTTP Header

The line **Content-type:text/html\r\n\r\n** is part of HTTP header which is sent to the browser to understand the content. All the HTTP header will be in the following form:

HTTP Field Name: Field Content

For Example  
Content-type: text/html\r\n\r\n

There are few other important HTTP headers, which you will use frequently in your CGI Programming.

|  |  |
| --- | --- |
| **Header** | **Description** |
| Content-type: | A MIME string defining the format of the file being returned. Example is Content-type:text/html |
| Expires: Date | The date the information becomes invalid. This should be used by the browser to decide when a page needs to be refreshed. A valid date string should be in the format 01 Jan 1998 12:00:00 GMT. |
| Location: URL | The URL that should be returned instead of the URL requested. You can use this field to redirect a request to any file. |
| Last-modified: Date | The date of last modification of the resource. |
| Content-length: N | The length, in bytes, of the data being returned. The browser uses this value to report the estimated download time for a file. |
| Set-Cookie: String | Set the cookie passed through the *string* |

CGI Environment Variables

All the CGI program will have access to the following environment variables. These variables play an important role while writing any CGI program.

|  |  |
| --- | --- |
| **Variable Name** | **Description** |
| CONTENT\_TYPE | The data type of the content. Used when the client is sending attached content to the server. For example, file upload, etc. |
| CONTENT\_LENGTH | The length of the query information. It's available only for POST requests. |
| HTTP\_COOKIE | Returns the set cookies in the form of key & value pair. |
| HTTP\_USER\_AGENT | The User-Agent request-header field contains information about the user agent originating the request. Its name of the web browser. |
| PATH\_INFO | The path for the CGI script. |
| QUERY\_STRING | The URL-encoded information that is sent with GET method request. |
| REMOTE\_ADDR | The IP address of the remote host making the request. This can be useful for logging or for authentication purpose. |
| REMOTE\_HOST | The fully qualified name of the host making the request. If this information is not available then REMOTE\_ADDR can be used to get IR address. |
| REQUEST\_METHOD | The method used to make the request. The most common methods are GET and POST. |
| SCRIPT\_FILENAME | The full path to the CGI script. |
| SCRIPT\_NAME | The name of the CGI script. |
| SERVER\_NAME | The server's hostname or IP Address |
| SERVER\_SOFTWARE | The name and version of the software the server is running. |

Here is small CGI program to list out all the CGI variables. Click this link to see the result [Get Environment](http://www.tutorialspoint.com/cgi-bin/get_env.py)

#!/usr/bin/python

import os

print "Content-type: text/html\r\n\r\n";  
print "<font size=+1>Environment</font><\br>";  
for param in os.environ.keys():  
 print "<b>%20s</b>: %s<\br>" % (param, os.environ[param])

GET and POST Methods

You must have come across many situations when you need to pass some information from your browser to web server and ultimately to your CGI Program. Most frequently, browser uses two methods two pass this information to web server. These methods are GET Method and POST Method.

Passing Information using GET method:

The GET method sends the encoded user information appended to the page request. The page and the encoded information are separated by the ? character as follows:

<http://www.test.com/cgi-bin/hello.py?key1=value1&key2=value2>

The GET method is the default method to pass information from browser to web server and it produces a long string that appears in your browser's Location:box. Never use GET method if you have password or other sensitive information to pass to the server. The GET method has size limtation: only 1024 characters can be sent in a request string. The GET method sends information using QUERY\_STRING header and will be accessible in your CGI Program through QUERY\_STRING environment variable.

You can pass information by simply concatenating key and value pairs along with any URL or you can use HTML <FORM> tags to pass information using GET method.

Simple URL Example : Get Method

Here is a simple URL, which will pass two values to hello\_get.py program using GET method.

[/cgi-bin/hello\_get.py?first\_name=ZARA&last\_name=ALI](http://www.tutorialspoint.com/cgi-bin/hello_get.py?first_name=ZARA&last_name=ALI)

Below is **hello\_get.py** script to handle input given by web browser. We are going to use **cgi** module, which makes it very easy to access passed information:

#!/usr/bin/python

# Import modules for CGI handling   
import cgi, cgitb

# Create instance of FieldStorage   
form = cgi.FieldStorage()

# Get data from fields  
first\_name = form.getvalue('first\_name')  
last\_name = form.getvalue('last\_name')

print "Content-type:text/html\r\n\r\n"  
print "<html>"  
print "<head>"  
print "<title>Hello - Second CGI Program</title>"  
print "</head>"  
print "<body>"  
print "<h2>Hello %s %s</h2>" % (first\_name, last\_name)  
print "</body>"  
print "</html>"

This would generate the following result:

Hello ZARA ALI

Simple FORM Example: GET Method

Here is a simple example which passes two values using HTML FORM and submit button. We are going to use same CGI script hello\_get.py to handle this imput.

<form action="/cgi-bin/hello\_get.py" method="get">  
First Name: <input type="text" name="first\_name"> <br />

Last Name: <input type="text" name="last\_name" />  
<input type="submit" value="Submit" />  
</form>

Here is the actual output of the above form, You enter First and Last Name and then click submit button to see the result.

First Name:

Last Name:

Passing Information using POST method:

A generally more reliable method of passing information to a CGI program is the POST method. This packages the information in exactly the same way as GET methods, but instead of sending it as a text string after a ? in the URL it sends it as a separate message. This message comes into the CGI script in the form of the standard input.

Below is same hello\_get.py script which handles GET as well as POST method.

#!/usr/bin/python

# Import modules for CGI handling   
import cgi, cgitb

# Create instance of FieldStorage   
form = cgi.FieldStorage()

# Get data from fields  
first\_name = form.getvalue('first\_name')  
last\_name = form.getvalue('last\_name')

print "Content-type:text/html\r\n\r\n"  
print "<html>"  
print "<head>"  
print "<title>Hello - Second CGI Program</title>"  
print "</head>"  
print "<body>"  
print "<h2>Hello %s %s</h2>" % (first\_name, last\_name)  
print "</body>"  
print "</html>"

Let us take again same example as above which passes two values using HTML FORM and submit button. We are going to use same CGI script hello\_get.py to handle this imput.

<form action="/cgi-bin/hello\_get.py" method="post">  
First Name: <input type="text" name="first\_name"><br />  
Last Name: <input type="text" name="last\_name" />

<input type="submit" value="Submit" />  
</form>

Here is the actual output of the above form. You enter First and Last Name and then click submit button to see the result.

First Name:

Last Name:

Passing Checkbox Data to CGI Program

Checkboxes are used when more than one option is required to be selected.

Here is example HTML code for a form with two checkboxes:

<form action="/cgi-bin/checkbox.cgi" method="POST" target="\_blank">  
<input type="checkbox" name="maths" value="on" /> Maths  
<input type="checkbox" name="physics" value="on" /> Physics  
<input type="submit" value="Select Subject" />  
</form>

The result of this code is the following form:

 Maths  Physics

Below is checkbox.cgi script to handle input given by web browser for checkbox button.

#!/usr/bin/python

# Import modules for CGI handling   
import cgi, cgitb

# Create instance of FieldStorage   
form = cgi.FieldStorage()

# Get data from fields  
if form.getvalue('maths'):  
 math\_flag = "ON"  
else:  
 math\_flag = "OFF"

if form.getvalue('physics'):  
 physics\_flag = "ON"  
else:  
 physics\_flag = "OFF"

print "Content-type:text/html\r\n\r\n"  
print "<html>"  
print "<head>"  
print "<title>Checkbox - Third CGI Program</title>"  
print "</head>"  
print "<body>"  
print "<h2> CheckBox Maths is : %s</h2>" % math\_flag  
print "<h2> CheckBox Physics is : %s</h2>" % physics\_flag  
print "</body>"  
print "</html>"

Passing Radio Button Data to CGI Program

Radio Buttons are used when only one option is required to be selected.

Here is example HTML code for a form with two radio buttons:

<form action="/cgi-bin/radiobutton.py" method="post" target="\_blank">  
<input type="radio" name="subject" value="maths" /> Maths  
<input type="radio" name="subject" value="physics" /> Physics  
<input type="submit" value="Select Subject" />  
</form>

The result of this code is the following form:

 Maths  Physics

Below is radiobutton.py script to handle input given by web browser for radio button:

#!/usr/bin/python

# Import modules for CGI handling   
import cgi, cgitb

# Create instance of FieldStorage   
form = cgi.FieldStorage()

# Get data from fields  
if form.getvalue('subject'):  
 subject = form.getvalue('subject')  
else:  
 subject = "Not set"

print "Content-type:text/html\r\n\r\n"  
print "<html>"  
print "<head>"  
print "<title>Radio - Fourth CGI Program</title>"  
print "</head>"  
print "<body>"  
print "<h2> Selected Subject is %s</h2>" % subject  
print "</body>"  
print "</html>"

Passing Text Area Data to CGI Program

TEXTAREA element is used when multiline text has to be passed to the CGI Program.

Here is example HTML code for a form with a TEXTAREA box:

<form action="/cgi-bin/textarea.py" method="post" target="\_blank">  
<textarea name="textcontent" cols="40" rows="4">  
Type your text here...  
</textarea>  
<input type="submit" value="Submit" />  
</form>

The result of this code is the following form:

Below is textarea.cgi script to handle input given by web browser:

#!/usr/bin/python

# Import modules for CGI handling   
import cgi, cgitb

# Create instance of FieldStorage   
form = cgi.FieldStorage()

# Get data from fields  
if form.getvalue('textcontent'):  
 text\_content = form.getvalue('textcontent')  
else:  
 text\_content = "Not entered"

print "Content-type:text/html\r\n\r\n"  
print "<html>"  
print "<head>";  
print "<title>Text Area - Fifth CGI Program</title>"  
print "</head>"  
print "<body>"  
print "<h2> Entered Text Content is %s</h2>" % text\_content  
print "</body>"

Passing Drop Down Box Data to CGI Program

Drop Down Box is used when we have many options available but only one or two will be selected.

Here is example HTML code for a form with one drop down box:

<form action="/cgi-bin/dropdown.py" method="post" target="\_blank">  
<select name="dropdown">  
<option value="Maths" selected>Maths</option>  
<option value="Physics">Physics</option>  
</select>  
<input type="submit" value="Submit"/>  
</form>

The result of this code is the following form:

Below is dropdown.py script to handle input given by web browser.

#!/usr/bin/python

# Import modules for CGI handling   
import cgi, cgitb

# Create instance of FieldStorage   
form = cgi.FieldStorage()

# Get data from fields  
if form.getvalue('dropdown'):  
 subject = form.getvalue('dropdown')  
else:  
 subject = "Not entered"

print "Content-type:text/html\r\n\r\n"  
print "<html>"  
print "<head>"  
print "<title>Dropdown Box - Sixth CGI Program</title>"  
print "</head>"  
print "<body>"  
print "<h2> Selected Subject is %s</h2>" % subject  
print "</body>"  
print "</html>"

Using Cookies in CGI

HTTP protocol is a stateless protocol. But for a commercial website, it is required to maintain session information among different pages. For example, one user registration ends after completing many pages. But how to maintain user's session information across all the web pages.

In many situations, using cookies is the most efficient method of remembering and tracking preferences, purchases, commissions, and other information required for better visitor experience or site statistics.

How It Works?

Your server sends some data to the visitor's browser in the form of a cookie. The browser may accept the cookie. If it does, it is stored as a plain text record on the visitor's hard drive. Now, when the visitor arrives at another page on your site, the cookie is available for retrieval. Once retrieved, your server knows/remembers what was stored.

Cookies are a plain text data record of 5 variable-length fields:

* + **Expires :** The date the cookie will expire. If this is blank, the cookie will expire when the visitor quits the browser.
  + **Domain :** The domain name of your site.
  + **Path :** The path to the directory or web page that sets the cookie. This may be blank if you want to retrieve the cookie from any directory or page.
  + **Secure :** If this field contains the word "secure", then the cookie may only be retrieved with a secure server. If this field is blank, no such restriction exists.
  + **Name=Value :** Cookies are set and retrieved in the form of key and value pairs.

Setting up Cookies

It is very easy to send cookies to browser. These cookies will be sent along with HTTP Header before to Content-type field. Assuming you want to set UserID and Password as cookies. So cookies setting will be done as follows:

#!/usr/bin/python

print "Set-Cookie:UserID=XYZ;\r\n"  
print "Set-Cookie:Password=XYZ123;\r\n"  
print "Set-Cookie:Expires=Tuesday, 31-Dec-2007 23:12:40 GMT";\r\n"  
print "Set-Cookie:Domain=www.tutorialspoint.com;\r\n"  
print "Set-Cookie:Path=/perl;\n"  
print "Content-type:text/html\r\n\r\n"  
...........Rest of the HTML Content....

From this example, you must have understood how to set cookies. We use **Set-Cookie** HTTP header to set cookies.

Here, it is optional to set cookies attributes like Expires, Domain and Path. It is notable that cookies are set before sending magic line **"Content-type:text/html\r\n\r\n**.

Retrieving Cookies

It is very easy to retrieve all the set cookies. Cookies are stored in CGI environment variable HTTP\_COOKIE and they will have following form:

key1=value1;key2=value2;key3=value3....

Here is an example of how to retrieve cookies.

#!/usr/bin/python

# Import modules for CGI handling   
from os import environ  
import cgi, cgitb

if environ.has\_key('HTTP\_COOKIE'):  
 for cookie in map(strip, split(environ['HTTP\_COOKIE'], ';')):  
 (key, value ) = split(cookie, '=');  
 if key == "UserID":  
 user\_id = value

if key == "Password":  
 password = value

print "User ID = %s" % user\_id  
print "Password = %s" % password

This will produce the following result for the cookies set by above script:

User ID = XYZ  
Password = XYZ123

File Upload Example:

To upload a file, the HTML form must have the enctype attribute set to **multipart/form-data**. The input tag with the file type will create a "Browse" button.

<html>  
<body>  
 <form enctype="multipart/form-data"   
 action="save\_file.py" method="post">  
 <p>File: <input type="file" name="filename" /></p>  
 <p><input type="submit" value="Upload" /></p>  
 </form>  
</body>  
</html>

The result of this code is the following form:

File:

Above example has been disabled intentionally to save people uploading file on our server, but you can try above code with your server.

Here is the script **save\_file.py** to handle file upload:

#!/usr/bin/python

import cgi, os  
import cgitb; cgitb.enable()

form = cgi.FieldStorage()

# Get filename here.  
fileitem = form['filename']

# Test if the file was uploaded  
if fileitem.filename:  
 # strip leading path from file name to avoid   
 # directory traversal attacks  
 fn = os.path.basename(fileitem.filename)  
 open('/tmp/' + fn, 'wb').write(fileitem.file.read())

message = 'The file "' + fn + '" was uploaded successfully'  
   
else:  
 message = 'No file was uploaded'  
   
print """\  
Content-Type: text/html\n  
<html>  
<body>  
 <p>%s</p>  
</body>  
</html>  
""" % (message,)

If you are running above script on Unix/Linux, then you would have to take care of replacing file separator as follows, otherwise on your windows machine above open() statement should work fine.

fn = os.path.basename(fileitem.filename.replace("\\", "/" ))

How To Raise a "File Download" Dialog Box ?

Sometimes, it is desired that you want to give option where a user will click a link and it will pop up a "File Download" dialogue box to the user instead of displaying actual content. This is very easy and will be achieved through HTTP header. This HTTP header will be different from the header mentioned in previous section.

For example,if you want make a **FileName** file downloadable from a given link, then its syntax will be as follows:

#!/usr/bin/python

# HTTP Header  
print "**Content-Type:**application/octet-stream; name=\"FileName\"\r\n";  
print "**Content-Disposition:** attachment; filename=\"FileName\"\r\n\n";

# Actual File Content will go hear.  
fo = open("foo.txt", "rb")

str = fo.read();  
print str

# Close opend file  
fo.close()

Hope you enjoyed this tutorial. If yes, please send me your feedback at: [Contact Us](http://www.tutorialspoint.com/about/contact_us.htm)

Pasted from <<http://www.tutorialspoint.com/python/python_cgi_programming.htm>>

The Python standard for database interfaces is the Python DB-API. Most Python database interfaces adhere to this standard.

You can choose the right database for your application. Python Database API supports a wide range of database servers:

* + GadFly
  + mSQL
  + MySQL
  + PostgreSQL
  + Microsoft SQL Server 2000
  + Informix
  + Interbase
  + Oracle
  + Sybase

Here is the list of available Python database interfaces: [Python Database Interfaces and APIs](http://wiki.python.org/moin/DatabaseInterfaces) .You must download a separate DB API module for each database you need to access. For example, if you need to access an Oracle database as well as a MySQL database, you must download both the Oracle and the MySQL database modules.

The DB API provides a minimal standard for working with databases using Python structures and syntax wherever possible. This API includes the following:

* + Importing the API module.
  + Acquiring a connection with the database.
  + Issuing SQL statements and stored procedures.
  + Closing the connection

We would learn all the concepts using MySQL, so let's talk about MySQLdb module only.

What is MySQLdb?

MySQLdb is an interface for connecting to a MySQL database server from Python. It implements the Python Database API v2.0 and is built on top of the MySQL C API.

How do I install the MySQLdb?

Before proceeding, you make sure you have MySQLdb installed on your machine. Just type the following in your Python script and execute it:

#!/usr/bin/python

import MySQLdb

If it produces the following result, then it means MySQLdb module is not installed:

Traceback (most recent call last):  
 File "test.py", line 3, in <module>  
 import MySQLdb  
ImportError: No module named MySQLdb

To install MySQLdb module, download it from [MySQLdb Download](http://sourceforge.net/projects/mysql-python) page and proceed as follows:

$ gunzip MySQL-python-1.2.2.tar.gz  
$ tar -xvf MySQL-python-1.2.2.tar  
$ cd MySQL-python-1.2.2  
$ python setup.py build  
$ python setup.py install

**Note:** Make sure you have root privilege to install above module.

Database Connection:

Before connecting to a MySQL database, make sure of the followings:

* + You have created a database TESTDB.
  + You have created a table EMPLOYEE in TESTDB.
  + This table is having fields FIRST\_NAME, LAST\_NAME, AGE, SEX and INCOME.
  + User ID "testuser" and password "test123" are set to access TESTDB.
  + Python module MySQLdb is installed properly on your machine.
  + You have gone through MySQL tutorial to understand [MySQL Basics.](http://www.tutorialspoint.com/mysql/index.htm)

EXAMPLE:

Following is the example of connecting with MySQL database "TESTDB"

#!/usr/bin/python

import MySQLdb

# Open database connection  
db = MySQLdb.connect("localhost","testuser","test123","TESTDB" )

# prepare a cursor object using *cursor()* method  
cursor = db.cursor()

# execute SQL query using *execute()* method.  
cursor.execute("SELECT VERSION()")

# Fetch a single row using *fetchone()* method.  
data = cursor.fetchone()

print "Database version : %s " % data

# disconnect from server  
db.close()

While running this script, it is producing the following result in my Linux machine.

Database version : 5.0.45

If a connection is established with the datasource, then a Connection Object is returned and saved into**db** for further use, otherwise **db** is set to None. Next, **db** object is used to create a **cursor** object, which in turn is used to execute SQL queries. Finally, before coming out, it ensures that database connection is closed and resources are released.

Creating Database Table:

Once a database connection is established, we are ready to create tables or records into the database tables using **execute** method of the created cursor.

EXAMPLE:

First, let's create Database table EMPLOYEE:

#!/usr/bin/python

import MySQLdb

# Open database connection  
db = MySQLdb.connect("localhost","testuser","test123","TESTDB" )

# prepare a cursor object using *cursor()* method  
cursor = db.cursor()

# Drop table if it already exist using *execute()* method.  
cursor.execute("DROP TABLE IF EXISTS EMPLOYEE")

# Create table as per requirement  
sql = """CREATE TABLE EMPLOYEE (  
 FIRST\_NAME CHAR(20) NOT NULL,  
 LAST\_NAME CHAR(20),  
 AGE INT,   
 SEX CHAR(1),  
 INCOME FLOAT )"""

cursor.execute(sql)

# disconnect from server  
db.close()

INSERT Operation:

INSERT operation is required when you want to create your records into a database table.

EXAMPLE:

Following is the example, which executes SQL *INSERT* statement to create a record into EMPLOYEE table:

#!/usr/bin/python

import MySQLdb

# Open database connection  
db = MySQLdb.connect("localhost","testuser","test123","TESTDB" )

# prepare a cursor object using *cursor()* method  
cursor = db.cursor()

# Prepare SQL query to INSERT a record into the database.  
sql = """INSERT INTO EMPLOYEE(FIRST\_NAME,  
 LAST\_NAME, AGE, SEX, INCOME)  
 VALUES ('Mac', 'Mohan', 20, 'M', 2000)"""  
try:  
 # Execute the SQL command  
 cursor.execute(sql)  
 # Commit your changes in the database  
 db.commit()  
except:  
 # Rollback in case there is any error  
 db.rollback()

# disconnect from server  
db.close()

Above example can be written as follows to create SQL queries dynamically:

#!/usr/bin/python

import MySQLdb

# Open database connection  
db = MySQLdb.connect("localhost","testuser","test123","TESTDB" )

# prepare a cursor object using *cursor()* method  
cursor = db.cursor()

# Prepare SQL query to INSERT a record into the database.  
sql = "INSERT INTO EMPLOYEE(FIRST\_NAME, \  
 LAST\_NAME, AGE, SEX, INCOME) \  
 VALUES ('%s', '%s', '%d', '%c', '%d' )" % \  
 ('Mac', 'Mohan', 20, 'M', 2000)  
try:  
 # Execute the SQL command  
 cursor.execute(sql)  
 # Commit your changes in the database  
 db.commit()  
except:  
 # Rollback in case there is any error  
 db.rollback()

# disconnect from server  
db.close()

**EXAMPLE:**

Following code segment is another form of execution where you can pass parameters directly:

..................................  
user\_id = "test123"  
password = "password"

con.execute('insert into Login values("%s", "%s")' % \  
 (user\_id, password))  
..................................

READ Operation:

READ Operation on any databasse means to fetch some useful information from the database.

Once our database connection is established, we are ready to make a query into this database. We can use either **fetchone()** method to fetch single record or **fetchall()** method to fetech multiple values from a database table.

* + **fetchone():** This method fetches the next row of a query result set. A result set is an object that is returned when a cursor object is used to query a table.
  + **fetchall():** This method fetches all the rows in a result set. If some rows have already been extracted from the result set, the fetchall() method retrieves the remaining rows from the result set.
  + **rowcount:** This is a read-only attribute and returns the number of rows that were affected by an execute() method.

EXAMPLE:

Following is the procedure to query all the records from EMPLOYEE table having salary more than 1000:

#!/usr/bin/python

import MySQLdb

# Open database connection  
db = MySQLdb.connect("localhost","testuser","test123","TESTDB" )

# prepare a cursor object using *cursor()* method  
cursor = db.cursor()

# Prepare SQL query to INSERT a record into the database.  
sql = "SELECT \* FROM EMPLOYEE \  
 WHERE INCOME > '%d'" % (1000)  
try:  
 # Execute the SQL command  
 cursor.execute(sql)  
 # Fetch all the rows in a list of lists.  
 results = cursor.fetchall()  
 for row in results:  
 fname = row[0]  
 lname = row[1]  
 age = row[2]  
 sex = row[3]  
 income = row[4]  
 # Now print fetched result  
 print "fname=%s,lname=%s,age=%d,sex=%s,income=%d" % \  
 (fname, lname, age, sex, income )  
except:  
 print "Error: unable to fecth data"

# disconnect from server  
db.close()

This will produce the following result:

fname=Mac, lname=Mohan, age=20, sex=M, income=2000

Update Operation:

UPDATE Operation on any databasse means to update one or more records, which are already available in the database. Following is the procedure to update all the records having SEX as 'M'. Here, we will increase AGE of all the males by one year.

EXAMPLE:

#!/usr/bin/python

import MySQLdb

# Open database connection  
db = MySQLdb.connect("localhost","testuser","test123","TESTDB" )

# prepare a cursor object using *cursor()* method  
cursor = db.cursor()

# Prepare SQL query to UPDATE required records  
sql = "UPDATE EMPLOYEE SET AGE = AGE + 1  
 WHERE SEX = '%c'" % ('M')  
try:  
 # Execute the SQL command  
 cursor.execute(sql)  
 # Commit your changes in the database  
 db.commit()  
except:  
 # Rollback in case there is any error  
 db.rollback()

# disconnect from server  
db.close()

DELETE Operation:

DELETE operation is required when you want to delete some records from your database. Following is the procedure to delete all the records from EMPLOYEE where AGE is more than 20:

EXAMPLE:

#!/usr/bin/python

import MySQLdb

# Open database connection  
db = MySQLdb.connect("localhost","testuser","test123","TESTDB" )

# prepare a cursor object using *cursor()* method  
cursor = db.cursor()

# Prepare SQL query to DELETE required records  
sql = "DELETE FROM EMPLOYEE WHERE AGE > '%d'" % (20)  
try:  
 # Execute the SQL command  
 cursor.execute(sql)  
 # Commit your changes in the database  
 db.commit()  
except:  
 # Rollback in case there is any error  
 db.rollback()

# disconnect from server  
db.close()

Performing Transactions:

Transactions are a mechanism that ensures data consistency. Transactions should have the following four properties:

* + **Atomicity:** Either a transaction completes or nothing happens at all.
  + **Consistency:** A transaction must start in a consistent state and leave the system in a consistent state.
  + **Isolation:** Intermediate results of a transaction are not visible outside the current transaction.
  + **Durability:** Once a transaction was committed, the effects are persistent, even after a system failure.

The Python DB API 2.0 provides two methods to either *commit* or *rollback* a transaction.

EXAMPLE:

You already have seen how we have implemented transations. Here is again similar example:

# Prepare SQL query to DELETE required records  
sql = "DELETE FROM EMPLOYEE WHERE AGE > '%d'" % (20)  
try:  
 # Execute the SQL command  
 cursor.execute(sql)  
 # Commit your changes in the database  
 db.commit()  
except:  
 # Rollback in case there is any error  
 db.rollback()

COMMIT Operation:

Commit is the operation, which gives a green signal to database to finalize the changes, and after this operation, no change can be reverted back.

Here is a simple example to call **commit** method.

db.commit()

ROLLBACK Operation:

If you are not satisfied with one or more of the changes and you want to revert back those changes completely, then use **rollback()** method.

Here is a simple example to call **rollback()** method.

db.rollback()

Disconnecting Database:

To disconnect Database connection, use close() method.

db.close()

If the connection to a database is closed by the user with the close() method, any outstanding transactions are rolled back by the DB. However, instead of depending on any of DB lower level implementation details, your application would be better off calling commit or rollback explicitly.

Handling Errors:

There are many sources of errors. A few examples are a syntax error in an executed SQL statement, a connection failure, or calling the fetch method for an already canceled or finished statement handle.

The DB API defines a number of errors that must exist in each database module. The following table lists these exceptions.

|  |  |
| --- | --- |
| **Exception** | **Description** |
| Warning | Used for non-fatal issues. Must subclass StandardError. |
| Error | Base class for errors. Must subclass StandardError. |
| InterfaceError | Used for errors in the database module, not the database itself. Must subclass Error. |
| DatabaseError | Used for errors in the database. Must subclass Error. |
| DataError | Subclass of DatabaseError that refers to errors in the data. |
| OperationalError | Subclass of DatabaseError that refers to errors such as the loss of a connection to the database. These errors are generally outside of the control of the Python scripter. |
| IntegrityError | Subclass of DatabaseError for situations that would damage the relational integrity, such as uniqueness constraints or foreign keys. |
| InternalError | Subclass of DatabaseError that refers to errors internal to the database module, such as a cursor no longer being active. |
| ProgrammingError | Subclass of DatabaseError that refers to errors such as a bad table name and other things that can safely be blamed on you. |
| NotSupportedError | Subclass of DatabaseError that refers to trying to call unsupported functionality. |

Your Python scripts should handle these errors, but before using any of the above exceptions, make sure your MySQLdb has support for that exception. You can get more information about them by reading the DB API 2.0 specification.

Pasted from <<http://www.tutorialspoint.com/python/python_database_access.htm>>

Python provides two levels of access to network services. At a low level, you can access the basic socket support in the underlying operating system, which allows you to implement clients and servers for both connection-oriented and connectionless protocols.

Python also has libraries that provide higher-level access to specific application-level network protocols, such as FTP, HTTP, and so on.

This tutorial gives you understanding on most famous concept in Networking - Socket Programming

What is Sockets?

Sockets are the endpoints of a bidirectional communications channel. Sockets may communicate within a process, between processes on the same machine, or between processes on different continents.

Sockets may be implemented over a number of different channel types: Unix domain sockets, TCP, UDP, and so on. The *socket* library provides specific classes for handling the common transports as well as a generic interface for handling the rest.

Sockets have their own vocabulary:

|  |  |
| --- | --- |
| **Term** | **Description** |
| domain | The family of protocols that will be used as the transport mechanism. These values are constants such as AF\_INET, PF\_INET, PF\_UNIX, PF\_X25, and so on. |
| type | The type of communications between the two endpoints, typically SOCK\_STREAM for connection-oriented protocols and SOCK\_DGRAM for connectionless protocols. |
| protocol | Typically zero, this may be used to identify a variant of a protocol within a domain and type. |
| hostname | The identifier of a network interface:   * + - A string, which can be a host name, a dotted-quad address, or an IPV6 address in colon (and possibly dot) notation     - A string "<broadcast>", which specifies an INADDR\_BROADCAST address.     - A zero-length string, which specifies INADDR\_ANY, or     - An Integer, interpreted as a binary address in host byte order. |
| port | Each server listens for clients calling on one or more ports. A port may be a Fixnum port number, a string containing a port number, or the name of a service. |

The *socket* Module:

To create a socket, you must use the *socket.socket()* function available in *socket* module, which has the general syntax:

s = socket.socket (socket\_family, socket\_type, protocol=0)

Here is the description of the parameters:

* + **socket\_family:** This is either AF\_UNIX or AF\_INET, as explained earlier.
  + **socket\_type:** This is either SOCK\_STREAM or SOCK\_DGRAM.
  + **protocol:** This is usually left out, defaulting to 0.

Once you have *socket* object, then you can use required functions to create your client or server program. Following is the list of functions required:

Server Socket Methods:

|  |  |
| --- | --- |
| **Method** | **Description** |
| s.bind() | This method binds address (hostname, port number pair) to socket. |
| s.listen() | This method sets up and start TCP listener. |
| s.accept() | This passively accept TCP client connection, waiting until connection arrives (blocking). |

Client Socket Methods:

|  |  |
| --- | --- |
| **Method** | **Description** |
| s.connect() | This method actively initiates TCP server connection. |

General Socket Methods:

|  |  |
| --- | --- |
| **Method** | **Description** |
| s.recv() | This method receives TCP message |
| s.send() | This method transmits TCP message |
| s.recvfrom() | This method receives UDP message |
| s.sendto() | This method transmits UDP message |
| s.close() | This method closes socket |
| socket.gethostname() | Returns the hostname. |

A Simple Server:

To write Internet servers, we use the **socket** function available in socket module to create a socket object. A socket object is then used to call other functions to setup a socket server.

Now call **bind(hostname, port** function to specify a *port* for your service on the given host.

Next, call the *accept* method of the returned object. This method waits until a client connects to the port you specified, and then returns a *connection* object that represents the connection to that client.

#!/usr/bin/python # This is server.py file

import socket # Import socket module

s = socket.socket() # Create a socket object  
host = socket.gethostname() # Get local machine name  
port = 12345 # Reserve a port for your service.  
s.bind((host, port)) # Bind to the port

s.listen(5) # Now wait for client connection.  
while True:  
 c, addr = s.accept() # Establish connection with client.  
 print 'Got connection from', addr  
 c.send('Thank you for connecting')  
 c.close() # Close the connection

A Simple Client:

Now we will write a very simple client program which will open a connection to a given port 12345 and given host. This is very simple to create a socket client using Python's *socket* module function.

The **socket.connect(hosname, port )** opens a TCP connection to *hostname* on the *port*. Once you have a socket open, you can read from it like any IO object. When done, remember to close it, as you would close a file.

The following code is a very simple client that connects to a given host and port, reads any available data from the socket, and then exits:

#!/usr/bin/python # This is client.py file

import socket # Import socket module

s = socket.socket() # Create a socket object  
host = socket.gethostname() # Get local machine name  
port = 12345 # Reserve a port for your service.

s.connect((host, port))  
print s.recv(1024)  
s.close # Close the socket when done

Now run this server.py in background and then run above client.py to see the result.

# Following would start a server in background.  
$ python server.py &

# Once server is started run client as follows:

$ python client.py

This would produce following result:

Got connection from ('127.0.0.1', 48437)  
Thank you for connecting

Python Internet modules

A list of some important modules which could be used in Python Network/Internet programming.

|  |  |  |  |
| --- | --- | --- | --- |
| **Protocol** | **Common function** | **Port No** | **Python module** |
| HTTP | Web pages | 80 | httplib, urllib, xmlrpclib |
| NNTP | Usenet news | 119 | nntplib |
| FTP | File transfers | 20 | ftplib, urllib |
| SMTP | Sending email | 25 | smtplib |
| POP3 | Fetching email | 110 | poplib |
| IMAP4 | Fetching email | 143 | imaplib |
| Telnet | Command lines | 23 | telnetlib |
| Gopher | Document transfers | 70 | gopherlib, urllib |

Please check all the libraries mentioned above to work with FTP, SMTP, POP, and IMAP protocols.

Further Readings:

I have given you a quick start with Socket Programming. It's a big subject so its recommended to go through the following link to find more detail on:

* + [Unix Socket Programming](http://www.tutorialspoint.com/unix_sockets/index.htm).
  + [Python Socket Library and Modules](http://docs.python.org/3.0/library/socket.html).

Pasted from <<http://www.tutorialspoint.com/python/python_networking.htm>>

Simple Mail Transfer Protocol (SMTP) is a protocol, which handles sending e-mail and routing e-mail between mail servers.

Python provides **smtplib** module, which defines an SMTP client session object that can be used to send mail to any Internet machine with an SMTP or ESMTP listener daemon.

Here is a simple syntax to create one SMTP object, which can later be used to send an e-mail:

import smtplib

smtpObj = smtplib.SMTP( [host [, port [, local\_hostname]]] )

Here is the detail of the parameters:

* + **host:** This is the host running your SMTP server. You can specifiy IP address of the host or a domain name like tutorialspoint.com. This is optional argument.
  + **port:** If you are providing *host* argument, then you need to specify a port, where SMTP server is listening. Usually this port would be 25.
  + **local\_hostname**: If your SMTP server is running on your local machine, then you can specify just*localhost* as of this option.

An SMTP object has an instance method called **sendmail**, which will typically be used to do the work of mailing a message. It takes three parameters:

* + The *sender* - A string with the address of the sender.
  + The *receivers* - A list of strings, one for each recipient.
  + The *message* - A message as a string formatted as specified in the various RFCs.

Example:

Here is a simple way to send one e-mail using Python script. Try it once:

#!/usr/bin/python

import smtplib

sender = 'from@fromdomain.com'  
receivers = ['to@todomain.com']

message = """From: From Person <from@fromdomain.com>  
To: To Person <to@todomain.com>  
Subject: SMTP e-mail test

This is a test e-mail message.  
"""

try:  
 smtpObj = smtplib.SMTP('localhost')  
 smtpObj.sendmail(sender, receivers, message)   
 print "Successfully sent email"  
except SMTPException:  
 print "Error: unable to send email"

Here, you have placed a basic e-mail in message, using a triple quote, taking care to format the headers correctly. An e-mail requires a **From**, **To**, and **Subject** header, separated from the body of the e-mail with a blank line.

To send the mail you use *smtpObj* to connect to the SMTP server on the local machine and then use the *sendmail* method along with the message, the from address, and the destination address as parameters (even though the from and to addresses are within the e-mail itself, these aren't always used to route mail).

If you're not running an SMTP server on your local machine, you can use *smtplib* client to communicate with a remote SMTP server. Unless you're using a webmail service (such as Hotmail or Yahoo! Mail), your e-mail provider will have provided you with outgoing mail server details that you can supply them, as follows:

smtplib.SMTP('mail.your-domain.com', 25)

Sending an HTML e-mail using Python:

When you send a text message using Python, then all the content will be treated as simple text. Even if you will include HTML tags in a text message, it will be displayed as simple text and HTML tags will not be formatted according to HTML syntax. But Python provides option to send an HTML message as actual HTML message.

While sending an e-mail message, you can specify a Mime version, content type and character set to send an HTML e-mail.

EXAMPLE:

Following is the example to send HTML content as an e-mail. Try it once:

#!/usr/bin/python

import smtplib

message = """From: From Person <from@fromdomain.com>  
To: To Person <to@todomain.com>  
MIME-Version: 1.0  
Content-type: text/html  
Subject: SMTP HTML e-mail test

This is an e-mail message to be sent in HTML format

<b>This is HTML message.</b>  
<h1>This is headline.</h1>  
"""

try:  
 smtpObj = smtplib.SMTP('localhost')  
 smtpObj.sendmail(sender, receivers, message)   
 print "Successfully sent email"  
except SMTPException:  
 print "Error: unable to send email"

Sending Attachments as an e-mail:

To send an e-mail with mixed content requires to set **Content-type** header to **multipart/mixed**. Then, text and attachment sections can be specified within **boundaries**.

A boundary is started with two hyphens followed by a unique number, which can not appear in the message part of the e-mail. A final boundary denoting the e-mail's final section must also end with two hyphens.

Attached files should be encoded with the **pack("m")** function to have base64 encoding before transmission.

EXAMPLE:

Following is the example, which will send a file **/tmp/test.txt** as an attachment. Try it once:

#!/usr/bin/python

import smtplib  
import base64

filename = "/tmp/test.txt"

# Read a file and encode it into base64 format  
fo = open(filename, "rb")  
filecontent = fo.read()  
encodedcontent = base64.b64encode(filecontent) # base64

sender = 'webmaster@tutorialpoint.com'  
reciever = 'amrood.admin@gmail.com'

marker = "AUNIQUEMARKER"

body ="""  
This is a test email to send an attachement.  
"""  
# Define the main headers.  
part1 = """From: From Person <me@fromdomain.net>  
To: To Person <amrood.admin@gmail.com>  
Subject: Sending Attachement  
MIME-Version: 1.0  
Content-Type: multipart/mixed; boundary=%s  
--%s  
""" % (marker, marker)

# Define the message action  
part2 = """Content-Type: text/plain  
Content-Transfer-Encoding:8bit

%s  
--%s  
""" % (body,marker)

# Define the attachment section  
part3 = """Content-Type: multipart/mixed; name=\"%s\"  
Content-Transfer-Encoding:base64  
Content-Disposition: attachment; filename=%s

%s  
--%s--  
""" %(filename, filename, encodedcontent, marker)  
message = part1 + part2 + part3

try:  
 smtpObj = smtplib.SMTP('localhost')  
 smtpObj.sendmail(sender, reciever, message)  
 print "Successfully sent email"  
except Exception:  
 print "Error: unable to send email"

Pasted from <<http://www.tutorialspoint.com/python/python_sending_email.htm>>

Running several threads is similar to running several different programs concurrently, but with the following benefits:

* + Multiple threads within a process share the same data space with the main thread and can therefore share information or communicate with each other more easily than if they were separate processes.
  + Threads sometimes called light-weight processes and they do not require much memory overhead; they care cheaper than processes.

A thread has a beginning, an execution sequence, and a conclusion. It has an instruction pointer that keeps track of where within its context it is currently running.

* + It can be pre-empted (interrupted)
  + It can temporarily be put on hold (also known as sleeping) while other threads are running - this is called yielding.

Starting a New Thread:

To spawn another thread, you need to call following method available in *thread* module:

thread.start\_new\_thread ( function, args[, kwargs] )

This method call enables a fast and efficient way to create new threads in both Linux and Windows.

The method call returns immediately and the child thread starts and calls function with the passed list of *agrs*. When function returns, the thread terminates.

Here, *args* is a tuple of arguments; use an empty tuple to call function without passing any arguments.*kwargs*is an optional dictionary of keyword arguments.

EXAMPLE:

#!/usr/bin/python

import thread  
import time

# Define a function for the thread  
def print\_time( threadName, delay):  
 count = 0  
 while count < 5:  
 time.sleep(delay)  
 count += 1  
 print "%s: %s" % ( threadName, time.ctime(time.time()) )

# Create two threads as follows  
try:  
 thread.start\_new\_thread( print\_time, ("Thread-1", 2, ) )  
 thread.start\_new\_thread( print\_time, ("Thread-2", 4, ) )  
except:  
 print "Error: unable to start thread"

while 1:  
 pass

When the above code is executed, it produces the following result:

Thread-1: Thu Jan 22 15:42:17 2009  
Thread-1: Thu Jan 22 15:42:19 2009  
Thread-2: Thu Jan 22 15:42:19 2009  
Thread-1: Thu Jan 22 15:42:21 2009  
Thread-2: Thu Jan 22 15:42:23 2009  
Thread-1: Thu Jan 22 15:42:23 2009  
Thread-1: Thu Jan 22 15:42:25 2009  
Thread-2: Thu Jan 22 15:42:27 2009  
Thread-2: Thu Jan 22 15:42:31 2009  
Thread-2: Thu Jan 22 15:42:35 2009

Although it is very effective for low-level threading, but the *thread* module is very limited compared to the newer threading module.

The *Threading* Module:

The newer threading module included with Python 2.4 provides much more powerful, high-level support for threads than the thread module discussed in the previous section.

The *threading* module exposes all the methods of the *thread* module and provides some additional methods:

* + **threading.activeCount():** Returns the number of thread objects that are active.
  + **threading.currentThread():** Returns the number of thread objects in the caller's thread control.
  + **threading.enumerate():** Returns a list of all thread objects that are currently active.

In addition to the methods, the threading module has the *Thread* class that implements threading. The methods provided by the *Thread* class are as follows:

* + **run():** The run() method is the entry point for a thread.
  + **start():** The start() method starts a thread by calling the run method.
  + **join([time]):** The join() waits for threads to terminate.
  + **isAlive():** The isAlive() method checks whether a thread is still executing.
  + **getName():** The getName() method returns the name of a thread.
  + **setName():** The setName() method sets the name of a thread.

Creating Thread using *Threading* Module:

To implement a new thread using the threading module, you have to do the following:

* + Define a new subclass of the *Thread* class.
  + Override the *\_\_init\_\_(self [,args])* method to add additional arguments.
  + Then, override the run(self [,args]) method to implement what the thread should do when started.

Once you have created the new *Thread* subclass, you can create an instance of it and then start a new thread by invoking the *start()*, which will in turn call *run()* method.

EXAMPLE:

#!/usr/bin/python

import threading  
import time

exitFlag = 0

class myThread (threading.Thread):  
 def \_\_init\_\_(self, threadID, name, counter):  
 threading.Thread.\_\_init\_\_(self)  
 self.threadID = threadID  
 self.name = name  
 self.counter = counter  
 def run(self):  
 print "Starting " + self.name  
 print\_time(self.name, self.counter, 5)  
 print "Exiting " + self.name

def print\_time(threadName, delay, counter):  
 while counter:  
 if exitFlag:  
 thread.exit()  
 time.sleep(delay)  
 print "%s: %s" % (threadName, time.ctime(time.time()))  
 counter -= 1

# Create new threads  
thread1 = myThread(1, "Thread-1", 1)  
thread2 = myThread(2, "Thread-2", 2)

# Start new Threads  
thread1.start()  
thread2.start()

print "Exiting Main Thread"

When the above code is executed, it produces the following result:

Starting Thread-1  
Starting Thread-2  
Exiting Main Thread  
Thread-1: Thu Mar 21 09:10:03 2013  
Thread-1: Thu Mar 21 09:10:04 2013  
Thread-2: Thu Mar 21 09:10:04 2013  
Thread-1: Thu Mar 21 09:10:05 2013  
Thread-1: Thu Mar 21 09:10:06 2013  
Thread-2: Thu Mar 21 09:10:06 2013  
Thread-1: Thu Mar 21 09:10:07 2013  
Exiting Thread-1  
Thread-2: Thu Mar 21 09:10:08 2013  
Thread-2: Thu Mar 21 09:10:10 2013  
Thread-2: Thu Mar 21 09:10:12 2013  
Exiting Thread-2

Synchronizing Threads:

The threading module provided with Python includes a simple-to-implement locking mechanism that will allow you to synchronize threads. A new lock is created by calling the *Lock()* method, which returns the new lock.

The *acquire(blocking)* method of the new lock object would be used to force threads to run synchronously. The optional *blocking* parameter enables you to control whether the thread will wait to acquire the lock.

If *blocking* is set to 0, the thread will return immediately with a 0 value if the lock cannot be acquired and with a 1 if the lock was acquired. If blocking is set to 1, the thread will block and wait for the lock to be released.

The *release()* method of the the new lock object would be used to release the lock when it is no longer required.

EXAMPLE:

#!/usr/bin/python

import threading  
import time

class myThread (threading.Thread):  
 def \_\_init\_\_(self, threadID, name, counter):  
 threading.Thread.\_\_init\_\_(self)  
 self.threadID = threadID  
 self.name = name  
 self.counter = counter  
 def run(self):  
 print "Starting " + self.name  
 # Get lock to synchronize threads  
 threadLock.acquire()  
 print\_time(self.name, self.counter, 3)  
 # Free lock to release next thread  
 threadLock.release()

def print\_time(threadName, delay, counter):  
 while counter:  
 time.sleep(delay)  
 print "%s: %s" % (threadName, time.ctime(time.time()))  
 counter -= 1

threadLock = threading.Lock()  
threads = []

# Create new threads  
thread1 = myThread(1, "Thread-1", 1)  
thread2 = myThread(2, "Thread-2", 2)

# Start new Threads  
thread1.start()  
thread2.start()

# Add threads to thread list  
threads.append(thread1)  
threads.append(thread2)

# Wait for all threads to complete  
for t in threads:  
 t.join()  
print "Exiting Main Thread"

When the above code is executed, it produces the following result:

Starting Thread-1  
Starting Thread-2  
Thread-1: Thu Mar 21 09:11:28 2013  
Thread-1: Thu Mar 21 09:11:29 2013  
Thread-1: Thu Mar 21 09:11:30 2013  
Thread-2: Thu Mar 21 09:11:32 2013  
Thread-2: Thu Mar 21 09:11:34 2013  
Thread-2: Thu Mar 21 09:11:36 2013  
Exiting Main Thread

Multithreaded Priority Queue:

The *Queue* module allows you to create a new queue object that can hold a specific number of items. There are following methods to control the Queue:

* + **get():** The get() removes and returns an item from the queue.
  + **put():** The put adds item to a queue.
  + **qsize() :** The qsize() returns the number of items that are currently in the queue.
  + **empty():** The empty( ) returns True if queue is empty; otherwise, False.
  + **full():** the full() returns True if queue is full; otherwise, False.

EXAMPLE:

#!/usr/bin/python

import Queue  
import threading  
import time

exitFlag = 0

class myThread (threading.Thread):  
 def \_\_init\_\_(self, threadID, name, q):  
 threading.Thread.\_\_init\_\_(self)  
 self.threadID = threadID  
 self.name = name  
 self.q = q  
 def run(self):  
 print "Starting " + self.name  
 process\_data(self.name, self.q)  
 print "Exiting " + self.name

def process\_data(threadName, q):  
 while not exitFlag:  
 queueLock.acquire()  
 if not workQueue.empty():  
 data = q.get()  
 queueLock.release()  
 print "%s processing %s" % (threadName, data)  
 else:  
 queueLock.release()  
 time.sleep(1)

threadList = ["Thread-1", "Thread-2", "Thread-3"]  
nameList = ["One", "Two", "Three", "Four", "Five"]  
queueLock = threading.Lock()  
workQueue = Queue.Queue(10)  
threads = []  
threadID = 1

# Create new threads  
for tName in threadList:  
 thread = myThread(threadID, tName, workQueue)  
 thread.start()  
 threads.append(thread)  
 threadID += 1

# Fill the queue  
queueLock.acquire()  
for word in nameList:  
 workQueue.put(word)  
queueLock.release()

# Wait for queue to empty  
while not workQueue.empty():  
 pass

# Notify threads it's time to exit  
exitFlag = 1

# Wait for all threads to complete  
for t in threads:  
 t.join()  
print "Exiting Main Thread"

When the above code is executed, it produces the following result:

Starting Thread-1  
Starting Thread-2  
Starting Thread-3  
Thread-1 processing One  
Thread-2 processing Two  
Thread-3 processing Three  
Thread-1 processing Four  
Thread-2 processing Five  
Exiting Thread-3  
Exiting Thread-1  
Exiting Thread-2  
Exiting Main Thread

Pasted from <<http://www.tutorialspoint.com/python/python_multithreading.htm>>

What is XML?

The Extensible Markup Language (XML) is a markup language much like HTML or SGML. This is recommended by the World Wide Web Consortium and available as an open standard.

XML is a portable, open source language that allows programmers to develop applications that can be read by other applications, regardless of operating system and/or developmental language.

XML is extremely useful for keeping track of small to medium amounts of data without requiring a SQL-based backbone.

XML Parser Architectures and APIs:

The Python standard library provides a minimal but useful set of interfaces to work with XML.

The two most basic and broadly used APIs to XML data are the SAX and DOM interfaces.

* + **Simple API for XML (SAX) :**Here, you register callbacks for events of interest and then let the parser proceed through the document. This is useful when your documents are large or you have memory limitations, it parses the file as it reads it from disk and the entire file is never stored in memory.
  + **Document Object Model (DOM) API :**This is a World Wide Web Consortium recommendation wherein the entire file is read into memory and stored in a hierarchical (tree-based) form to represent all the features of an XML document.

SAX obviously can't process information as fast as DOM can when working with large files. On the other hand, using DOM exclusively can really kill your resources, especially if used on a lot of small files.

SAX is read-only, while DOM allows changes to the XML file. Since these two different APIs literally complement each other, there is no reason why you can't use them both for large projects.

For all our XML code examples, let's use a simple XML file *movies.xml* as an input:

<collection shelf="New Arrivals">  
<movie title="Enemy Behind">  
 <type>War, Thriller</type>  
 <format>DVD</format>  
 <year>2003</year>  
 <rating>PG</rating>  
 <stars>10</stars>  
 <description>Talk about a US-Japan war</description>  
</movie>  
<movie title="Transformers">  
 <type>Anime, Science Fiction</type>  
 <format>DVD</format>  
 <year>1989</year>  
 <rating>R</rating>  
 <stars>8</stars>  
 <description>A schientific fiction</description>  
</movie>  
 <movie title="Trigun">  
 <type>Anime, Action</type>  
 <format>DVD</format>  
 <episodes>4</episodes>  
 <rating>PG</rating>  
 <stars>10</stars>  
 <description>Vash the Stampede!</description>  
</movie>  
<movie title="Ishtar">  
 <type>Comedy</type>  
 <format>VHS</format>  
 <rating>PG</rating>  
 <stars>2</stars>  
 <description>Viewable boredom</description>  
</movie>  
</collection>

Parsing XML with SAX APIs:

SAX is a standard interface for event-driven XML parsing. Parsing XML with SAX generally requires you to create your own ContentHandler by subclassing xml.sax.ContentHandler.

Your *ContentHandler* handles the particular tags and attributes of your flavor(s) of XML. A ContentHandler object provides methods to handle various parsing events. Its owning parser calls ContentHandler methods as it parses the XML file.

The methods *startDocument* and *endDocument* are called at the start and the end of the XML file. The method *characters(text)* is passed character data of the XML file via the parameter text.

The ContentHandler is called at the start and end of each element. If the parser is not in namespace mode, the methods *startElement(tag, attributes)* and *endElement(tag)* are called; otherwise, the corresponding methods *startElementNS* and *endElementNS* are called. Here, tag is the element tag, and attributes is an Attributes object.

Here are other important methods to understand before proceeding:

The *make\_parser* Method:

Following method creates a new parser object and returns it. The parser object created will be of the first parser type the system finds.

xml.sax.make\_parser( [parser\_list] )

Here is the detail of the parameters:

* + **parser\_list:**The optional argument consisting of a list of parsers to use which must all implement the make\_parser method.

The *parse* Method:

Following method creates a SAX parser and uses it to parse a document.

xml.sax.parse( xmlfile, contenthandler[, errorhandler])

Here is the detail of the parameters:

* + **xmlfile:**This is the name of the XML file to read from.
  + **contenthandler:**This must be a ContentHandler object.
  + **errorhandler:** If specified, errorhandler must be a SAX ErrorHandler object.

The *parseString* Method:

There is one more method to create a SAX parser and to parse the specified **XML string**.

xml.sax.parseString(xmlstring, contenthandler[, errorhandler])

Here is the detail of the parameters:

* + **xmlstring:**This is the name of the XML string to read from.
  + **contenthandler:**This must be a ContentHandler object.
  + **errorhandler:** If specified, errorhandler must be a SAX ErrorHandler object.

EXAMPLE:

#!/usr/bin/python

import xml.sax

class MovieHandler( xml.sax.ContentHandler ):  
 def \_\_init\_\_(self):  
 self.CurrentData = ""  
 self.type = ""  
 self.format = ""  
 self.year = ""  
 self.rating = ""  
 self.stars = ""  
 self.description = ""

# Call when an element starts  
 def startElement(self, tag, attributes):  
 self.CurrentData = tag  
 if tag == "movie":  
 print "\*\*\*\*\*Movie\*\*\*\*\*"  
 title = attributes["title"]  
 print "Title:", title

# Call when an elements ends  
 def endElement(self, tag):  
 if self.CurrentData == "type":  
 print "Type:", self.type  
 elif self.CurrentData == "format":  
 print "Format:", self.format  
 elif self.CurrentData == "year":  
 print "Year:", self.year  
 elif self.CurrentData == "rating":  
 print "Rating:", self.rating  
 elif self.CurrentData == "stars":  
 print "Stars:", self.stars  
 elif self.CurrentData == "description":  
 print "Description:", self.description  
 self.CurrentData = ""

# Call when a character is read  
 def characters(self, content):  
 if self.CurrentData == "type":  
 self.type = content  
 elif self.CurrentData == "format":  
 self.format = content  
 elif self.CurrentData == "year":  
 self.year = content  
 elif self.CurrentData == "rating":  
 self.rating = content  
 elif self.CurrentData == "stars":  
 self.stars = content  
 elif self.CurrentData == "description":  
 self.description = content  
   
if ( \_\_name\_\_ == "\_\_main\_\_"):  
   
 # create an XMLReader  
 parser = xml.sax.make\_parser()  
 # turn off namepsaces  
 parser.setFeature(xml.sax.handler.feature\_namespaces, 0)

# override the default ContextHandler  
 Handler = MovieHandler()  
 parser.setContentHandler( Handler )  
   
 parser.parse("movies.xml")

This would produce following result:

\*\*\*\*\*Movie\*\*\*\*\*  
Title: Enemy Behind  
Type: War, Thriller  
Format: DVD  
Year: 2003  
Rating: PG  
Stars: 10  
Description: Talk about a US-Japan war  
\*\*\*\*\*Movie\*\*\*\*\*  
Title: Transformers  
Type: Anime, Science Fiction  
Format: DVD  
Year: 1989  
Rating: R  
Stars: 8  
Description: A schientific fiction  
\*\*\*\*\*Movie\*\*\*\*\*  
Title: Trigun  
Type: Anime, Action  
Format: DVD  
Rating: PG  
Stars: 10  
Description: Vash the Stampede!  
\*\*\*\*\*Movie\*\*\*\*\*  
Title: Ishtar  
Type: Comedy  
Format: VHS  
Rating: PG  
Stars: 2  
Description: Viewable boredom

For a complete detail on SAX API documentation, please refer to standard [Python SAX APIs](http://docs.python.org/library/xml.sax.html).

Parsing XML with DOM APIs:

The Document Object Model, or "DOM," is a cross-language API from the World Wide Web Consortium (W3C) for accessing and modifying XML documents.

The DOM is extremely useful for random-access applications. SAX only allows you a view of one bit of the document at a time. If you are looking at one SAX element, you have no access to another.

Here is the easiest way to quickly load an XML document and to create a minidom object using the xml.dom module. The minidom object provides a simple parser method that will quickly create a DOM tree from the XML file.

The sample phrase calls the parse( file [,parser] ) function of the minidom object to parse the XML file designated by file into a DOM tree object.

#!/usr/bin/python

from xml.dom.minidom import parse  
import xml.dom.minidom

# Open XML document using minidom parser  
DOMTree = xml.dom.minidom.parse("movies.xml")  
collection = DOMTree.documentElement  
if collection.hasAttribute("shelf"):  
 print "Root element : %s" % collection.getAttribute("shelf")

# Get all the movies in the collection  
movies = collection.getElementsByTagName("movie")

# Print detail of each movie.  
for movie in movies:  
 print "\*\*\*\*\*Movie\*\*\*\*\*"  
 if movie.hasAttribute("title"):  
 print "Title: %s" % movie.getAttribute("title")

type = movie.getElementsByTagName('type')[0]  
 print "Type: %s" % type.childNodes[0].data  
 format = movie.getElementsByTagName('format')[0]  
 print "Format: %s" % format.childNodes[0].data  
 rating = movie.getElementsByTagName('rating')[0]  
 print "Rating: %s" % rating.childNodes[0].data  
 description = movie.getElementsByTagName('description')[0]  
 print "Description: %s" % description.childNodes[0].data

This would produce the following result:

Root element : New Arrivals  
\*\*\*\*\*Movie\*\*\*\*\*  
Title: Enemy Behind  
Type: War, Thriller  
Format: DVD  
Rating: PG  
Description: Talk about a US-Japan war  
\*\*\*\*\*Movie\*\*\*\*\*  
Title: Transformers  
Type: Anime, Science Fiction  
Format: DVD  
Rating: R  
Description: A schientific fiction  
\*\*\*\*\*Movie\*\*\*\*\*  
Title: Trigun  
Type: Anime, Action  
Format: DVD  
Rating: PG  
Description: Vash the Stampede!  
\*\*\*\*\*Movie\*\*\*\*\*  
Title: Ishtar  
Type: Comedy  
Format: VHS  
Rating: PG  
Description: Viewable boredom

For a complete detail on DOM API documentation, please refer to standard [Python DOM APIs](http://docs.python.org/library/xml.dom.html).

Pasted from <<http://www.tutorialspoint.com/python/python_xml_processing.htm>>

Python provides various options for developing graphical user interfaces (GUIs). Most important are listed below:

* + **Tkinter:** Tkinter is the Python interface to the Tk GUI toolkit shipped with Python. We would look this option in this tutorial.
  + **wxPython:** This is an open-source Python interface for wxWindows [http://wxpython.org](http://wxpython.org/).
  + **JPython:** JPython is a Python port for Java which gives Python scripts seamless access to Java class libraries on the local machine [http://www.jython.org](http://www.jython.org/).

There are many other interfaces available which I'm not listing here. You can find them over the net.

Tkinter Programming

Tkinter is the standard GUI library for Python. Python when combined with Tkinter provides a fast and easy way to create GUI applications. Tkinter provides a powerful object-oriented interface to the Tk GUI toolkit.

Creating a GUI application using Tkinter is an easy task. All you need to do is perform the following steps:

* + Import the *Tkinter* module.
  + Create the GUI application main window.
  + Add one or more of the above-mentioned widgets to the GUI application.
  + Enter the main event loop to take action against each event triggered by the user.

Example:

#!/usr/bin/python

import Tkinter  
top = Tkinter.Tk()  
# Code to add widgets will go here...  
top.mainloop()

This would create a following window:

![TK Window](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCADqANADASIAAhEBAxEB/8QAHAABAQADAQEBAQAAAAAAAAAAAAcEBQYIAgMB/8QAURAAAQIDAwULCAQJCwUAAAAAAAEDAgQFBhESBzRVlNITFyExUVJyg5GxwxUWIjJBVGGTFCRx1CMzREVlgYSk0yUmNUJGYoWVs7XwtMHC4fH/xAAaAQEAAwEBAQAAAAAAAAAAAAAAAQQFAwIG/8QANREAAgADAwkHAwUBAQAAAAAAAAECAwQFEbESITM0UWFxgZEUFTFBstHSE1JTIjKhwfDhBv/aAAwDAQACEQMRAD8A1do7aTdqqo8+45HFT0c+rSsXBBBCl+FVhvVFjuVb14eNURbrkMFqZahTNJdV+LaGjpyXS8Pt4DYIsdyLwH3kc6VSKGUoXdd5K+5b/wDXmBBZ82rcUxRwrPd+qJJt+OZf34I2Kz7aJmkt8pD4WpNe5y3ykMBVvVU5DeUyyFRqUjJVDCrclNTzckjmCJVhxLdul112BFXDff63Ad1USHDl35r7ue7/AHApx0c6XGoI1nuvu3Pb/s3nnMHyk17nLfKQeUmvc5b5SHxUKPMyczUIW2XnpWSm3JWOaRpUgxQRLDwrwoirdxX+0152gcEayoc6OUUtwu5mz8pNe5y3ykHlJr3OW+UhrAeslHnJNn5Sa9zlvlIPKTXuct8pDWC4ZKGSbPym17nLfKQeU2vc5b5SGsuFwyUMk2flNr3OW+Ug8pte5y3ykNZcLhkoZJs/KbXuct8pAtTa90lvlIay4XDJQyTZw1CCOJIYZOWiiVbkRGkvVTeLQqpCiY6fS219sLkzLwRJ8FRY0VF+Cmmsqn876Lwfl7H+pCda/PxRyrXEqpAhUnzI4I1DAkWpMiCOFuJs1K0efTjlaMn7bLfxDDel5ticYlFpkrG6/wDidxhgdhc9noxQqqLw8i8B+0xPOKqwqiXfYbKhRYYKfGnGjtUW/k+ptnmKbMgV8SXn/Cb27j12eW3cm/LFIxVodTh9aSpEPwWclk/8z4Wjz8PHLUVP26V/iHcSkNCmaak3WZ1+WiidibbRqG9FSGGFV4oV5xrqzKWWcos89SKpNzM3LwQubm5BdDhVyGBVW+BOdylWCtmOLJcPndfku7rednRS0r7/AOV7HG/Rp2OppToKVLxTSpiSGGCBYVhuvxYr8OG7hxX3fEyorPVmFeGn0j9c5LfxDbUBzcfo8aeyiRf7ip0aySVamOv09xXKgzfE7KqiXxQexYOW72p/6vyrSt2fSzvpS4U81+e/a9+41rOsORUSvqzImlfdh45t5wEdAqyX/UaOn7dK/wAQ596rP0eoRQPy8TETUeF9i677fR4r+Rf+xR7Q09mlSTMvMTOOrR+m8w2iLAzAqcCKvO/5yKszt2n8r8X5BKKuqtnqy7Wm2lHMp58CuUN+b/re3kdK+x5NDBLnyY273dn/AN4YnxTob5eD7DYI1EqqvFcl0J/LN0Gs1qVVaXJfSEahhWNd1gguvvu9ZU5q9h0MNibWwp/Q/wC8tbR9BVTqVv6c2Yk077r0uHTxW9JmDK7TKjimSoL783hf55+qvT3No55JaKHjVF5DqaNUqbK0Ckys1Mo07KWiZqEUETUceJpIEhVUWGFUvReHhu4E5bkX8PMq1mhl1lraP4tiLWr+Zl1lraKkPd0MlSIZqSTv/cnj/uZ1nT7Qnz3UTYL4mrvC7DrhmzGdayv0m09KxtLFKPylQf8Ao8tA1Gjcy3HGq7sqYUSGNeFVxXL6S8pxu4fA6PzItboddZa2h5kWt0OustbR3pZ9DTy/pwTYbuKK8+XVTo8uKB9Gc5uHwG4fA6PzItboddZa2h5kWt0OustbRY7wo/yw9UcOyVP2Poc5uHwG4LyHR+ZFrdDrrLW0PMi1uh11lraHeFH+WHqh2Wp+x9Dm9wUbgp0fmPa3Qy6y1tDzHtboZdZa2ie8KP8ALD1Q7LU/Y+hzm4KNwU6PzHtboZdZa2h5j2t0MustbQ7wo/yw9UOy1P2Poc5uChWFOj8x7W6GXWWtoeY9rdDfvLW0O8KP8sPVE9lqfsfQwbLtKlraMvJPMf6kJ0lmI7Pzcs6lcn3pbCkO5bkiri48V90MXw7TWM2NtjLvtvNUlYHW4kjgiSaavRUW9F9Yz1s1aGOJY47D06KOJb4oknY4L15boX0RPsRET4FGqqaaZfkzVnu8Iob1dxLdNKnQL9UD6MxrTN0RicgSizbszLq0ixRupcqR3renqpwXXez2nzQo8VMl3ObHVv8AomzKWy1di47C0/8AzB37wfxLO2yacYWVs+xKssYlgl25huKD00ujvxRqsWJOBb1XgRE4kOaqadwKD6izX53FDsa8nvPX0ZqicWS892ZJ7Uz9ZeYkp6gy7DlRl5Z1uYdjWF6Fxb4YoW0RUwwrzVMZ36BIU2qYarKPuPy8LTbbUDt6rurcX9aBEuuhX2n6+bFe9lhaen2VB37wfyKytdi47C09f8Qd+8HmGop09Irr7/3Qbb9p7jlTYl+3+GfFLcw0lp79CRf7kp0FOrUhSaX9Kll3WsO4oYYo4PRloeK9L+OJf+f3tDDZ62kE1C5DQGNwhZ3BJXd29y3K+/B6991/pX3338N9/CfqlnrSp/Yina+794PnbWoXU1H1pM2Dw84lmd7f9n0NlWhKp6ZyZ8uP91+ZeKuSz9D9rT1ClVKVbqTCfR6nHEsM1Lww/g4lu/GQr7L+T/7FwFtoMU9DH+j5Nf3Vs7aKzlpIk4bD039c8594OOtpS67IfWa7KQy8cyio3hjgiS6BETCiQqtyIiwoichY/wDO0EVLUzJk2ZA3FDclC7234/0RbNoy6mTLlSYYkoXf+peWw7/IvmNQ6DHe4VIlmRfMah0Ge9wqZUtvX5nLBFWj0K54sAAyi0AAAAAAAAAAAAAAAAAAAAAAAAAAAAAACR5dMxpPXeGVwkeXTMaT13hmpY2uwcIvSytVaJ8sUZORfMKh0Ge90qZLMi+YVDoM97pUybb1+ZywRFHoVzxYABlFoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEjy6ZjSeu8MrhI8umY0nrvDNSxtdg4Rellaq0T4rFGTkXzCodBnvdKmSzIvmFQ6DPe6VMm29fmcsERR6Fc8WAAZRaAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABI8umY0nrvDK4SPLpmNJ67wzUsbXYOEXpZWqtE+KxRk5F8wqHQZ73SpksyL5hUOgz3ulTJtvX5nLBEUehXPFgAGUWgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAASPLpmNJ67wyuEjy6ZjSeu8M1LG12DhF6WVqrRPisUZORfMKh0Ge90qZLMi+YVDoM97pUybb1+ZywRFHoVzxYABlFoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEjy6ZjSeu8MrhI8umY0nrvDNSxtdg4Rellaq0T4rFGTkXzCodBnvdKmSzIvmFQ6DPe6VMm29fmcsERR6Fc8WAAZRaAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABI8umY0nrvDK4SPLpmNJ67wzUsbXYOEXpZWqtE+KxRk5F8wqHQZ73SpksyL5hUOgz3ulTJtvX5nLBEUehXPFgAGUWgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAASPLpmNJ67wyuEjy6ZjSeu8M1LG12DhF6WVqrRPisUZORfMKh0Ge90qZLMi+YVDoM97pUybb1+ZywRFHoVzxYABlFoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEjy6ZjSeu8MrhI8umY0nrvDNSxtdg4Rellaq0T4rFGTkXzCodBnvdKmSzIvmFQ6DPe6VMm29fmcsERR6Fc8WAAZRaAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABI8umY0nrvDK4SPLpmNJ67wzUsbXYOEXpZWqtE+KxRk5F8wqHQZ73SpksyL5hUOgz3ulTJtvX5nLBEUehXPFgAGUWgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAASPLpmNJ67wyuEjy6ZjSeu8M1LG12DhF6WVqrRPisUZORfMKh0Ge90qZLMi+YVDoM97pUybb1+ZywRFHoVzxYABlFoAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEjy6ZjSeu8MrhI8umY0nrvDNSxtdg4Rellaq0T4rFGTkXzCodBnvdKmSzIvmFQ6DPe6VMm29fmcsERR6Fc8WAAZRaAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABI8umY0nrvDK4SPLpmNJ67wzUsbXYOEXpZWqtE+KxRiZL7R0mgSE35Tm0Y3aFpIPQiivwrHf6qLd6ydp32+PZNPzsnyHdk8uYouVe0YoucvafQ1VmU9TOinR33vY1w2FOXNmS4cmG67h/wBPUW+PZPSyau7sjfHsnpZNXd2Ty7ii5y9oxRcq9pX7jpNsXVfE6dpm7uj9z1Fvj2T0smru7I3x7J6WTV3dk8u4ouVe0YouVe0dyUm2LqviO0zd3R+56i3x7J6WTV3dkb49k9LJq7uyeXcUXKvaMUXKvaO46TbF1XxHaZu7o/c9Rb49k9LJq7uyN8eyelk1d3ZPLuKLlXtGKLlXtHcdJti6r4jtM3d0fueot8eyelk1d3ZG+PZPSyau7snl3FFzl7Rii5V7R3HSbYuq+I7TN3dH7nqLfHsnpZNXd2Rvj2T0smru7J5dxRcq9oxRcq9o7jpNsXVfEdpm7uj9z1Fvj2T0smru7I3x7J6WTV3dk8u4oucvaMUXOXtHcdJti6r4jtM3d0fueot8eyelk1d3ZG+PZPSyau7snl3FFzl7Rii5y9o7jpNsXVfEdpm7uj9z1Fvj2T0smru7I3x7J6WTV3dk8u4oucvaMUXOXtHcdJti6r4jtM3d0fueot8eyelk1d3ZG+PZPSyau7snl3FFzl7Rii5V7R3HSbYuq+I7TN3dH7nqLfHsnpZNXd2Rvj2T0smru7J5dxRcq9oxRc5e0dx0m2LqviO0zd3R+56i3x7J6WTV3dknGVu0tItBJU9KXOJMKzuu6fg4obr8F3rInIpJMUXOXtGJeVe0701mU9NMU2DKvV/i15q7Ytp4jmzJiyYrruH/AE//2Q==)

Tkinter Widgets

Tkinter provides various controls, such as buttons, labels and text boxes used in a GUI application. These controls are commonly called widgets.

There are currently 15 types of widgets in Tkinter. We present these widgets as well as a brief description in the following table:

|  |  |
| --- | --- |
| **Operator** | **Description** |
| [Button](http://www.tutorialspoint.com/python/tk_button.htm) | The Button widget is used to display buttons in your application. |
| [Canvas](http://www.tutorialspoint.com/python/tk_canvas.htm) | The Canvas widget is used to draw shapes, such as lines, ovals, polygons and rectangles, in your application. |
| [Checkbutton](http://www.tutorialspoint.com/python/tk_checkbutton.htm) | The Checkbutton widget is used to display a number of options as checkboxes. The user can select multiple options at a time. |
| [Entry](http://www.tutorialspoint.com/python/tk_entry.htm) | The Entry widget is used to display a single-line text field for accepting values from a user. |
| [Frame](http://www.tutorialspoint.com/python/tk_frame.htm) | The Frame widget is used as a container widget to organize other widgets. |
| [Label](http://www.tutorialspoint.com/python/tk_label.htm) | The Label widget is used to provide a single-line caption for other widgets. It can also contain images. |
| [Listbox](http://www.tutorialspoint.com/python/tk_listbox.htm) | The Listbox widget is used to provide a list of options to a user. |
| [Menubutton](http://www.tutorialspoint.com/python/tk_menubutton.htm) | The Menubutton widget is used to display menus in your application. |
| [Menu](http://www.tutorialspoint.com/python/tk_menu.htm) | The Menu widget is used to provide various commands to a user. These commands are contained inside Menubutton. |
| [Message](http://www.tutorialspoint.com/python/tk_message.htm) | The Message widget is used to display multiline text fields for accepting values from a user. |
| [Radiobutton](http://www.tutorialspoint.com/python/tk_radiobutton.htm) | The Radiobutton widget is used to display a number of options as radio buttons. The user can select only one option at a time. |
| [Scale](http://www.tutorialspoint.com/python/tk_scale.htm) | The Scale widget is used to provide a slider widget. |
| [Scrollbar](http://www.tutorialspoint.com/python/tk_scrollbar.htm) | The Scrollbar widget is used to add scrolling capability to various widgets, such as list boxes. |
| [Text](http://www.tutorialspoint.com/python/tk_text.htm) | The Text widget is used to display text in multiple lines. |
| [Toplevel](http://www.tutorialspoint.com/python/tk_toplevel.htm) | The Toplevel widget is used to provide a separate window container. |
| [Spinbox](http://www.tutorialspoint.com/python/tk_spinbox.htm) | The Spinbox widget is a variant of the standard Tkinter Entry widget, which can be used to select from a fixed number of values. |
| [PanedWindow](http://www.tutorialspoint.com/python/tk_panedwindow.htm) | A PanedWindow is a container widget that may contain any number of panes, arranged horizontally or vertically. |
| [LabelFrame](http://www.tutorialspoint.com/python/tk_labelframe.htm) | A labelframe is a simple container widget. Its primary purpose is to act as a spacer or container for complex window layouts. |
| [tkMessageBox](http://www.tutorialspoint.com/python/tk_messagebox.htm) | This module is used to display message boxes in your applications. |

Standard attributes:

Let's take a look at how some of their common attributes.such as sizes, colors and fonts are specified.

* + [Dimensions](http://www.tutorialspoint.com/python/tk_dimensions.htm)
  + [Colors](http://www.tutorialspoint.com/python/tk_colors.htm)
  + [Fonts](http://www.tutorialspoint.com/python/tk_fonts.htm)
  + [Anchors](http://www.tutorialspoint.com/python/tk_anchors.htm)
  + [Relief styles](http://www.tutorialspoint.com/python/tk_relief.htm)
  + [Bitmaps](http://www.tutorialspoint.com/python/tk_bitmaps.htm)
  + [Cursors](http://www.tutorialspoint.com/python/tk_cursors.htm)

Geometry Management:

All Tkinter widgets have access to specific geometry management methods, which have the purpose of organizing widgets throughout the parent widget area. Tkinter exposes the following geometry manager classes: pack, grid, and place.

* + [The *pack()* Method](http://www.tutorialspoint.com/python/tk_pack.htm) - This geometry manager organizes widgets in blocks before placing them in the parent widget.
  + [The *grid()* Method](http://www.tutorialspoint.com/python/tk_grid.htm) - This geometry manager organizes widgets in a table-like structure in the parent widget.
  + [The *place()* Method](http://www.tutorialspoint.com/python/tk_place.htm) -This geometry manager organizes widgets by placing them in a specific position in the parent widget.

Pasted from <<http://www.tutorialspoint.com/python/python_gui_programming.htm>>

Any code that you write using any compiled language like C, C++ or Java can be integrated or imported into another Python script. This code is considered as an "extension."

A Python extension module is nothing more than a normal C library. On Unix machines, these libraries usually end in **.so** (for shared object). On Windows machines, you typically see **.dll** (for dynamically linked library).

Pre-Requisite:

To start writing your extension, you are going to need the Python header files.

* + On Unix machines, this usually requires installing a developer-specific package such as[python2.5-dev](http://packages.debian.org/etch-m68k/python2.5-dev).
  + Windows users get these headers as part of the package when they use the binary Python installer.

Additionally, it is assumed that you have good knowledge of C or C++ to write any Python Extension using C programming.

First look at a Python extension:

For your first look at a Python extension module, you'll be grouping your code into four parts:

* + The header file *Python.h*.
  + The C functions you want to expose as the interface from your module.
  + A table mapping the names of your functions as Python developers will see them to C functions inside the extension module.
  + An initialization function.

The header file *Python.h*

Start including *Python.h* header file in your C source file, which will give you access to the internal Python API used to hook your module into the interpreter.

Be sure to include Python.h before any other headers you might need. You'll follow the includes with the functions you want to call from Python.

The C functions:

The signatures of the C implementations of your functions will always take one of the following three forms:

static PyObject \*MyFunction( PyObject \*self, PyObject \*args );

static PyObject \*MyFunctionWithKeywords(PyObject \*self,  
 PyObject \*args,  
 PyObject \*kw);

static PyObject \*MyFunctionWithNoArgs( PyObject \*self );

Each one of the preceding declarations returns a Python object. There's no such thing as a *void*function in Python as there is in C. If you don't want your functions to return a value, return the C equivalent of Python's **None** value. The Python headers define a macro, Py\_RETURN\_NONE, that does this for us.

The names of your C functions can be whatever you like as they will never be seen outside of the extension module. So they would be defined as *static* function.

Your C functions usually are named by combining the Python module and function names together, as shown here:

static PyObject \**module\_func*(PyObject \*self, PyObject \*args) {  
 /\* Do your stuff here. \*/  
 Py\_RETURN\_NONE;  
}

This would be a Python function called *func* inside of the module *module*. You'll be putting pointers to your C functions into the method table for the module that usually comes next in your source code.

The method mapping table:

This method table is a simple array of PyMethodDef structures. That structure looks something like this:

struct PyMethodDef {  
 char \*ml\_name;  
 PyCFunction ml\_meth;  
 int ml\_flags;  
 char \*ml\_doc;  
};

Here is the description of the members of this structure:

* + **ml\_name:** This is the name of the function as the Python interpreter will present it when it is used in Python programs.
  + **ml\_meth:** This must be the address to a function that has any one of the signatures described in previous seection.
  + **ml\_flags:** This tells the interpreter which of the three signatures ml\_meth is using.
  + This flag will usually have a value of METH\_VARARGS.
  + This flag can be bitwise or'ed with METH\_KEYWORDS if you want to allow keyword arguments into your function.
  + This can also have a value of METH\_NOARGS that indicates you don't want to accept any arguments.
  + **ml\_doc:** This is the docstring for the function, which could be NULL if you don't feel like writing one

This table needs to be terminated with a sentinel that consists of NULL and 0 values for the appropriate members.

EXAMPLE:

For the above-defined function, we would have following method mapping table:

static PyMethodDef *module*\_methods[] = {  
 { "*func*", (PyCFunction)*module\_func*, METH\_NOARGS, NULL },  
 { NULL, NULL, 0, NULL }  
};

The initialization function:

The last part of your extension module is the initialization function. This function is called by the Python interpreter when the module is loaded. It's required that the function be named **init*Module***, where*Module* is the name of the module.

The initialization function needs to be exported from the library you'll be building. The Python headers define PyMODINIT\_FUNC to include the appropriate incantations for that to happen for the particular environment in which we're compiling. All you have to do is use it when defining the function.

Your C initialization function generally has the following overall structure:

PyMODINIT\_FUNC init*Module*() {  
 Py\_InitModule3(*func*, *module*\_methods, "docstring...");  
}

Here is the description of *Py\_InitModule3* function:

* + **func:** This is the function to be exported.
  + ***module*\_methods:** This is the mapping table name defined above.
  + ***docstring:*** This is the comment you want to give in your extension.

Putting this all together looks like the following:

#include <Python.h>

static PyObject \**module\_func*(PyObject \*self, PyObject \*args) {  
 /\* Do your stuff here. \*/  
 Py\_RETURN\_NONE;  
}

static PyMethodDef *module*\_methods[] = {  
 { "*func*", (PyCFunction)*module\_func*, METH\_NOARGS, NULL },  
 { NULL, NULL, 0, NULL }  
};

PyMODINIT\_FUNC init*Module*() {  
 Py\_InitModule3(*func*, *module*\_methods, "docstring...");  
}

**EXAMPLE:**

A simple example that makes use of all the above concepts:

#include <Python.h>

static PyObject\* helloworld(PyObject\* self)  
{  
 return Py\_BuildValue("s", "Hello, Python extensions!!");  
}

static char helloworld\_docs[] =  
 "helloworld( ): Any message you want to put here!!\n";

static PyMethodDef helloworld\_funcs[] = {  
 {"helloworld", (PyCFunction)helloworld,   
 METH\_NOARGS, helloworld\_docs},  
 {NULL}  
};

void inithelloworld(void)  
{  
 Py\_InitModule3("helloworld", helloworld\_funcs,  
 "Extension module example!");  
}

Here the *Py\_BuildValue* function is used to build a Python value. Save above code in hello.c file. We would see how to compile and install this module to be called from Python script.

Building and Installing Extensions:

The *distutils* package makes it very easy to distribute Python modules, both pure Python and extension modules, in a standard way. Modules are distributed in source form and built and installed via a setup script usually called *setup.py* as follows.

For the above module, you would have to prepare following setup.py script:

from distutils.core import setup, Extension  
setup(name='helloworld', version='1.0', \  
 ext\_modules=[Extension('helloworld', ['hello.c'])])

Now, use the following command, which would perform all needed compilation and linking steps, with the right compiler and linker commands and flags, and copies the resulting dynamic library into an appropriate directory:

$ python setup.py install

On Unix-based systems, you'll most likely need to run this command as root in order to have permissions to write to the site-packages directory. This usually isn't a problem on Windows

Import Extensions:

Once you installed your extension, you would be able to import and call that extension in your Python script as follows:

#!/usr/bin/python  
import helloworld

print helloworld.helloworld()

This would produce the following result:

Hello, Python extensions!!

Passing Function Parameters:

Because you'll most likely want to define functions that do accept arguments, you can use one of the other signatures for your C functions. For example, following function, that accepts some number of parameters, would be defined like this:

static PyObject \**module\_func*(PyObject \*self, PyObject \*args) {  
 /\* Parse args and do something interesting here. \*/  
 Py\_RETURN\_NONE;  
}

The method table containing an entry for the new function would look like this:

static PyMethodDef *module*\_methods[] = {  
 { "*func*", (PyCFunction)*module\_func*, METH\_NOARGS, NULL },  
 { "*func*", *module\_func*, METH\_VARARGS, NULL },  
 { NULL, NULL, 0, NULL }  
};

You can use API *PyArg\_ParseTuple* function to extract the arguments from the one PyObject pointer passed into your C function.

The first argument to PyArg\_ParseTuple is the args argument. This is the object you'll be *parsing*. The second argument is a format string describing the arguments as you expect them to appear. Each argument is represented by one or more characters in the format string as follows.

static PyObject \**module\_func*(PyObject \*self, PyObject \*args) {  
 int i;  
 double d;  
 char \*s;

if (!PyArg\_ParseTuple(args, "ids", &i, &d, &s)) {  
 return NULL;  
 }  
   
 /\* Do something interesting here. \*/  
 Py\_RETURN\_NONE;  
}

Compiling the new version of your module and importing it will enable you to invoke the new function with any number of arguments of any type:

module.func(1, s="three", d=2.0)  
module.func(i=1, d=2.0, s="three")  
module.func(s="three", d=2.0, i=1)

You can probably come up with even more variations.

The *PyArg\_ParseTuple* Function:

Here is the standard signature for **PyArg\_ParseTuple** function:

int PyArg\_ParseTuple(PyObject\* tuple,char\* format,...)

This function returns 0 for errors, and a value not equal to 0 for success. tuple is the PyObject\* that was the C function's second argument. Here *format* is a C string that describes mandatory and optional arguments.

Here is a list of format codes for **PyArg\_ParseTuple** function:

|  |  |  |
| --- | --- | --- |
| **Code** | **C type** | **Meaning** |
| c | char | A Python string of length 1 becomes a C char. |
| d | double | A Python float becomes a C double. |
| f | float | A Python float becomes a C float. |
| i | int | A Python int becomes a C int. |
| l | long | A Python int becomes a C long. |
| L | long long | A Python int becomes a C long long |
| O | PyObject\* | Gets non-NULL borrowed reference to Python argument. |
| s | char\* | Python string without embedded nulls to C char\*. |
| s# | char\*+int | Any Python string to C address and length. |
| t# | char\*+int | Read-only single-segment buffer to C address and length. |
| u | Py\_UNICODE\* | Python Unicode without embedded nulls to C. |
| u# | Py\_UNICODE\*+int | Any Python Unicode C address and length. |
| w# | char\*+int | Read/write single-segment buffer to C address and length. |
| z | char\* | Like s, also accepts None (sets C char\* to NULL). |
| z# | char\*+int | Like s#, also accepts None (sets C char\* to NULL). |
| (...) | as per ... | A Python sequence is treated as one argument per item. |
| | |  | The following arguments are optional. |
| : |  | Format end, followed by function name for error messages. |
| ; |  | Format end, followed by entire error message text. |

Returning Values:

*Py\_BuildValue* takes in a format string much like *PyArg\_ParseTuple* does. Instead of passing in the addresses of the values you're building, you pass in the actual values. Here's an example showing how to implement an add function:

static PyObject \*foo\_add(PyObject \*self, PyObject \*args) {  
 int a;  
 int b;

if (!PyArg\_ParseTuple(args, "ii", &a, &b)) {  
 return NULL;  
 }  
 return Py\_BuildValue("i", a + b);  
}

This is what it would look like if implemented in Python:

def add(a, b):  
 return (a + b)

You can return two values from your function as follows, this would be cauptured using a list in Python.

static PyObject \*foo\_add\_subtract(PyObject \*self, PyObject \*args) {  
 int a;  
 int b;

if (!PyArg\_ParseTuple(args, "ii", &a, &b)) {  
 return NULL;  
 }  
 return Py\_BuildValue("ii", a + b, a - b);  
}

This is what it would look like if implemented in Python:

def add\_subtract(a, b):  
 return (a + b, a - b)

The *Py\_BuildValue* Function:

Here is the standard signature for **Py\_BuildValue** function:

PyObject\* Py\_BuildValue(char\* format,...)

Here *format* is a C string that describes the Python object to build. The following arguments of*Py\_BuildValue* are C values from which the result is built. The *PyObject\** result is a new reference.

Following table lists the commonly used code strings, of which zero or more are joined into string format.

|  |  |  |
| --- | --- | --- |
| **Code** | **C type** | **Meaning** |
| c | char | A C char becomes a Python string of length 1. |
| d | double | A C double becomes a Python float. |
| f | float | A C float becomes a Python float. |
| i | int | A C int becomes a Python int. |
| l | long | A C long becomes a Python int. |
| N | PyObject\* | Passes a Python object and steals a reference. |
| O | PyObject\* | Passes a Python object and INCREFs it as normal. |
| O& | convert+void\* | Arbitrary conversion |
| s | char\* | C 0-terminated char\* to Python string, or NULL to None. |
| s# | char\*+int | C char\* and length to Python string, or NULL to None. |
| u | Py\_UNICODE\* | C-wide, null-terminated string to Python Unicode, or NULL to None. |
| u# | Py\_UNICODE\*+int | C-wide string and length to Python Unicode, or NULL to None. |
| w# | char\*+int | Read/write single-segment buffer to C address and length. |
| z | char\* | Like s, also accepts None (sets C char\* to NULL). |
| z# | char\*+int | Like s#, also accepts None (sets C char\* to NULL). |
| (...) | as per ... | Builds Python tuple from C values. |
| [...] | as per ... | Builds Python list from C values. |
| {...} | as per ... | Builds Python dictionary from C values, alternating keys and values. |

Code {...} builds dictionaries from an even number of C values, alternately keys and values. For example, Py\_BuildValue("{issi}",23,"zig","zag",42) returns a dictionary like Python's {23:'zig','zag':42}.

Pasted from <<http://www.tutorialspoint.com/python/python_further_extensions.htm>>