# http Get方式请求：

**public** **static** String sendGetHttps(String url, Map<String, String> params,

String... endPath) **throws** Exception {

url = *appendParamsToUrl*(url, params, endPath);

System.***out***.println(url);

URL requestUrl = **new** URL(url);

HttpsURLConnection con = HttpsURLConnection.**class**.cast(requestUrl

.openConnection());

con.setRequestMethod("GET");

con.connect();

InputStream input = con.getInputStream();

String result = "";

**byte**[] buffer = **new** **byte**[1024 \* 8];

**int** index = -1;

**while** ((index = input.read(buffer)) != -1) {

result += **new** String(buffer, 0, index,"UTF-8");

}

input.close();

con.disconnect();

**return** result;

}

|  |
| --- |
| /\*\*  \* 将参数拼接到url后边  \*  \* **@param** url  \* **@param** params  \* **@param** endPath  \* 末端自定义path  \* **@return**  \*/  **public** **static** String appendParamsToUrl(String url,  Map<String, String> params, String... endPath) {  url += "?";  **int** i = 0;  **for** (String key : params.keySet()) {  url += i == 0 ? key + "=" + params.get(key) : "&" + key + "="  + params.get(key);  i++;  }  **if** (endPath != **null** && endPath.length != 0) {  **for** (**int** j = 0; j < endPath.length; j++) {  url += endPath[j];  }  }  **return** url;  } |

# 发送https get请求

/\*\*

\* 发送https get请求

\*

\* **@param** url

\* 请求URL

\* **@param** params

\* 请求参数

\* **@param** header

\* 请求头

\* **@param** endPath

\* URL末端拼接串

\* **@return**

\* **@throws** Exception

\*/

**public** **static** String sendGetHttps(String url, Map<String, String> params,

Map<String, String> header, String... endPath) **throws** Exception {

// 忽略证书

//trustAllHttpsCertificates();

//HttpsURLConnection.setDefaultHostnameVerifier(hv);

url = *appendParamsToUrl*(url, params, endPath);

System.***out***.println(url);

URL requestUrl = **new** URL(url);

HttpsURLConnection con = HttpsURLConnection.**class**.cast(requestUrl

.openConnection());

con.setRequestMethod("GET");

**for** (Entry<String, String> entry : header.entrySet()) {

con.addRequestProperty(entry.getKey(), entry.getValue());

}

con.connect();

InputStream input = con.getInputStream();

String result = "";

**byte**[] buffer = **new** **byte**[1024 \* 8];

**int** index = -1;

**while** ((index = input.read(buffer)) != -1) {

result += **new** String(buffer, 0, index);

}

input.close();

con.disconnect();

**return** result;

}

# 发送http post请求：

/\*\*

\* 发送Post 请求

\*

\* **@param** url

\* **@param** params

\* **@param** header

\* **@param** endPath

\* **@return** 返回状态码

\* **@throws** Exception

\*/

**public** **static** **int** sendPostRequest(String url, Map<String, String> params,

Map<String, String> header, String... endPath) **throws** Exception {

url = *appendParamsToUrl*(url, params, endPath);

System.***out***.println(url);

URL requestUrl = **new** URL(url);

HttpsURLConnection con = HttpsURLConnection.**class**.cast(requestUrl

.openConnection());

con.setRequestMethod("POST");

**for** (Entry<String, String> item : header.entrySet()) {

con.setRequestProperty(item.getKey(), item.getValue());

}

con.connect();

**int** code = con.getResponseCode();

con.disconnect();

**return** code;

}

# 发送https post请求

/\*\*

\* 发送Post 请求

\*

\* **@param** url

\* 地址

\* **@param** params

\* 参数

\* **@param** header

\* 头

\* **@param** data

\* 数据

\* **@param** endPath

\* **@throws** Exception

\*/

**public** **static** String sendPostHttps(String url, Map<String, String> params,

Map<String, String> header, String data, String... endPath)

**throws** Exception {

// 忽略证书

//trustAllHttpsCertificates();

//HttpsURLConnection.setDefaultHostnameVerifier(hv);

url = *appendParamsToUrl*(url, params, endPath);

System.***err***.println(url);

URL requestUrl = **new** URL(url);

HttpsURLConnection con = HttpsURLConnection.**class**.cast(requestUrl

.openConnection());

con.setDoInput(**true**);

con.setUseCaches(**false**);

con.setDoOutput(**true**);

con.setRequestMethod("POST");

**for** (Entry<String, String> item : header.entrySet()) {

con.setRequestProperty(item.getKey(), item.getValue());

}

con.connect();

**if** (data != **null**) {

**byte**[] dataBytes = data.getBytes("UTF-8");

OutputStream out = con.getOutputStream();

out.write(dataBytes);

out.flush();

out.close();

}

InputStream input = con.getInputStream();

StringBuilder sb = **new** StringBuilder();

**int** i = -1;

**byte**[] buffer = **new** **byte**[1024 \* 8];

**while** ((i = input.read(buffer)) != -1) {

sb.append(**new** String(buffer, 0, i));

}

input.close();

**return** sb.toString();

}

# 发送https post请求不带请求头

/\*\*

\* 发送https post 请求不带请求头

\*

\* **@param** url

\* **@param** params

\* **@param** data

\* **@param** endPath

\* **@return**

\* **@throws** Exception

\*/

**public** **static** String sendPostHttps(String url, Map<String, String> params,

String data, String... endPath) **throws** Exception {

url = *appendParamsToUrl*(url, params, endPath);

URL requestUrl = **new** URL(url);

HttpsURLConnection con = HttpsURLConnection.**class**.cast(requestUrl

.openConnection());

con.setRequestMethod("POST");

con.setDoInput(**true**);

con.setDoOutput(**true**);

con.setUseCaches(**false**);

con.connect();

**if** (data != **null**) {

**byte**[] dataBytes = data.getBytes("UTF-8");

OutputStream out = con.getOutputStream();

out.write(dataBytes);

out.flush();

out.close();

}

InputStream input = con.getInputStream();

StringBuilder sb = **new** StringBuilder();

**int** i = -1;

**byte**[] buffer = **new** **byte**[1024 \* 8];

**while** ((i = input.read(buffer)) != -1) {

sb.append(**new** String(buffer, 0, i));

}

input.close();

**return** sb.toString();

}

# 将参数拼接到url后边

/\*\*

\* 将参数拼接到url后边

\*

\* **@param** url

\* **@param** params

\* **@param** endPath

\* 末端自定义path

\* **@return**

\*/

**public** **static** String appendParamsToUrl(String url,

Map<String, String> params, String... endPath) {

**if**(params==**null**||params.size()==0){

**return** url;

}

url += "?";

**int** i = 0;

**for** (String key : params.keySet()) {

url += i == 0 ? key + "=" + params.get(key) : "&" + key + "="

+ params.get(key);

i++;

}

**if** (endPath != **null** && endPath.length != 0) {

**for** (**int** j = 0; j < endPath.length; j++) {

url += endPath[j];

}

}

**return** url;

}

}

# Xml转换工具类（此类需要jdomjar包的支持）

![](data:image/x-emf;base64,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)

## 将对象转成element对象

**public** **static** Element ObjectToXml(Object t){

Class cs=t.getClass();

Field[] fs=cs.getDeclaredFields();

Element root=**new** Element(cs.getSimpleName());

**for**(Field f: fs){

**if**(f.getAnnotation(NotRequired.**class**)==**null**){

**try** {

String methodName="get"+f.getName().substring(0,1).toUpperCase()+f.getName().substring(1);

Method method=cs.getMethod(methodName);

root.addContent(**new** Element(f.getName().toLowerCase()).setContent(**new** CDATA(String.*valueOf*(method.invoke(t)))));

}**catch** (Exception e) {

*log*.error(e);

}

}

}

**return** root;

}

## 将map转成element对象

**public** **static** Element mapToXml(Map<String,String> params){

Element root=**new** Element("xml");

**for** (Entry<String, String> item : params.entrySet()) {

root.addContent(**new** Element(item.getKey()).setContent(**new** CDATA(item.getValue())));

}

**return** root;

}

## 将element对象转成字符串

**public** **static** String xmlToString(Element ele){

ByteArrayOutputStream out=**new** ByteArrayOutputStream();

XMLOutputter xmlOut=**new** XMLOutputter(*format*);

**try** {

xmlOut.output(ele, out);

**return** out.toString();

} **catch** (IOException e) {

e.printStackTrace();

**return** **null**;

}

}

# HttpClient发送带请求头的url（带签名的）

|  |
| --- |
| **package** cn.easier.woact.utils;  **import** java.io.BufferedReader;  **import** java.io.InputStreamReader;  **import** java.io.UnsupportedEncodingException;  **import** java.security.MessageDigest;  **import** java.text.SimpleDateFormat;  **import** java.util.Date;  **import** net.sf.json.JSONObject;  **import** org.apache.http.HttpEntity;  **import** org.apache.http.HttpResponse;  **import** org.apache.http.client.HttpClient;  **import** org.apache.http.client.methods.HttpPost;  **import** org.apache.http.entity.StringEntity;  **import** org.apache.http.impl.client.DefaultHttpClient;  @SuppressWarnings("deprecation")  **public** **class** HttpClientUtil {  **private** **static** String clientId = WebUtils.getConfigProperties("clientId");    **private** **static** String clientSecret = WebUtils.getConfigProperties("clientSecret");    **public** **static** String sendPost(String url,JSONObject data) **throws** Exception{  String timestamp = **new** SimpleDateFormat("yyyy-MM-dd HH:mm:ss").format(**new** Date());  HttpClient client = getResource();  HttpPost post = **new** HttpPost(url);  post.setHeader("Content-Encoding", "UTF-8");  post.setHeader("Content-Type", "text/plain");  post.setHeader("Date", timestamp);  post.setHeader("Authorization", clientId + ":" + postSignStr(timestamp));    StringEntity s = **null**;  **try** {  s = **new** StringEntity(data.toString());  } **catch** (UnsupportedEncodingException e) {  e.printStackTrace();  }  s.setContentEncoding("UTF-8");  s.setContentType("text/plain");  post.setEntity(s);    HttpResponse response = client.execute(post);  HttpEntity entity = response.getEntity();  BufferedReader reader = **new** BufferedReader(**new** InputStreamReader(entity.getContent(), "UTF-8"));  String result="";  String line = **null**;  **while** ((line = reader.readLine()) != **null**) {  result=result+line;  }    **return** result;  }    **private** **static** HttpClient getResource(){  DefaultHttpClient client = **new** DefaultHttpClient();  **return** client;  }    **private** **static** String postSignStr(String timestamp){  String signStr = "Date=" + timestamp;  signStr = signStr + clientSecret;  **try** {  signStr = md5Encode(signStr).toUpperCase();  } **catch** (Exception e) {  e.printStackTrace();  }  **return** signStr;  }  **private** **static** String md5Encode(String inStr) **throws** Exception {  MessageDigest md5 = **null**;  **try** {  md5 = MessageDigest.getInstance("MD5");  } **catch** (Exception e) {  System.out.println(e.toString());  e.printStackTrace();  **return** "";  }  **byte**[] byteArray = inStr.getBytes("UTF-8");  **byte**[] md5Bytes = md5.digest(byteArray);  StringBuffer hexValue = **new** StringBuffer();  **for** (**int** i = 0; i < md5Bytes.length; i++) {  **int** val = ((**int**) md5Bytes[i]) & 0xff;  **if** (val < 16) {  hexValue.append("0");  }  hexValue.append(Integer.toHexString(val));  }  **return** hexValue.toString();  }  } |