**Spring Data JPA and Hibernate**

**Exercise 1: Employee Management System - Overview and Setup**

**application.properties**

spring.datasource.url=jdbc:h2:mem:testdb

spring.datasource.driverClassName=org.h2.Driver

spring.datasource.username=sa

spring.datasource.password=password

spring.jpa.database-platform=org.hibernate.dialect.H2Dialect

spring.jpa.hibernate.ddl-auto=update

spring.jpa.show-sql=true

spring.h2.console.enabled=true

spring.h2.console.path=/h2-console

**EmployeeManagementSystemApplication.java**

package com.example.EmployeeManagementSystem;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class EmployeeManagementSystemApplication {

public static void main(String[] args) {

SpringApplication.*run*(EmployeeManagementSystemApplication.class, args);} }

**Exercise 2: Employee Management System - Creating Entities**

**Employee.java**

package com.example.EmployeeManagementSystem.entity;

import jakarta.persistence.\*;

*@Entity*

*@Table*(name = "employee")

public class Employee {

*@Id*

*@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private Long id;

private String name;

private String email;

// Many employees belong to one department

*@ManyToOne*

*@JoinColumn*(name = "department\_id")

private Department department;

// Constructors

public Employee() {}

public Employee(String name, String email, Department department) {

this.name = name;

this.email = email;

this.department = department;

}

// Getters and setters

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getEmail() {

return email;

}

public void setEmail(String email) {

this.email = email;

}

public Department getDepartment() {

return department;

}

public void setDepartment(Department department) {

this.department = department;

}

}

**Department.java**

package com.example.EmployeeManagementSystem.entity;

import jakarta.persistence.\*;

import java.util.List;

*@Entity*

*@Table*(name = "department")

public class Department {

*@Id*

*@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private Long id;

private String name;

// One department has many employees

*@OneToMany*(mappedBy = "department", cascade = *CascadeType*.***ALL***)

private List<Employee> employees;

// Constructors

public Department() {}

public Department(String name) {

this.name = name;

}

// Getters and setters

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public List<Employee> getEmployees() {

return employees;

}

public void setEmployees(List<Employee> employees) {

this.employees = employees;

}

}

**Exercise 3: Employee Management System - Creating Repositories**

**DepartmentRepository.java**

package com.example.EmployeeManagementSystem.repository;

import com.example.EmployeeManagementSystem.entity.Department;

import org.springframework.data.jpa.repository.JpaRepository;

public interface DepartmentRepository extends JpaRepository<Department, Long> {

Department findByName(String name);

}

**EmployeeRepository.java**

package com.example.EmployeeManagementSystem.repository;

import com.example.EmployeeManagementSystem.entity.Employee;

import org.springframework.data.jpa.repository.JpaRepository;

import java.util.List;

public interface EmployeeRepository extends JpaRepository<Employee, Long> {

// Derived Query Method

List<Employee> findByNameContaining(String keyword);

// You can also add:

List<Employee> findByDepartment\_Name(String departmentName);

}

**Exercise 4: Employee Management System - Implementing CRUD Operations**

**DepartmentController.java**

package com.example.EmployeeManagementSystem.entity;

import jakarta.persistence.\*;

import java.util.List;

*@Entity*

*@Table*(name = "department")

public class Department {

*@Id*

*@GeneratedValue*(strategy = *GenerationType*.***IDENTITY***)

private Long id;

private String name;

// One department has many employees

*@OneToMany*(mappedBy = "department", cascade = *CascadeType*.***ALL***)

private List<Employee> employees;

// Constructors

public Department() {}

public Department(String name) {

this.name = name;

}

// Getters and setters

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public List<Employee> getEmployees() {

return employees;

}

public void setEmployees(List<Employee> employees) {

this.employees = employees;

}

}

**EmployeeController.java**

package com.example.EmployeeManagementSystem.controller;

import com.example.EmployeeManagementSystem.entity.Employee;

import com.example.EmployeeManagementSystem.repository.EmployeeRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

import java.util.Optional;

*@RestController*

*@RequestMapping*("/employees")

public class EmployeeController {

*@Autowired*

private EmployeeRepository employeeRepository;

*@PostMapping*

public Employee createEmployee(*@RequestBody* Employee employee) {

return employeeRepository.save(employee);

}

*@GetMapping*

public List<Employee> getAllEmployees() {

return employeeRepository.findAll();

}

*@GetMapping*("/{id}")

public Employee getEmployeeById(*@PathVariable* Long id) {

Optional<Employee> employee = employeeRepository.findById(id);

return employee.orElse(null);

}

*@PutMapping*("/{id}")

public Employee updateEmployee(*@PathVariable* Long id, *@RequestBody* Employee updatedEmployee) {

return employeeRepository.findById(id)

.map(emp -> {

emp.setName(updatedEmployee.getName());

emp.setSalary(updatedEmployee.getSalary());

emp.setDepartment(updatedEmployee.getDepartment());

return employeeRepository.save(emp);

}).orElse(null);

}

*@DeleteMapping*("/{id}")

public void deleteEmployee(*@PathVariable* Long id) {

employeeRepository.deleteById(id);

} }

**Exercise 5: Employee Management System - Defining Query Methods**

1. **Defining Query Methods:**

**EmployeeRepository.java**

package com.example.EmployeeManagementSystem.repository;

import com.example.EmployeeManagementSystem.entity.Employee;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.data.jpa.repository.Query;

import java.util.List;

public interface EmployeeRepository extends JpaRepository<Employee, Long> {

// Method query: Find by name

List<Employee> findByName(String name);

// Method query: Find by department

List<Employee> findByDepartment(String department);

// Method query: Find employees with salary greater than given amount

List<Employee> findBySalaryGreaterThan(double salary);

// Custom JPQL query: Find by name containing (partial search)

@Query("SELECT e FROM Employee e WHERE e.name LIKE %?1%")

List<Employee> searchByName(String keyword);

// Native query: Get all employees with salary less than a value

@Query(value = "SELECT \* FROM employee WHERE salary < ?1", nativeQuery = true)

List<Employee> findLowSalaryEmployees(double salary);

}

1. **Named Queries**

**Employee.java**

@NamedQueries({

@NamedQuery(name = "Employee.findAllEmployees", query = "SELECT e FROM Employee e"),

@NamedQuery(name = "Employee.findByDept", query = "SELECT e FROM Employee e WHERE e.department = ?1")

})

@Entity

@Table(name = "employee")

public class Employee {

// Your existing fields

}

**Employee.java**

@NamedQueries({

@NamedQuery(name = "Employee.findAllEmployees", query = "SELECT e FROM Employee e"),

@NamedQuery(name = "Employee.findByDept", query = "SELECT e FROM Employee e WHERE e.department = ?1")

})

@Entity

@Table(name = "employee")

public class Employee {

// Your existing fields

}

**EmployeeRepository.java**

**Adding the following Named Queries**

@Query(name = "Employee.findAllEmployees")

List<Employee> getAllEmployeesNamed();

@Query(name = "Employee.findByDept")

List<Employee> getEmployeesByDepartment(String department);

**Exercise 6: Employee Management System - Implementing Pagination and Sorting**

**EmployeeRepository.java**

package com.example.EmployeeManagementSystem.repository;

import com.example.EmployeeManagementSystem.entity.Employee;

import org.springframework.data.jpa.repository.JpaRepository;

public interface EmployeeRepository extends JpaRepository<Employee, Long> {

}

**EmployeeController.java**

package com.example.EmployeeManagementSystem.controller;

import com.example.EmployeeManagementSystem.entity.Employee;

import com.example.EmployeeManagementSystem.repository.EmployeeRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.data.domain.\*;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

@RequestMapping("/employees")

public class EmployeeController {

@Autowired

private EmployeeRepository employeeRepository;

// Pagination only

@GetMapping("/paginated")

public Page<Employee> getPaginatedEmployees(

@RequestParam(defaultValue = "0") int page,

@RequestParam(defaultValue = "5") int size) {

Pageable pageable = PageRequest.of(page, size);

return employeeRepository.findAll(pageable);

}

// Sorting only

@GetMapping("/sorted")

public List<Employee> getSortedEmployees(

@RequestParam(defaultValue = "name") String sortBy,

@RequestParam(defaultValue = "asc") String direction) {

Sort sort = direction.equalsIgnoreCase("desc") ? Sort.by(sortBy).descending() : Sort.by(sortBy).ascending();

return employeeRepository.findAll(sort);

}

// Pagination + Sorting

@GetMapping("/paginated-sorted")

public Page<Employee> getPaginatedAndSortedEmployees(

@RequestParam(defaultValue = "0") int page,

@RequestParam(defaultValue = "5") int size,

@RequestParam(defaultValue = "name") String sortBy,

@RequestParam(defaultValue = "asc") String direction) {

Sort sort = direction.equalsIgnoreCase("desc") ? Sort.by(sortBy).descending() : Sort.by(sortBy).ascending();

Pageable pageable = PageRequest.of(page, size, sort);

return employeeRepository.findAll(pageable);

}

}

**Exercise-7**

**EmployeeSystemManagementApplication.java**

package com.example.EmployeeManagementSystem;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.data.jpa.repository.config.EnableJpaAuditing;

@SpringBootApplication

@EnableJpaAuditing // Enable JPA Auditing

public class EmployeeManagementSystemApplication {

public static void main(String[] args) {

SpringApplication.run(EmployeeManagementSystemApplication.class, args);

}

}

**AuditorAwareImpl.java**

package com.example.EmployeeManagementSystem.config;

import org.springframework.data.domain.AuditorAware;

import org.springframework.stereotype.Component;

import java.util.Optional;

@Component

public class AuditorAwareImpl implements AuditorAware<String> {

@Override

public Optional<String> getCurrentAuditor() {

// In real apps, return logged-in username

return Optional.of("SYSTEM");

}

}

**Employee.java**

package com.example.EmployeeManagementSystem.entity;

import jakarta.persistence.\*;

import org.springframework.data.annotation.CreatedBy;

import org.springframework.data.annotation.LastModifiedBy;

import org.springframework.data.annotation.CreatedDate;

import org.springframework.data.annotation.LastModifiedDate;

import org.springframework.data.jpa.domain.support.AuditingEntityListener;

import java.time.LocalDateTime;

@Entity

@EntityListeners(AuditingEntityListener.class)

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

private String email;

private Double salary;

@CreatedBy

private String createdBy;

@LastModifiedBy

private String modifiedBy;

@CreatedDate

private LocalDateTime createdDate;

@LastModifiedDate

private LocalDateTime modifiedDate;

// Getters and setters

}

**Department.java**

package com.example.EmployeeManagementSystem.entity;

import jakarta.persistence.\*;

import org.springframework.data.annotation.CreatedBy;

import org.springframework.data.annotation.LastModifiedBy;

import org.springframework.data.annotation.CreatedDate;

import org.springframework.data.annotation.LastModifiedDate;

import org.springframework.data.jpa.domain.support.AuditingEntityListener;

import java.time.LocalDateTime;

@Entity

@EntityListeners(AuditingEntityListener.class)

public class Department {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

@CreatedBy

private String createdBy;

@LastModifiedBy

private String modifiedBy;

@CreatedDate

private LocalDateTime createdDate;

@LastModifiedDate

private LocalDateTime modifiedDate;

// Getters and setters

}

**application.properties**

# Enable SQL logging (optional)

spring.jpa.show-sql=true

# Set Hibernate to update schema

spring.jpa.hibernate.ddl-auto=update

# Format SQL (optional)

spring.jpa.properties.hibernate.format\_sql=true

**![](data:image/png;base64,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)Output:**

**Exercise 8: Employee Management System - Creating Projections**

**EmployeeNameSalary.java**

package com.example.demo.projection;

public interface EmployeeNameSalary {

String getName();

Double getSalary();

}

**EmployeeDTO.java**

package com.example.demo.projection;

public class EmployeeDTO {

private String name;

private String email;

public EmployeeDTO(String name, String email) {

this.name = name;

this.email = email;

}

// Getters

public String getName() {

return name;

}

public String getEmail() {

return email;

}

}

**EmployeeRepository.java**

package com.example.demo.repository;

import com.example.demo.entity.Employee;

import com.example.demo.projection.EmployeeNameSalary;

import com.example.demo.projection.EmployeeDTO;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.data.jpa.repository.Query;

import java.util.List;

public interface EmployeeRepository extends JpaRepository<Employee, Long> {

// Interface-based projection

List<EmployeeNameSalary> findBySalaryGreaterThan(Double salary);

// Class-based projection using constructor expression

@Query("SELECT new com.example.demo.projection.EmployeeDTO(e.name, e.email) FROM Employee e WHERE e.salary < ?1")

List<EmployeeDTO> fetchNameEmailBySalaryLessThan(Double salary);

}

**EmployeeController.java**

package com.example.demo.controller;

import com.example.demo.projection.EmployeeNameSalary;

import com.example.demo.projection.EmployeeDTO;

import com.example.demo.repository.EmployeeRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

@RequestMapping("/employees")

public class EmployeeController {

@Autowired

private EmployeeRepository employeeRepository;

// Interface-based projection endpoint

@GetMapping("/high-salary")

public List<EmployeeNameSalary> getHighSalaryEmployees(@RequestParam double salary) {

return employeeRepository.findBySalaryGreaterThan(salary);

}

// Class-based projection endpoint

@GetMapping("/low-salary")

public List<EmployeeDTO> getLowSalaryEmployeeDTOs(@RequestParam double salary) {

return employeeRepository.fetchNameEmailBySalaryLessThan(salary);

}

}

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUEAAAC2CAYAAABH7j8kAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABQJSURBVHhe7d0LcBz1fQfwnx6nx+lloafllyTHCPzALxIsAeaNjSE2ppRhwAlt+nII7oQyTWnaoXSmTDzTuG7KhHgybZp0PAkBjDMxKebl8rRMZMcpAiLjoggjC8uWbMvS6XV6dL9/7f9YrU+yTtbd6u7//czc6LS3t7d70n7vv/v/3/6SKioqhoWIyFDJ9k8iIiMxBInIaAxBIjIaQ5CIjMYQJCKjMQSJyGgMQSIyGkOQiIzGECQiozEEichoDEEiMhpDkIiMxhAkIqMxBInIaAxBIjIaQ5CIjHbBENy5c6c0NjaGbvv375fq6mr7USKi+DahlmAgEJBHHnlEKisrpaamRmpra+1HiIjiGw+HichoDEEiMhpDkIiMxhAkIqMxBInIaAxBIjIaQ5CIjMYQJCKjMQSJyGgMQSIyGkOQiIzGECQiozEEichoDEEiMtqEQjArK0u2bdvG6wkSUcJJqqioGLbvExEZh4fDRGQ0hiARGY0hSERGYwgSkdEYgkRkNIYgERmNIUhERvMkBDdu3Cj19fVq8PVLL71kTyUiir2YD5bGt03w7ZPOzk5Zs2aNPZWIyBsxbwmuWrVKcnJyZO/evfYUIiLvxDwES0pKJC0tzf6NiMhb7BghIqMxBInIaAxBIjJazENw+fLl0t7eLgcOHLCnEBF5J2YhiPGAGBd4+PBhqampkdraWvsRIiLvxCwEMSawsrJStQR5dWoimi5ifjiMlmBBQYEaL0hE5DV2jBCR0RiCRGQ0hiARGS3mIdja2ir9/f32b0RE3op5CDY1Namfa9euVT+JiLwU8xDcvXu3PPbYY1JWVsbrCRKR51h8nYiMxo4RIjIaQ5CIjMYQJCKjMQSJyGgMQSIyGkOQiIyWkp+f/7h9P274k1Llu1k3yDcyV8jhgZNyeWqB/DhnnaxILZE3Bz6VoAzZc05PXqz/kD9dWr5+m5y+bYWkt5yWni/MlJYHb5PuxXMlu/4TSQoO2nNOnRNfu1k6rl04Jcv3Yv3JDAnREjw11COB4aCcGu6W7uEBe2r88GL9fWe6rOAYkJSuXknu7rOnxo94X3+aPuIyBBEUCIyu4X5ps37GGy/WH0GhAqN/QFJPd9lTz4fW2++f2DTq1vT4vdJzaZk9hzcmuv5EkUqIliCCBIHSNHjOnhJfvFh/BAkCxdc2+jVLf/SqVPzdztCt4Je/th+ZXsZaf6JIJezX5gqTM+XJrJvlqd7DMi85T76WsURNbx0KyJbAq9JmHYJqOEf3Hf91siS1yJ4i8qPeetnZ94G6f61vtjyYsVwt61uZV6nA+pvAG/JI5hfVc/YFP5F/6v68Zgrm/0f/NfZvct7jkXr44Ydl8+bN6uITKFMQS+euulSdhyv56ZuS+VGLPXUEWo0980vt30Ry3/1oVGji8cHsDMl7/X1pu2uVDPtS1XTMg3khWJgrn/35rTLjtfckWDJDvR6kBHpl5g9fZshR1MVlx8hE+JN8si6tUu5I+4KcGe6VP+naK8/2N0h16iy5zjdnVAfEQ5kr5Gd9DbKtp05+0ve+NA6dlb+yAm5QhuW9wVMyLyVXbvDNk5nJ2fJET61c75srV1tB987AcdWxcbVvlrxhLQ+HuZvSF8lfZCyTbwb2qeX9KvixPJC+WHV+vBlsVq8XqYceekjKy8slIyNDTpw4IQ0NDfYj0dc3u0B6FsxUnQ++9k41DcF1/JtfVvdnf2+PXPLSYclobpPTty6T3spSyT7cqB7rWl4pfXMKpaeqTIVo0bPvyJAVip2rLhX/75olxTrERYdH18r5ElgyT5L7gjJn2y8k78ARCSyep6ax04OiLeGHyNQPnJJ/scIIEFJ1AyekONmvQlLb3nNQGgbb7d9EDlnz4HlfTC1VrUTIsubHc9uHR1qQaA0+339E3c9OSpPCJL9qfd5uBe/PrUDVy0OLEy3Iq1LL5LKUAjUtUocOHZJgMCgtLS3qKjxeO1dzmfpZbAWb7pRAKzHnN43SO9cKPcf5Q3ReOFuR/oZmGUpLHdWChLTWs1L89FvqPpaZ0XRStSIHrZAkiqaED0EEV6Q9rrrjwgm9twetZWnhenIvt0IOgeicD9D7C0VWSE7G9u3bpaqqKuaHwuGg5dZbXqw6KdCSc0LAQTA/W/0E3+kuSW/+/ANmLAg99vKSFxI+BCcCLbQ9uX8g+/LuDd1utA5/I4Vzj2gxPpV9y6hl4XdMTyTjDU3BuT2ieGF8CCIA/znrenl3oEVu7Hg6dENnRqQ+GepQLcYHu14ZtSx9e2uS5wTjjc86tCWKF8aH4JWpI+emnusb6a28GBd72DsW9A4fOXLEk6two1XnHJunz9f1l85QHSRO3ZfNVvNmfjz6dIAXtm7dqq5czkL/dCHGhyBabzhU1WGIjpDvZd00qcNhdIagRYlhNJPtBAln5cqV4vP5VEmCjRs32lOnHs73nbq7Rv0EhFxg8VxJO3F21FCV3P0jvdPt67+kfgI6QzpXVErW+8emxbCW2bNnq5+lpaWyYcMGdZ8oHONDEIeoGBOIcYQ4f/dC7t3yXP+RSR0OA8YDonfYfV4Qwap7miMVq95htPKy32uSY9/aqL4p0vzwehWAGEDthJDDGD60BvW3Sk48cKNc8uJvps3g6l27dkkgELB/Ixoba4xQwsLpA4yv3LFjh+phJwqHvcOUkHBOcMGCBVJXV8cApHExBCmh4JxpfX293HPPPfLMM8/Ipk2b7EeIwuPhMBEZjS1BIjIaQ5CIjMYQJCKjMQSJyGgMQSIyGkOQiIzGECQiozEEichoLL4eJX/vr5bH/deE6pQ44Qoz/2mt759lLJUHMhaPud64XP9/ZN8md6dXqRomd6VVyb9m3yRzUnImXa/kQlDoCEXN+8qLxX/kuCp4jqvFoPBR+vHwV4jWz5lMIXRdr2QgP1u93lTR63T2pivUbbz1j0coYoUr/iTq9mn432v96g2qNg1q3OB/5Yy1vSjAr2veXKyEaAnGW/F1XHLry+d2qQutRnK1Glz2C2JVmhNXlcEVpFEnBMXO4wV2HATD7O2/VGVD8RO/60p2iUCXRi39yT719zEByjlEo/Z0XIagrgESy+LlkcIltRByumznZHRbwX5yqFvdcD8WEHYq9CK4JiDKZ2KHnPVvL3heJwRBh2sgOst14idKeiII3ReCpelNX6U8mlcrT4iWYLwXX58o3eLVLcJYQIBM9SdvtOBisJ1WCIa7sCuudp1kbcfAJZ8XgaL4oo9MwhX5uhgJfwGF8Qqh66LrqEhXnpKrriaNC6wiZPAcBM5fB14Plc90LytcIXecC3Relfofut8et7YI5i9K8svfdr9x0Yfysbp+Hq4i3Xrf6lAxdQ1B474Aq3ted1F1tMxQfB3BBfqQ1T0fDnFR5a5w9wFp/cr1MpiVoaY7C77jtdqs+Up/vO+8EERAfvant6jSAHp+LNN5iOxcll4vlAd1lgwda7q7EL3zvXC+Np6P+fBaaN1gHZxlSbEcyHv7w1Hvm7NgvZN+f3FB23CP69fut4tfuUugRkpvv37/3X8ncM/jfk29jXgO3n+8V87tHWtboyVhi6/DhQqh+5KS5WZfuVSlXCK/HTipOlnuSJsvC1MK5Nvdb0qNb5YKQnRsoDMDRdu/3vWyKtCuC7n/od1poQMMy8Xj7w58poq0o0D7saHRO6TTamuZuLz/a1Y4X0yHDi4htX79elWgfXBwUJ5//nn7kamHE9IzXn9f8ve9p24olt5TNUu1GHXhdcAO3n77lVLwq4NS+l//o+btWVAmZ25ZGjqxjZ0Uxdd7K0qsHSBFFXOf8daHqvg6punlYfnd1q1rabkU//xtVcgdO6CzU+Dc1Zdbe1yS5L3zOxUOx7fcbr3WMjVP6tmADM7IUi0IdMBgR+ytLJFZ3/9vKXihLlQ8fjDXrx7HfKiFjALwg3lZofU4de+1ErRak86dGtuZ8fvW0DZiWR3XXB4qRI8du2vFfOkvzpOMT9vUuuKQHYXti595W21b0tCwel0UrEdIBhbNUa+hC9Z3rF4YtjNgoCBHrWPm/312XscIwqjlG+tU2VMUtce6YfuwnZPpWEBgtf7RjWob9PJQRP/s9Ysl68NPR82TY2132Q9eDL0m/g/03wnbiKuSJ/f0S27tEem8cuTvX/DCQRkoylV/J+f/UbQl7BCZSAqho0W4NzjypqMwO0JMF1lHCxGwDBRp1xB6uAx/SXKWqjfsNVx2H5ffx2X4cTl+r2EHxI6OT3Tnpzo+5RGWHdcstKeMQODM/PdX1CEPbmMVc0KLR4cPWhDYsXSJT8yL1gV+oucU86LjAPM4O3YQkCgSj/OEugWDZaJ4PNZZvyamYRkIJezcuOG+cx3A3XLBYxnH2s5b/2Gr9ajrs6CVlGeFvT7N4JzP3XLCc/CeoZBVJHSRfN26hfxX/1eFovv9vxB9qsHd2sf7V/TcfnXfOY/7NfH3xWOYB9CSzq07qu7jQ8JvbavfCnJA0X09XywkbAhGUgj9g8G20CGt6mV2HN6OR5+jmy5QnB1F2qfDlZQRFtjR3Se0sdOgbon7H30ixdcRZtjBwsGysEy8Hl4bMK8uBO88pzlWVTw8Fzun87whwg3zqVatdcP9iRyq6XB1chasUp1PY/S4uwvW615RZ1BeCN4PnD5wF8nS59UiDRq0WtEC9n8wctoiHD2Pe9v1hxpec9B+Tfc2uv9PYilhQzAahdBx/m6qlmWC8XZ05w4xFbAsBBher3vR3NDJc7QS3SfSESYIaBSS0oWicEPIhYNWDQIYN2cLR8Pyjn377lHLQqvRS3g/8B7jA8G5XrjpD4lI6A+Tsf6eTmMFmvsDZrpI2BCc6kLoCEAcRjuXh/vTqSUYT6a6h88Ny0cLxN16wg6KlgoCTY8jdN7KH3961KEuWksn71utepZxw31nCwrLRycAXm/eE8+GljOR1mI06dYjWq7O7dO3SIcz6fDTYTgZ03WUQcKGYLjD3snC+cVFKYWqprA+vzgdoXcYRdpRrN1r2PnCncdCaOBc2UQOf6cKwgB0SzHcYe9Yzty8VB3iFVotQJzDQy8rpmn6sD/HCr1obc9EDkXdsC7Y7kgOe9F6RUvx+F/ecd5zEF7q72m1sseCw1sc5rrnwbLCHZpPFwkbggirqSqErgctIwgRiIDhMtPpcBi9wyjOjiLtKNbuNfyzY9gLCrKjI0LTh5y6gyBasPN3XVGuOkAAQQLYUfHVPuys6DxxtxSddGcIOkzQOtTnB53bhFDFYb9zx0fP81QdDiNATq9dodYX6x0JDDtBeJ6891p7yvj0NuA5+v3S9N8Toe88bYD3D+8jIHjxYYB5nNuvP0iwPtNRQg+RwXCVFCvncSiL7+jqm/6uLmCITLcE1bxXpBbL4tRCeSXYpKatS6tU30x5LXhMDg6eUL//ccYStYzCpEz5bs+v5WorDPUwGP1dX3yn+fa0+ZKWlCI3+Oaq+demVYSG0mDoDr4DjOkVKTNUD/N96QvV7+G+azwRDQ0Ncuedd0pubq7s2bNHDhw4YD8SfXoICFoKzqENGPKhh0dgmApuyVZgzHrqRUntGPmmD3ZyDJFJO9kx6rvDGDYSLM6TnEMfq0M79+/gfm5gaYWktneK/6Pjcu5LC6TX2hnzX/6tGoKBYSRozaE1gu82I9AwXOf0upWhdcMN35nGNiDk2u5aJSm9/VL4i3dDr5n+aZsEllVIl3XDMBOEI4Z6nKuuCi3Df7RFDQXR65tsvZ7z/cG29M/MV6GG52Ib0GrDYxg+0jenUDpWL1LLwk/0rJbt2KvWGxA8+A4twhHrISnJapmYv3PVpWrYCtYXQ2AQXB3XLVLz6vXDDacD3ENq0DrGctKswMMQKPd3wNXQIet5zuUErpgnRbtqP39/rGViHgSlnmcgP0vKfrBXvXeAbURPOT5c0LLGa2LZ+DvifQI8Fsl30C8Gq83RRUMYYUAudmT3YOlYQgsMLZZwnRfxAtuAVqweLkTRl7CHwxQ7Yw2NiDWcM3OO8yOaCIYgRezMrctGnefDwFsc6kX7PN+F4PASrVF3D27r/deNWl8iJx4OU8T04a/+PirOAbm/P+oV97oBOjO8PEyPBA+HY48hSERG4+EwERmNIUhERmMIEpHRGIJEZDSGIBEZjSFIREaLWQjiyia4wkljY6Ps3LnTnkpE5K2YjxNEGG7evFnq6upk06ZN9lQiIm/E/HAYl35vamqSoqIiewoRkXc8OyeYk5Mj1dXV9m9ERN5gxwgRGY0hSERG8yQET52K/MrJRETR4EkINjc3S2lpqWzYsMGeQkTkDU9C8NFHH5X7779fVq9ercYNbt261X6EiCi2PLmeIEIP1dF27NihhswQEXnFk5bg8uXLpb29PaYV0YiIwmHvMBEZjSFIREZjCBKR0RiCRGS0mIcgriJTXl6uhsbU1tbaU4mIvBGzITL6Elo+n0+OHj0qa9assR8hIvIO6w4TkdF4TpCIjMYQJCKjMQSJyGgMQSIyGkOQiIzGECQiozEEicho44YgrvlXX1+vvt2hb7wAKhElknFDcPfu3bJkyRKprKyUJ598UoLBoP0IEVFi4OEwERmNIUhERmMIEpHRGIJEZDSGIBEZjSFIREZjCBKR0RiCRGQ0hiARGY0hSERGYwgSkdEYgkRkNIYgERmNIUhERhs3BJ3XE9yyZYsqnE5ElEhYfJ2IjMbDYSIyGkOQiIzGECQiozEEichoDEEiMhpDkIiMxhAkIqMxBInIaAxBIjIaQ5CIjMYQJCKjMQSJyGgMQSIyGkOQiIzGECQiozEEichoDEEiMhpDkIiMxhAkIqMxBInIaAxBIjIaQ5CIjMYQJCKjMQSJyGAi/w+C1hDDdhw9zgAAAABJRU5ErkJggg==)**

**Exercise 9: Employee Management System - Customizing Data Source Configuration**

**application.properties**

# ====================

# Primary (Employee)

# ====================

spring.datasource.primary.url=jdbc:h2:mem:primarydb

spring.datasource.primary.driver-class-name=org.h2.Driver

spring.datasource.primary.username=sa

spring.datasource.primary.password=

# ====================

# Secondary (Department)

# ====================

spring.datasource.secondary.url=jdbc:h2:mem:secondarydb

spring.datasource.secondary.driver-class-name=org.h2.Driver

spring.datasource.secondary.username=sa

spring.datasource.secondary.password=

# JPA Properties

spring.jpa.show-sql=true

spring.jpa.hibernate.ddl-auto=update

**PrimaryDataSOurceConfig.java**

package com.example.demo.config;

import javax.sql.DataSource;

import org.springframework.boot.autoconfigure.jdbc.DataSourceProperties;

import org.springframework.boot.context.properties.ConfigurationProperties;

import org.springframework.boot.orm.jpa.EntityManagerFactoryBuilder;

import org.springframework.context.annotation.\*;

import org.springframework.data.jpa.repository.config.EnableJpaRepositories;

import org.springframework.orm.jpa.\*;

import org.springframework.transaction.PlatformTransactionManager;

@Configuration

@EnableJpaRepositories(

basePackages = "com.example.demo.employee.repository",

entityManagerFactoryRef = "primaryEntityManagerFactory",

transactionManagerRef = "primaryTransactionManager"

)

public class PrimaryDataSourceConfig {

@Bean

@ConfigurationProperties("spring.datasource.primary")

public DataSourceProperties primaryDataSourceProperties() {

return new DataSourceProperties();

}

@Bean

public DataSource primaryDataSource() {

return primaryDataSourceProperties().initializeDataSourceBuilder().build();

}

@Bean

public LocalContainerEntityManagerFactoryBean primaryEntityManagerFactory(

EntityManagerFactoryBuilder builder) {

return builder

.dataSource(primaryDataSource())

.packages("com.example.demo.employee.entity")

.persistenceUnit("primary")

.build();

}

@Bean

public PlatformTransactionManager primaryTransactionManager(

EntityManagerFactoryBuilder builder) {

return new JpaTransactionManager(primaryEntityManagerFactory(builder).getObject());

}

}

**SecondaryDataSourceConfig.java**

package com.example.demo.config;

import javax.sql.DataSource;

import org.springframework.boot.autoconfigure.jdbc.DataSourceProperties;

import org.springframework.boot.context.properties.ConfigurationProperties;

import org.springframework.boot.orm.jpa.EntityManagerFactoryBuilder;

import org.springframework.context.annotation.\*;

import org.springframework.data.jpa.repository.config.EnableJpaRepositories;

import org.springframework.orm.jpa.\*;

import org.springframework.transaction.PlatformTransactionManager;

@Configuration

@EnableJpaRepositories(

basePackages = "com.example.demo.department.repository",

entityManagerFactoryRef = "secondaryEntityManagerFactory",

transactionManagerRef = "secondaryTransactionManager"

)

public class SecondaryDataSourceConfig {

@Bean

@ConfigurationProperties("spring.datasource.secondary")

public DataSourceProperties secondaryDataSourceProperties() {

return new DataSourceProperties();

}

@Bean

public DataSource secondaryDataSource() {

return secondaryDataSourceProperties().initializeDataSourceBuilder().build();

}

@Bean

public LocalContainerEntityManagerFactoryBean secondaryEntityManagerFactory(

EntityManagerFactoryBuilder builder) {

return builder

.dataSource(secondaryDataSource())

.packages("com.example.demo.department.entity")

.persistenceUnit("secondary")

.build();

}

@Bean

public PlatformTransactionManager secondaryTransactionManager(

EntityManagerFactoryBuilder builder) {

return new JpaTransactionManager(secondaryEntityManagerFactory(builder).getObject());

}

}

**Employee.java**

package com.example.demo.employee.entity;

import jakarta.persistence.\*;

@Entity

public class Employee {

@Id

@GeneratedValue

private Long id;

private String name;

private Double salary;

// Getters & Setters

}

**EmployeeRepository.java**

package com.example.demo.employee.repository;

import com.example.demo.employee.entity.Employee;

import org.springframework.data.jpa.repository.JpaRepository;

public interface EmployeeRepository extends JpaRepository<Employee, Long> {}

**Department.java**

package com.example.demo.department.entity;

import jakarta.persistence.\*;

@Entity

public class Department {

@Id

@GeneratedValue

private Long id;

private String name;

// Getters & Setters

}

**DepartmentRepository.java**

package com.example.demo.department.repository;

import com.example.demo.department.entity.Department;

import org.springframework.data.jpa.repository.JpaRepository;

public interface DepartmentRepository extends JpaRepository<Department, Long> {}

**Output:**
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**Exercise 10: Employee Management System - Hibernate-Specific Features**

**Employee.java**

package com.example.demo.entity;

import jakarta.persistence.\*;

import org.hibernate.annotations.DynamicInsert;

import org.hibernate.annotations.DynamicUpdate;

@Entity

@Table(name = "employee")

@DynamicInsert

@DynamicUpdate

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

private double salary;

// Getters and setters

}

**application.properties**

spring.jpa.show-sql=true

spring.jpa.hibernate.ddl-auto=update

# Set Hibernate dialect

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.H2Dialect

# Enable Hibernate batch processing

spring.jpa.properties.hibernate.jdbc.batch\_size=30

spring.jpa.properties.hibernate.order\_inserts=true

spring.jpa.properties.hibernate.order\_updates=true

spring.jpa.properties.hibernate.generate\_statistics=true

**EmployeeService.java**

package com.example.demo.service;

import com.example.demo.entity.Employee;

import com.example.demo.repository.EmployeeRepository;

import jakarta.persistence.EntityManager;

import jakarta.transaction.Transactional;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class EmployeeService {

private final EmployeeRepository employeeRepository;

private final EntityManager entityManager;

public EmployeeService(EmployeeRepository employeeRepository, EntityManager entityManager) {

this.employeeRepository = employeeRepository;

this.entityManager = entityManager;

}

@Transactional

public void batchInsert(List<Employee> employees) {

for (int i = 0; i < employees.size(); i++) {

entityManager.persist(employees.get(i));

if (i % 30 == 0) {

entityManager.flush();

entityManager.clear();

}

}

}

}

**EmployeeController.java**

package com.example.demo.controller;

import com.example.demo.entity.Employee;

import com.example.demo.service.EmployeeService;

import org.springframework.web.bind.annotation.\*;

import java.util.ArrayList;

import java.util.List;

@RestController

@RequestMapping("/employee")

public class EmployeeController {

private final EmployeeService employeeService;

public EmployeeController(EmployeeService employeeService) {

this.employeeService = employeeService;

}

@PostMapping("/batch")

public String batchInsert() {

List<Employee> employees = new ArrayList<>();

for (int i = 1; i <= 100; i++) {

Employee emp = new Employee();

emp.setName("Emp\_" + i);

emp.setSalary(10000 + i);

employees.add(emp);

}

employeeService.batchInsert(employees);

return "Batch insert complete!";

}

}

**Output:**
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