**Problem Statement - Display Employee List and Edit Employee form using RESTful Web Service**

**Employee.java**

package com.example.model;

public class Employee {

private int id;

private String name;

private String department;

private double salary;

// Constructors

public Employee() {}

public Employee(int id, String name, String department, double salary) {

this.id = id;

this.name = name;

this.department = department;

this.salary = salary;

}

// Getters and Setters

public int getId() { return id; }

public void setId(int id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

public String getDepartment() { return department; }

public void setDepartment(String department) { this.department = department; }

public double getSalary() { return salary; }

public void setSalary(double salary) { this.salary = salary; }

}

**employee-config.xml**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context.xsd">

<bean id="employee1" class="com.example.model.Employee">

<constructor-arg value="1"/>

<constructor-arg value="Alice"/>

<constructor-arg value="HR"/>

<constructor-arg value="55000"/>

</bean>

<bean id="employee2" class="com.example.model.Employee">

<constructor-arg value="2"/>

<constructor-arg value="Bob"/>

<constructor-arg value="IT"/>

<constructor-arg value="65000"/>

</bean>

<bean id="employee3" class="com.example.model.Employee">

<constructor-arg value="3"/>

<constructor-arg value="Charlie"/>

<constructor-arg value="Finance"/>

<constructor-arg value="70000"/>

</bean>

<bean id="employeeList" class="java.util.ArrayList">

<constructor-arg>

<list>

<ref bean="employee1"/>

<ref bean="employee2"/>

<ref bean="employee3"/>

</list>

</constructor-arg>

</bean>

</beans>

**EmployeeService.java**

package com.example.service;

import com.example.model.Employee;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class EmployeeService {

private final List<Employee> employeeList;

public EmployeeService() {

ApplicationContext context = new ClassPathXmlApplicationContext("employee-config.xml");

employeeList = (List<Employee>) context.getBean("employeeList");

}

public List<Employee> getAllEmployees() {

return employeeList;

}

public Employee getEmployeeById(int id) {

return employeeList.stream()

.filter(emp -> emp.getId() == id)

.findFirst()

.orElse(null);

}

}

**EmployeeController.java**

package com.example.controller;

import com.example.model.Employee;

import com.example.service.EmployeeService;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

@RequestMapping("/api/employees")

@CrossOrigin(origins = "http://localhost:4200") // Enable CORS for Angular

public class EmployeeController {

@Autowired

private EmployeeService employeeService;

@GetMapping

public List<Employee> getAllEmployees() {

return employeeService.getAllEmployees();

}

@GetMapping("/{id}")

public Employee getEmployeeById(@PathVariable int id) {

return employeeService.getEmployeeById(id);

}

}

**EmployeeApplication.java**

package com.example;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class EmployeeApplication {

public static void main(String[] args) {

SpringApplication.run(EmployeeApplication.class, args);

}

}

**employee.service.ts**

import { Injectable } from '@angular/core';

import { HttpClient } from '@angular/common/http';

import { Observable } from 'rxjs';

export interface Employee {

id: number;

name: string;

department: string;

salary: number;

}

@Injectable({

providedIn: 'root'

})

export class EmployeeService {

private apiUrl = 'http://localhost:8080/api/employees';

constructor(private http: HttpClient) {}

getEmployees(): Observable<Employee[]> {

return this.http.get<Employee[]>(this.apiUrl);

}

getEmployeeById(id: number): Observable<Employee> {

return this.http.get<Employee>(`${this.apiUrl}/${id}`);

}

}

**employee-list.component.ts**

import { Component, OnInit } from '@angular/core';

import { EmployeeService, Employee } from '../employee.service';

import { Router } from '@angular/router';

@Component({

selector: 'app-employee-list',

templateUrl: './employee-list.component.html'

})

export class EmployeeListComponent implements OnInit {

employees: Employee[] = [];

constructor(private service: EmployeeService, private router: Router) {}

ngOnInit(): void {

this.service.getEmployees().subscribe(data => this.employees = data);

}

editEmployee(id: number) {

this.router.navigate(['/edit', id]);

}

}

**employee-list.component.html**

<h2>Employee List</h2>

<table border="1">

<tr>

<th>ID</th><th>Name</th><th>Department</th><th>Salary</th><th>Actions</th>

</tr>

<tr \*ngFor="let emp of employees">

<td>{{ emp.id }}</td>

<td>{{ emp.name }}</td>

<td>{{ emp.department }}</td>

<td>{{ emp.salary }}</td>

<td>

<button (click)="editEmployee(emp.id)">Edit</button>

</td>

</tr>

</table>

**edit-employee.component.ts**

import { Component, OnInit } from '@angular/core';

import { ActivatedRoute } from '@angular/router';

import { EmployeeService, Employee } from '../employee.service';

@Component({

selector: 'app-edit-employee',

templateUrl: './edit-employee.component.html'

})

export class EditEmployeeComponent implements OnInit {

employee: Employee = { id: 0, name: '', department: '', salary: 0 };

constructor(

private route: ActivatedRoute,

private service: EmployeeService

) {}

ngOnInit(): void {

const id = Number(this.route.snapshot.paramMap.get('id'));

this.service.getEmployeeById(id).subscribe(data => this.employee = data);

}

}

**edit-employee.component.html**

<h2>Edit Employee</h2>

<div \*ngIf="employee">

<form>

<label>ID:</label> <input [(ngModel)]="employee.id" name="id" disabled /><br/>

<label>Name:</label> <input [(ngModel)]="employee.name" name="name" /><br/>

<label>Department:</label> <input [(ngModel)]="employee.department" name="department" /><br/>

<label>Salary:</label> <input [(ngModel)]="employee.salary" name="salary" /><br/>

<button>Update</button>

</form>

</div>

**app-routing.module.ts**

import { NgModule } from '@angular/core';

import { RouterModule, Routes } from '@angular/router';

import { EmployeeListComponent } from './employee-list/employee-list.component';

import { EditEmployeeComponent } from './edit-employee/edit-employee.component';

const routes: Routes = [

{ path: '', component: EmployeeListComponent },

{ path: 'edit/:id', component: EditEmployeeComponent }

];

@NgModule({

imports: [RouterModule.forRoot(routes)],

exports: [RouterModule]

})

export class AppRoutingModule {}

**Output:**
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![](data:image/png;base64,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)

**Problem Statement - Display Employee List and Edit Employee form using RESTful Web Service**

**employee-config.xml**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="employeeList" class="java.util.ArrayList">

<constructor-arg>

<list>

<bean class="com.example.model.Employee">

<property name="id" value="1"/>

<property name="name" value="Alice"/>

<property name="department" value="HR"/>

<property name="salary" value="55000"/>

</bean>

<bean class="com.example.model.Employee">

<property name="id" value="2"/>

<property name="name" value="Bob"/>

<property name="department" value="IT"/>

<property name="salary" value="65000"/>

</bean>

<bean class="com.example.model.Employee">

<property name="id" value="3"/>

<property name="name" value="Charlie"/>

<property name="department" value="Finance"/>

<property name="salary" value="70000"/>

</bean>

</list>

</constructor-arg>

</bean>

</beans>

**Employee.java**

package com.example.model;

public class Employee {

private int id;

private String name;

private String department;

private double salary;

// Getters and Setters

}

**EmployeeService.java**

package com.example.service;

import com.example.model.Employee;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.context.ApplicationContext;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class EmployeeService {

@Autowired

private ApplicationContext context;

public List<Employee> getAllEmployees() {

return (List<Employee>) context.getBean("employeeList");

}

public Employee getEmployeeById(int id) {

return getAllEmployees().stream()

.filter(e -> e.getId() == id)

.findFirst()

.orElse(null);

}

}

**EmployeeController.java**

package com.example.controller;

import com.example.model.Employee;

import com.example.service.EmployeeService;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

@RequestMapping("/api/employees")

@CrossOrigin(origins = "\*") // Enable CORS for Angular

public class EmployeeController {

@Autowired

private EmployeeService service;

@GetMapping

public List<Employee> getAllEmployees() {

return service.getAllEmployees();

}

@GetMapping("/{id}")

public Employee getEmployeeById(@PathVariable int id) {

return service.getEmployeeById(id);

}

}

**Application.java**

package com.example;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.ImportResource;

@SpringBootApplication

@ImportResource("classpath:employee-config.xml") // Load XML bean

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

**employee.model.ts**

export interface Employee {

id: number;

name: string;

department: string;

salary: number;

}

**employee.service.ts**

import { HttpClient } from '@angular/common/http';

import { Injectable } from '@angular/core';

import { Employee } from './employee.model';

import { Observable } from 'rxjs';

@Injectable({

providedIn: 'root',

})

export class EmployeeService {

private baseUrl = 'http://localhost:8080/api/employees';

constructor(private http: HttpClient) {}

getEmployees(): Observable<Employee[]> {

return this.http.get<Employee[]>(this.baseUrl);

}

getEmployeeById(id: number): Observable<Employee> {

return this.http.get<Employee>(`${this.baseUrl}/${id}`);

}

}

**employee-list.component.ts**

import { Component, OnInit } from '@angular/core';

import { Router } from '@angular/router';

import { Employee } from '../employee.model';

import { EmployeeService } from '../employee.service';

@Component({

selector: 'app-employee-list',

templateUrl: './employee-list.component.html',

})

export class EmployeeListComponent implements OnInit {

employees: Employee[] = [];

constructor(private service: EmployeeService, private router: Router) {}

ngOnInit(): void {

this.service.getEmployees().subscribe((data) => {

this.employees = data;

});

}

edit(id: number) {

this.router.navigate(['/edit', id]);

}

}

**employee-list.component.html**

<table>

<thead>

<tr>

<th>ID</th><th>Name</th><th>Department</th><th>Salary</th><th>Action</th>

</tr>

</thead>

<tbody>

<tr \*ngFor="let emp of employees">

<td>{{ emp.id }}</td>

<td>{{ emp.name }}</td>

<td>{{ emp.department }}</td>

<td>{{ emp.salary }}</td>

<td><button (click)="edit(emp.id)">Edit</button></td>

</tr>

</tbody>

</table>

**employee-edit.component.ts**

import { Component, OnInit } from '@angular/core';

import { ActivatedRoute } from '@angular/router';

import { EmployeeService } from '../employee.service';

import { Employee } from '../employee.model';

@Component({

selector: 'app-employee-edit',

templateUrl: './employee-edit.component.html',

})

export class EmployeeEditComponent implements OnInit {

employee: Employee = { id: 0, name: '', department: '', salary: 0 };

constructor(

private route: ActivatedRoute,

private service: EmployeeService

) {}

ngOnInit(): void {

const id = Number(this.route.snapshot.paramMap.get('id'));

this.service.getEmployeeById(id).subscribe((emp) => {

this.employee = emp;

});

}

}

**employee-edit.component.html**

<h2>Edit Employee</h2>

<form>

<label>ID:</label>

<input type="text" [value]="employee.id" disabled /><br />

<label>Name:</label>

<input type="text" [(ngModel)]="employee.name" name="name" /><br />

<label>Department:</label>

<input type="text" [(ngModel)]="employee.department" name="dept" /><br />

<label>Salary:</label>

<input type="number" [(ngModel)]="employee.salary" name="salary" /><br />

</form>

**Create static employee list data using spring xml configuration**

**employee.xml**

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<!-- Reusable Skills -->

<bean id="skillJava" class="com.example.model.Skill">

<property name="id" value="1" />

<property name="name" value="Java" />

</bean>

<bean id="skillAngular" class="com.example.model.Skill">

<property name="id" value="2" />

<property name="name" value="Angular" />

</bean>

<!-- Departments -->

<bean id="departmentHR" class="com.example.model.Department">

<property name="id" value="1" />

<property name="name" value="HR" />

</bean>

<bean id="departmentIT" class="com.example.model.Department">

<property name="id" value="2" />

<property name="name" value="IT" />

</bean>

<bean id="departmentFinance" class="com.example.model.Department">

<property name="id" value="3" />

<property name="name" value="Finance" />

</bean>

<!-- Employees -->

<bean id="employee1" class="com.example.model.Employee">

<property name="id" value="1" />

<property name="name" value="Alice" />

<property name="salary" value="60000" />

<property name="permanent" value="true" />

<property name="department" ref="departmentIT" />

<property name="skills">

<list>

<ref bean="skillJava" />

</list>

</property>

</bean>

<bean id="employee2" class="com.example.model.Employee">

<property name="id" value="2" />

<property name="name" value="Bob" />

<property name="salary" value="55000" />

<property name="permanent" value="false" />

<property name="department" ref="departmentHR" />

<property name="skills">

<list>

<ref bean="skillJava" />

<ref bean="skillAngular" />

</list>

</property>

</bean>

<bean id="employee3" class="com.example.model.Employee">

<property name="id" value="3" />

<property name="name" value="Charlie" />

<property name="salary" value="72000" />

<property name="permanent" value="true" />

<property name="department" ref="departmentFinance" />

<property name="skills">

<list>

<ref bean="skillAngular" />

</list>

</property>

</bean>

<bean id="employee4" class="com.example.model.Employee">

<property name="id" value="4" />

<property name="name" value="David" />

<property name="salary" value="68000" />

<property name="permanent" value="true" />

<property name="department" ref="departmentIT" />

<property name="skills">

<list>

<ref bean="skillJava" />

<ref bean="skillAngular" />

</list>

</property>

</bean>

<!-- Employee List -->

<bean id="employeeList" class="java.util.ArrayList">

<constructor-arg>

<list>

<ref bean="employee1" />

<ref bean="employee2" />

<ref bean="employee3" />

<ref bean="employee4" />

</list>

</constructor-arg>

</bean>

</beans>

**EmployeeDao.java**

package com.example.dao;

import com.example.model.Employee;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.context.ApplicationContext;

import org.springframework.stereotype.Repository;

import java.util.ArrayList;

import java.util.List;

@Repository

public class EmployeeDao {

private static List<Employee> EMPLOYEE\_LIST;

@Autowired

public EmployeeDao(ApplicationContext context) {

EMPLOYEE\_LIST = (ArrayList<Employee>) context.getBean("employeeList");

}

public List<Employee> getAllEmployees() {

return EMPLOYEE\_LIST;

}

}

**Application.java**

package com.example;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.ImportResource;

@SpringBootApplication

@ImportResource("classpath:employee.xml") // load the XML config

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

**Create REST service for department**

**Department.java**

package com.example.model;

public class Department {

private int id;

private String name;

public Department() {}

public Department(int id, String name) {

this.id = id;

this.name = name;

}

public int getId() { return id; }

public void setId(int id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**employee.xml**

<!-- Department List -->

<bean id="departmentList" class="java.util.ArrayList">

<constructor-arg>

<list>

<ref bean="departmentHR"/>

<ref bean="departmentIT"/>

<ref bean="departmentFinance"/>

</list>

</constructor-arg>

</bean>

**DepartmentDao.java**

package com.example.dao;

import com.example.model.Department;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.context.ApplicationContext;

import org.springframework.stereotype.Repository;

import java.util.List;

@Repository

public class DepartmentDao {

private static List<Department> DEPARTMENT\_LIST;

@Autowired

public DepartmentDao(ApplicationContext context) {

DEPARTMENT\_LIST = (List<Department>) context.getBean("departmentList");

}

public List<Department> getAllDepartments() {

return DEPARTMENT\_LIST;

}

}

**DepartmentService.java**

package com.example.service;

import com.example.dao.DepartmentDao;

import com.example.model.Department;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class DepartmentService {

@Autowired

private DepartmentDao departmentDao;

public List<Department> getAllDepartments() {

return departmentDao.getAllDepartments();

}

}

**DepartmentController.java**

package com.example.controller;

import com.example.model.Department;

import com.example.service.DepartmentService;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController

public class DepartmentController {

private static final Logger LOGGER = LoggerFactory.getLogger(DepartmentController.class);

@Autowired

private DepartmentService departmentService;

@GetMapping("/departments")

public List<Department> getAllDepartments() {

LOGGER.info("Fetching all departments...");

return departmentService.getAllDepartments();

}

}

**Application.java**

package com.example;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.ImportResource;

@SpringBootApplication

@ImportResource("classpath:employee.xml")

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

**Output:**
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