**TÌM HIỂU VỀ NGÔN NGỮ LẬP TRÌNH JAVA**

## Tổng quan vế ngôn ngữ lập trình java

### Java là gì ?

**Java** là một [ngôn ngữ lập trình](https://vi.wikipedia.org/wiki/Ng%C3%B4n_ng%E1%BB%AF_l%E1%BA%ADp_tr%C3%ACnh) [hướng đối tượng](https://vi.wikipedia.org/wiki/L%E1%BA%ADp_tr%C3%ACnh_h%C6%B0%E1%BB%9Bng_%C4%91%E1%BB%91i_t%C6%B0%E1%BB%A3ng) (OOP) và dựa trên các lớp class. Khác với phần lớn ngôn ngữ lập trình thông thường, thay vì [biên dịch](https://vi.wikipedia.org/wiki/Tr%C3%ACnh_bi%C3%AAn_d%E1%BB%8Bch) [mã nguồn](https://vi.wikipedia.org/wiki/M%C3%A3_ngu%E1%BB%93n) thành [mã máy](https://vi.wikipedia.org/wiki/Ng%C3%B4n_ng%E1%BB%AF_m%C3%A1y) hoặc [thông dịch](https://vi.wikipedia.org/wiki/Tr%C3%ACnh_th%C3%B4ng_d%E1%BB%8Bch) mã nguồn khi chạy, Java được thiết kế để biên dịch mã nguồn thành [bytecode](https://vi.wikipedia.org/wiki/Bytecode), bytecode sau đó sẽ được môi trường thực thi (runtime environment) chạy.

Trước đây, Java chạy chậm hơn những ngôn ngữ dịch thẳng ra mã máy như C và [C++](https://vi.wikipedia.org/wiki/C%2B%2B), nhưng sau này nhờ công nghệ "biên dịch tại chỗ" - Just in time compilation, khoảng cách này đã được thu hẹp, và trong một số trường hợp đặc biệt Java có thể chạy nhanh hơn. Java chạy nhanh hơn những ngôn ngữ thông dịch như [Python](https://vi.wikipedia.org/wiki/Python), [Perl](https://vi.wikipedia.org/wiki/Perl), [PHP](https://vi.wikipedia.org/wiki/PHP) gấp nhiều lần. Java chạy tương đương so với [C#](https://vi.wikipedia.org/wiki/C_th%C4%83ng), một ngôn ngữ khá tương đồng về mặt cú pháp và quá trình dịch/chạy.

[Cú pháp](https://vi.wikipedia.org/wiki/C%C3%BA_ph%C3%A1p_h%E1%BB%8Dc) Java được vay mượn nhiều từ [C](https://vi.wikipedia.org/wiki/C_(ng%C3%B4n_ng%E1%BB%AF_l%E1%BA%ADp_tr%C3%ACnh)) & [C++](https://vi.wikipedia.org/wiki/C%2B%2B) nhưng có cú pháp hướng đối tượng đơn giản hơn và ít tính năng xử lý cấp thấp hơn. Do đó việc viết một chương trình bằng Java dễ hơn, đơn giản hơn, đỡ tốn công sửa lỗi hơn.

Trong Java, hiện tượng rò rỉ bộ nhớ hầu như không xảy ra do bộ nhớ được quản lý bởi Java Virtual Machine (JVM) bằng cách tự động "dọn dẹp rác". Người lập trình không phải quan tâm đến việc cấp phát và xóa bộ nhớ như C, C++. Tuy nhiên khi sử dụng những tài nguyên mạng, file IO, database (nằm ngoài kiểm soát của JVM) mà người lập trình không đóng (close) các streams thì rò rỉ dữ liệu vẫn có thể xảy ra.

### 1.2.Lịch sử phát triển

Java được khởi đầu bởi James Gosling và bạn đồng nghiệp ở Sun Microsystems năm 1991. Ban đầu ngôn ngữ này được gọi là Oak (có nghĩa là cây sồi; do bên ngoài cơ quan của ông Gosling có trồng nhiều loại cây này), họ dự định ngôn ngữ đó thay cho C++, nhưng các tính năng giống Objective C. Không nên lẫn lộn Java với JavaScript, hai ngôn ngữ đó chỉ giống tên và loại cú pháp như C. Công ty Sun Microsystems đang giữ bản quyền và phát triển Java thường xuyên.

Java được tạo ra với tiêu chí "Viết (code) một lần, thực thi khắp nơi" ("Write Once, Run Anywhere" (WORA)). Chương trình phần mềm viết bằng Java có thể chạy trên mọi nền tảng (platform) khác nhau thông qua một môi trường thực thi với điều kiện có môi trường thực thi thích hợp hỗ trợ nền tảng đó. Môi trường thực thi của Sun Microsystems hiện hỗ trợ Sun Solaris, Linux, Mac OS, FreeBSD & Windows. Ngoài ra, một số công ty, tổ chức cũng như cá nhân khác cũng phát triển môi trường thực thi Java cho những hệ điều hành khác như BEA, IBM, HP.... Trong đó đáng nói đến nhất là IBM Java Platform hỗ trợ Windows, Linux, AIX & z/OS.

Java được sử dụng chủ yếu trên môi trường NetBeans và Oracle. Sau khi Oracle mua lại công ty Sun Microsystems năm 2009-2010, Oracle đã mô tả họ là "người quản lý công nghệ Java với cam kết không ngừng để bồi dưỡng một cộng đồng tham gia và minh bạch".[12]

### 1.3. Đặc điểm của ngôn ngữ lập trình Java

* **Tựa C++, hướng đối tượng hoàn toàn**

Trong quá trình tạo ra một ngôn ngữ mới phục vụ cho mục đích chạy được trên nhiều nền tảng, các kỹ sư của Sun MicroSystem muốn tạo ra một ngôn ngữ dễ học và quen thuộc với đa số người lập trình. Vì vậy họ đã sử dụng lại các cú pháp của C và C++.

* **Độc lập phần cứng và hệ điều hành**

Một chương trình viết bằng ngôn ngữ Java có thể chạy tốt ở nhiều môi trường khác nhau. Gọi là khả năng "**cross-platform**”. Khả năng độc lập phần cứng và hệ điều hành được thể hiện ở 2 cấp độ là cấp độ **mã nguồn** và cấp độ **nhị phân**.

* **Ở cấp độ mã nguồn**: Kiểu dữ liệu trong Java nhất quán cho tất cả các hệ điều hành và phần cứng khác nhau. Java có riêng một bộ thư viện để hỗ trợ vấn đề này. Chương trình viết bằng ngôn ngữ Java có thể biên dịch trên nhiều loại máy khác nhau mà không gặp lỗi.
* **Ở cấp độ nhị phân**: Một mã biên dịch có thể chạy trên nhiều nền tảng khác nhau mà không cần dịch lại mã nguồn. Tuy nhiên cần có Java Virtual Machine để thông dịch đoạn mã này.
* **Ngôn ngữ thông dịch**

Ngôn ngữ lập trình Java thuộc loại ngôn ngữ **thông dịch**. Chính xác hơn, Java là loại ngôn ngữ vừa biên dịch vừa thông dịch. Cụ thể như sau

Khi viết mã, hệ thống tạo ra một tệp .java. Khi biên dịch mã nguồn của chương trình sẽ được biên dịch ra mã byte code. Máy ảo Java (Java Virtual Machine) sẽ thông dịch mã byte code này thành machine code (hay native code) khi nhận được yêu cầu chạy chương trình.

![ss_1](data:image/gif;base64,R0lGODdhBQK5APcAAAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///ywAAAAABQK5AAAI/wD/CRxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFixgzFvwFoKPHjyBDihxJsqTJkyH/aFzJsqXLlzBjypxJs6bNhxzBANrJs6fPn0CDCh1KtChPACpvKl3KtKnTp1CjNuX4S2pMpFazat3KtavXrwupgsWIdazZs2jTql07UCzbh2Xfyp1Lt65diW7vHoyrt6/fv4C55g3MN7Dhw4gTrxwMuLDix5AjS/7H+OCzie9+af728Nu7lY4nix5NWm5lg0Am/gKyE8qrhc8+/ft0WWPo0hj/oNzNOzXu339PF/T97dfnqv++cS7+uS2ggalrX/Zs/N8jMO88e37GuXpy5A5vA/+nqNuoeaMgfI9fT1c4wdSPoACC8Q3KZTDP4s/nLPDX8+RQ/ONbavMBAsI7YADxDSD+sQaEfAd+AgUc6jEkHnsQ6aYUEBVi6CFa7kE32z8I/vLJI//AMGKJbaUHBAiyDfgPIK8x6N+M/tVY42oCwcGfhUl9SB4AG3Yo5JFduSebgP+8AgOFxgHxChxNPgkEeDf+80yAMjKI440MeinmLxBwCERtQCI5kYY3cajmm4IBAB5qn6XmGxRVQQEFZ3di+R+TQLzzDgg4fvlcmFWN6dsjPy50IZwGsWmTm5BWCpV7TsKA4icwyAfGbCqC6qlzAxHqJBQqjvkNDM8gWqiNMDz/CVeQliokaU2U1qrrTSHa9aiaFJrJIQgACGvsscgmKyyaAuW667My9VrXr0gCUaay2GabLAxyDmcktHrlF+yDf7zS3FjS0kXtkc7OxFi74Nb1DRwQeGRmvR25hm63h60rJLwxvfstS0DwZvDBCCds0sBSIdgREJ80SuIrYNQLw5xbpbvQJ4AsuZW/HwIMk8AzvXjeySinrLJQ6XlFJgBgSGzQO4DUS2WS/FYECBz+faoQwzCB7KHIL5EsE9GQIe3UJwBAgLFC70BR7LlZaZyQenC8s+Qn2QHyiNYgVLXg1v5p/TVotOqqNEtGx7R2Ym8rxTQMVDsECAB0Z5wzRYCw/4YcoSkKaCJ+9H1zJRiyQfDIKxCc6HNGQmMYd0ZtwzS5YZfTxFHeEzH9uFVWJ9Qqqv/A8cqUKT5SG3w2ctns67alLSRHCtdO5EZ7Cwh0RpkD1ntM70AAQd0RgQEAilXnLtHNpf/yDBj4kfgJGFQSqFPHTGa/O0SRi5bTyioXbFDlL/3ul/kvGf+0RDAMn/z6EF1JooIpRhdgfUz+QuUvn8qYPeSy+1DoLnK38eUOfQ5B4F0UuJJvwIxy3Sua8iLyjQThqUf/+QQQYlY62Txig5+5mQjRBqcBWqSAuMMYAxeyQrq0ECPGkxlFrEW8qUzwIvSTSgQlY0Kd3Y4g5HPJC//lMkSKfINxIOBJxCKSH55I7Q81XEoPFQIH5OkwgB6a4kRQCMQDbg+HX0RMESHyjT8QayRJlCEQK0YSGHDtKVo8yw4jE8eIcLEtXixZGA8zxoY4DG+PwNgvHsEtmNXwGQUDABRoQ5B3TIlYinNKHccyR8hM8iF37E8ej7ZHzHVSI4yDmRoHsqWmvYYgd4MAIKI4kE8Qiz5MueRXKvkYWTYkk5TZpNs+6TteXuQRAAgbToi1pKgVa5QGASYEmFUTW3aFlopx5kJwGcSW9FEt10SIbjj3kHdwa5XcYt5DniE8ZrrrhnqBZmKkqRBq6tJyvjxfPDuHN1ZCjVsF8xgTy8n/K3TeRZ2IYWdC3KnCeQrkGyDwEUKyiRYGvgIEZ0vINyDATYl484EVIWeoMoJQhR5EoFkB6GFAehCCeis3D9Nnsz4pTohoEGIUoVJLMbLCRIIBfgUzJxOL9UuA6qZYKs0l/NKJRQyR1CAmfc/FNMPUpjr1qU3FV9Og8AfkZM6X1xEU4iZyGYMeBAhLhapYxco0j4AADKrD459O6M+G0PAZY40rVKUKASgEUpND/WdR2XPUgiQVOrZDSfs+mZpfQEFKCOpRZg57StglRzZbwk7pXgGxvr1idPYpHZMQJKXZcGyGgUWJgmiYkeB5lSMfDK1JntTWae11PX1F5Q/xqMKw/8pVroXsSF2rqruIpIZu3kyRoFQE3I3+byB025KAZAMDc13sQMq10z/s8w4CZXYiYL2tdl8BkrOm1YEzrQgcAIDMhoCAVdrV7hl1S9WqiGVc2oqvfOdLXzMtqZKIrK9+98tfeMV2IH9dKUa427TovYewWgJExazziRMleMEiImWWpKu9CQPqH0nsm3/yykKv9qgjIPiDxICpU4o843gEJG9GCAwBA9NWQNfqr4xnfCwA/KeSm6OxjmlMLANymCUB7q1FBuXGGsZNRvJLTQX3JLjjBkogFHvGzSg8IAtLd6kR89IMPXxifR0EChBoSYsvwpGgWvS8b/SxkP9549cy5P+/NAmyTIKswHeUWMANae4jnnOxR0CATwFK0SD/PBAnnQ4EfHrFI6oHuytBQNGMTg3iKEuzH1/Nw8pRCAw8fNKL0NLOChELQ5ViY4HguLVokXNM6Mzpn4VxQWdrlfPcixxZw5UgsG7OOx6xNYGQrYq9XtKeu1NeV9MEAOG1yHgxAoJAR6tbo75Jqf9xakufRdUwYbUev5IlTh57rRnBpUSiLepW67DNZEb1tWeL15to29teKQ5Noj3tlYjbt+ZOSLn7Mu1q6wXbL3n3Ln8T7TGzBMIWMfizq/I2LUOkigMZXoXM7Fdr99vNYWmrww8i7/ckRIMwSA/PwM03dgvV3Sb/rybB8v2WaBexziJFyL4ZsnGHPCNUr3B2hNtpcXRbpFc13wi4d9dtjQDcJQKHJ8FZfhDjtQTZF+FuYwMG7S8yqD5glbJspoR1VhHkQB1k0qYrxmgmfVBWQUfIxdPNYRs950aHpU/ImUUgM43vPxvWEwz6Rp+oNTzl6g434Au6bdxEm2lTjzoAKP6Q8dpTIzOfponcC4jn/QM/n6A8QeAgG7Cnxn3+k/Tr0r4Xn1cE6Jp5O4OoVJyiMwl7PBN6fxgUIP41aWdVWRzNB49yNR+48KWJ9jswmhHjPZ4hdW1m1RXiGRxFDQx7D5yKnh99Uton0FRu9Gw2GGbSG2TtP79h//PdTpnnQB87N6JQjF5lIiDcLEsbVn35zVT9dvLeJkkvH9PXEu3LqxgjDvQ59MR4bLN8A5Uog/Qar/AccLAT1qGA4LZ3p5R9m0VhqdJzpvZaz3BnJ1dSCHgjC/gLnMExrkcgCCh75XcjKggIUPAZHWd/vlcT+SdE+4dNNVgQDqRzFSE1xQY1EAA4mmOAMrd3KpJzLBgdKmaEh1UQfiYidxIjcJAgAqJgF+N9BQF+EkVRaZZCQzgfJJJEfsMaeIJIjWKChQJEeBcm5ZeC8gFL03R/MgiHeDZwhneDBTFeiScR3JVsD2E8eTgyQogQzCEQG6gl/UFKl8FMoEaIhkgitf9hHJeRGYKiHMdnaqaXED/VYszkHoNIIsbBGZJIiFQzHS5YN9khENlxiqq4HN7xhjEYZ3K4ZkpXhzYxKMuUURZTiQjhOf3EcHZ4Ew7EGncDBH9QjMZ4jMYIEmVSLpkReGNxdC0xg9b0i2bRf4TITxJBThAwXpIlEXOjixDki3pBO6rVbONlbWYBjUAWi6NmjV/hjk2CjTjBT8ZTUQ0BTPZ4TuKYTpcoiB/xJK/AH3A2E+pob+z4i/DYFQlJTjZWiTTTNGiiTH/IcQWTj/ooiw7Riq14EKdISkHTj19VYOZkQsXRgxypHev4igR5kMBHGgmZHAUDUaxEM/XyZEBELJ3/JVHGA3WxFIjhsSQOlFdFx4eeBpIF4SRbyIUQ0TdMyVWZR3JspZJzxpLwFnzUiBAPlS82wlR9A2IT+Q5/UC8tFkhMNSWFdCaS5JN5FmiEVBWZ8SMiWH7cwYjcgSYvSBFYSBGho1wCAUuZgYrKkYic8QyhmB3wxx+ECY6yJZWrRpVuY1vpFZmSOZmUGVebdilgsF4fcVaWJiFS9Y8elZb7GD8tOIWa4SDmwhpLZSUM9w8tJh+zMSEGlZeq4Yy6RxCI1DeZ8SR6AgcX8yAGkhlhUl3zURXpwYEDFYtTaUBkyVSXeTSqFZ3SiTBXyRCZ0VSKORCtx1Tvg5Fu1WAIYiOc/7FnDfYd+rOGv/U6vhGaEkGbeOGMNcdBDXae9Nk3nKFo8VeeiQWEElGQRgd4IvGLcFWZBFqgBqpdyBkvL9Y7CoI4JLgq0LMTfoKe2uOaZpKgCeGeERE65SkQlecb8beGDTJ78TcfHFJ2W6ScjcmcT4WhCvqiGamWDGEnLegq5PkcJ7KCF7ajjFIRGgoRobMqn3FzzTMjr6CjDXIZNJKfskEzx2VHKpptUQqjVBp+o/kQ8BEgDHJzbThdHCKcFCojvxArRGkhRgmkzlglDxKJh7U/8tcgbZqCzxF3XeVDjCmld1qlevqeVzotZ4oTaYpdsJinSDele3qoDRF5vvKnMf+KjhVBjf4peISKqJQqczIqFz8KqI4KFpGKEZ1aqZSqqH6agWz3b4YajcViLNyyqaB6qKKqLoyaqIHqFZ/KVsnioq0aqpf6FpnaqKY6qSmZq8KKpgwXYzt2rPrVq7K6acjarPPVY0oZh8M6rbJaFfDlrNiaLfeFcQqRX9l6L8b6rUYykPdGrebagYYRc7PYk6xqp+f6rl3Urmmhrvonmr0Hr/g6kExBrzSYls15oNrldPjaEr9gjPLKcUN1jASIF42ysGg6nRAbndwaFS+pSRF7EgPbEn8QSE4iMbyFF0UVVri6EbLzsY4FgMiYsiq7sizbsi77sjBrsA1VnTMDsJX/mbEs8bFVhTy/QFk+8wki5mtBOxsRBbSvoBJlpFIVcjqU8RpJe1B/IBuZJoIJMoK8VS5R+zq7FlE4S1M027V+sbE9K2l58jwoUkVOUjqLoyJomxrTsxoidjj6FFaegWgHYjj8EzFyqxn/sLPYgVar8Qx/cDFbZSeKJoBgi11fm7h38QdgUIz0MSXBxVtLhR++Uaelg0hQtrFVZVhfJ7OM8xqP0Ll29RqGWRWdqxJwRVkFa7p2siWnybgWUbGyKxcfW7Ap4mC8FWLFaDiM6BtVBaLF+LhZu3NQBgCv4bjFCLRu2Xp9qxkq8Qemc1MfaydwW4y1u2XZCykfy3mXB0u8/7UnUWM43KEi1KUij4Aij0ufn1Mhg/IMB8K+nst5g+RN0Csgw1Wwn5K++NuCvru9+AbAb/JSxAhll6tkjAUgmYUg1/UHxOhBIHRgJ1qevGYdEfxBKsHAqhM1G7hB+gO0BaxZq3FdApxAi1vCdVG8KOySJ7zCbzE9LmyVMTzDNDwpLVzDOFy7tJvDh1FBGzSCI8vDRSLEVGq/lKEiJkvEWrHDStwXitZKZUS1BcxZqpvAnPUaW5KTTawRTLzFdpHEz5tZN6V7ItaC70Al1JUaZlymXoylN9zGXwwenlFVYAkHYTOmsUdIQcu7V6LHJgnHxgbIunKefRnFYGAuVXUZgf9LmGmLZd/AyMYlyONGs74JA4h7EYPLIXeGu5J8ETBQVdQTxoc2PYGkIM1FWZf3CZR2ym+8vdZoeQy2EhRDiAzDyZ1sEczbH3PMNbIBtKCYvs0xur/MtbccP9W5JZ9xii+FuanhuC14WKnhdxXCQYeYX1I7dipBIW5YzNxsgzdhRmclKNGcfdibx1KWe41lJE8WKNFTjEerJWzczfJsFdbYfLtGver5OrxVIfQXJKUpECgCvDxCGZBrd/N80IKBZwfrEBU8PxWUz4ETvuOJzN8xEPyrJRQWMxx0tLfpsAj90TbxCGGjyRs0E94EB3+gL9SzSH0LBZn5vJThfoVFVdv/XF2P63USEoUYbUZQRIxaDNJA3RTDp1sdEcR62YpzSYiPnBzN8YKdiJtzstSo+Ime+MdBfdUtsZMdEclY3dWu+hEe7dVi/Sxn5D5jfdZVCkzEJxhMRYnNh9Zw3RUnhrxfwbtVRRtgHNd6HRUdYdUbgmtg6Zbe8dR7Xdjzxp9cUSFVlcjEGL80nZ2GHdkRkdJgEWPPC8r3eSJQ9NaS3dks8cTvSBCLvRr2tWtf6tmorRGL6BWKXbD80x2SC9OpPdt8JNqubThfStqXTNu83du+/dvAfcvXqixhHdzG3RXA5CLKUibH3dxrYVoLAQWI7dzU/RW6kVflWt3aLRUBqBDc/7XQ2x3e6fN/lrF44n3eVtHdGTqx6H2o4vre9FXcMgFmrPSc7X2uwQTf+q0s/Lqh9WYQ0n3f79rfVkHg8RNmCFGuvzDdAg6jBs7X7C0TTENx3z0+BdPKDZ6uEc4WD/4QIMDgWmLe2mk8NpPhe9rhT4HiDYF4apcUYNkRh4xiJl6lKt4UNb4Q0H0QlxmWx9QkszrjR8IX/JLXsmHLG7NpbmREqMuqN74Q1/1lH4434JHdQK4rfNEysu1xOFGaUdOuRh4RTQ41aw1gwaS0IF7lu8IXxIgiVdV1UtY4BQtLpiPNBEHNyfG4cTeCYPUa7he8Xzp3i32iybFpVNXiXBFDd/93EM2G5g5OK78V2JlH0PmzscxVpLf5pMSoutgRzVxirZ+Rupe9fu2MRY/Ct8A45gkxfBvO6B+i5pSxvtSnEoVVxpbXzwPxzyTSXs2y4BwSZgecmfc72jv65QNxG7sGAoSmFFJTiRwxkaxuKa4+XXiie+886wISe6X5gkA7EFFbLncuZb6WPaXJM7gr7JJ2n6QuOxTjEat+EcaDocDk18/uIdE+UT1LVUu4VCoh0v1B042SIA78KTyNltQTyusJBxTyB2Ro7jsdYoZ+RBSSEjE78TCrSA5hfPMOLnyBJoSpJYmYHCi52oR9UHH5vBopHW0xmFqSis03HcUB2t9XVb7/ebG1Y5J3I0wZn+btTh7gTRA558BRxBcFKzUe0fNouttYWS87n/OkUeOczVF5FRpl9EobkuzdVJHyzvRNv/RytFc5J9/hB5X32DRgr/WjAU0l+UxczxLtA9mkxC24bvatvvaU5cBWhBDxzBJhfhBMI/bdNF44L/f0vvY2GSjScRyJ6IYlT5hiY9QKsfcG8eFkRCPmFEprL/h/QUvrWyp9OV3K60pRMrjGST0bVOixYxUTDhFzvdXycaTzgzdZj/mEsfamvY2Xt4Gf4nV1qp+53/lPahGQPxDBc+YZilYUopnpAUllL/uNsfYeYx9TYjqvnuTNzKxl5z8AJBW64ezr/70RIKyZsc/8RIURnBM9l5kf+ayfsq59pw8VOf5xe6GBMC/+Z7/2Y8ohSQE9ApEgSQYQn/5BAQLj2T8g/xAqTKjQ4UOIESMC+CPR4kWMGRXCAfArIwAY7yBS1FjS5EmUKVWuZNnS5UuYMWXOpMmSZM1/YA7iVHmTZ8lvABpiBAAAxE6FPn8uZdrU6VOoUaUuVSoTDpSpF6tOBQPgm0ahECAIVAhiaFa0adWuZds261a3M+FCDQpG4zuKz0AAAMTwbFzAgQUPJjx1buGeFdMC8arxV8d/7xiDkfwX8WXMmTVnPrz5o+Ksj+GUfOxRYVcYMCx7Zt3a9euanWE/lL0UCP8EkY4hO/xUdPVs4MGFBzcKxPhx5MmVL2fe3Plz6Mhr83wFAEL0ggCQKvwFAcZw8OHFb8Ze3vx59MnJToWDXuK37+Plz6df3/59/Pn17+ff3/9/AAMUcEACCzTwQAQTVHBBBht08EEII5RwQgortPBCDDPUcEMOO/TwQxBDFHFEEks08UQUU1RxRRZbdPFFGGOUcUYaa7zsHaS2g+ib3Egz7SIebRRyyJoe+2ohiJ4R6BMdLYIPDjhgOFKiP34k8kosU/qFIIYU+uYXkR6h7JtvdnpGpC8hgmKnV+z655kpn3mmysjAzPJOPCX65Q84XlnoESj+kBIMIL6pEgSFvvvABIr2HrIMjKsE+oNRGH55Bog/QOgxT06x3POdkBIS6B0wftnznyp1esauhuCY8q9v3EyooVLB+OqV9TrVVchTP/kjoVdgaM/Uiqp8hU8/rzMOqaG+gePUhRqqErlcd7VWRmihQLQhKIhF1SPjuvznkSnBIMtcySKbVaRubf3nFz+vlTdGaJ8B4J9PYAjUVoPohJS71EZziFTVFPtk2TeNq/Sb4zad92GII5Z4YoortvhijDPWeGOOO/b4Y5BD/jggADs=)

**Ưu điểm** : Phương pháp này giúp các đoạn mã viết bằng Java có thể chạy được trên nhiều nền tảng khác nhau. Với điều kiện là JVM có hỗ trợ chạy trên nền tảng này.

**Nhược điểm** : Cũng như các ngôn ngữ thông dịch khác, quá trình chạy các đoạn mã Java là chậm hơn các ngôn ngữ biên dịch khác (tuy nhiên vẫn ở trong một mức chấp nhận được).

* **Cơ chế thu gom rác tự động**

Khi tạo ra các đối tượng trong Java, JRE sẽ tự động cấp phát không gian bộ nhớ cho các đối tượng ở trên heap.

Với ngôn ngữ như C \ C++, bạn sẽ phải yêu cầu hủy vùng nhớ mà bạn đã cấp phát, để tránh việc thất thoát vùng nhớ. Tuy nhiên vì một lý do nào đó, bạn không hủy một vài vùng nhớ, dẫn đến việc thất thoát và làm giảm hiệu năng chương trình.

Ngôn ngữ lập trình Java hỗ trợ cho bạn điều đó, nghĩa là bạn không phải tự gọi hủy các vùng nhớ. Bộ thu dọn rác của Java sẽ theo vết các tài nguyên đã được cấp. Khi không có tham chiếu nào đến vùng nhớ, bộ thu dọn rác sẽ tiến hành thu hồi vùng nhớ đã được cấp phát.

* **Đa luồng**

Java hỗ trợ lập trình đa tiến trình (multithread) để thực thi các công việc đồng thời. Đồng thời cũng cung cấp giải pháp đồng bộ giữa các tiến trình (giải pháp sử dụng priority...).

* **Tính an toàn và bảo mật**

**Tính an toàn :**

Ngôn ngữ lập trình Java yêu cầu chặt chẽ về kiểu dữ liệu.

+ Dữ liệu phải được khai báo tường minh.

+ Không sử dụng con trỏ và các phép toán với con trỏ.

+ Java kiểm soát chặt chẽ việc truy nhập đến mảng, chuỗi. Không cho phép sử dụng các kỹ thuật tràn. Do đó các truy nhập sẽ không vượt quá kích thước của mảng hoặc chuỗi.

+ Quá trình cấp phát và giải phóng bộ nhớ được thực hiện tự động.

+ Cơ chế xử lý lỗi giúp việc xử lý và phục hồi lỗi dễ dàng hơn.

**Tính bảo mật :**

Java cung cấp một môi trường quản lý chương trình với nhiều mức khác nhau.

+ Mức 1 : Chỉ có thể truy xuất dữ liệu cũng như phương phức thông qua giao diện mà lớp cung cấp.

+ Mức 2 : Trình biên dịch kiểm soát các đoạn mã sao cho tuân thủ các quy tắc của ngôn ngữ lập trình Java trước khi thông dịch.

+ Mức 3 : Trình thông dịch sẽ kiểm tra mã byte code xem các đoạn mã này có đảm bảo được các quy định, quy tắc trước khi thực thi.

+ Mức 4: Java kiểm soát việc nạp các lớp vào bộ nhớ để giám sát việc vi phạm giới hạn truy xuất trước khi nạp vào hệ thống.

### 1.4. các ứng dụng java

* **Java và ứng dụng console**

Ứng dụng Console là ứng dụng nhập xuất ở chế độ văn bản tương tự như màn hình Console của hệ điều hành MS-DOS. Lọai chương trình ứng dụng này thích hợp với những ai bước đầu làm quen với ngôn ngữ lập trình java. Các ứng dụng kiểu Console thường được dùng để minh họa các ví dụ cơ bản liên quan đến cú pháp ngôn ngữ, các thuật toán, và các chương trình ứng dụng không cần thiết đến giao diện người dùng đồ họa.

* **Java và ứng dụng applet**

Java Applet là loại ứng dụng có thể nhúng và chạy trong trang web của một trình duyệt web. Từ khi internet mới ra đời, Java Applet cung cấp một khả năng lập trình mạnh mẽ cho các trang web. Nhưng gần đây khi các chương trình duyệt web đã phát triển với khả năng lập trình bằng VB Script, Java Script, HTML, DHTML, XML, … cùng với sự canh tranh khốc liệt của Microsoft và Sun đã làm cho Java Applet lu mờ. Và cho đến bây giờ gần như các lập trình viên đều không còn “mặn mà” với Java Applet nữa. (trình duyệt IE đi kèm trong phiên bản Windows 2000 đã không còn mặc nhiên hỗ trợ thực thi một ứng dụng Java Applet). Hình bên dưới minh họa một chương trình java applet thực thi trong một trang web.

* **Java và phát triển ứng dụng Desktop dùng AWT và JFC**

Việc phát triển các chương trình ứng dụng có giao diện người dùng đồ họa trực quan giống như những chương trình được viết dùng ngôn ngữ lập trình VC++ hay Visual Basic đã được java giải quyết bằng thư viện AWT và JFC. JFC là thư viện rất phong phú và hỗ trợ mạnh mẽ hơn nhiều so với AWT. JFC giúp cho người lập trình có thể tạo ra một giao diện trực quan của bất kỳ ứng dụng nào

* **Java và phát triển ứng dụng Web**

Java hỗ trợ mạnh mẽ đối với việc phát triển các ứng dụng Web thông qua công nghệ J2EE (Java 2 Enterprise Edition). Công nghệ J2EE hoàn toàn có thể tạo ra các ứng dụng Web một cách hiệu quả không thua kém công nghệ .NET mà Microsft đang quảng cáo. Hiện nay có rất nhiều trang Web nổi tiếng ở Việt Nam cũng như khắp nơi trên thế giới được xây dựng và phát triển dựa trên nền công nghệ Java. Số ứng dụng Web được xây dựng dùng công nghệ Java chắc chắn không ai có thể biết được con số chính xác là bao nhiêu, nhưng chúng tôi đưa ra đây vài ví dụ để thấy rằng công nghệ Java của Sun là một “đối thủ đáng gờm” của Microsoft.

* **Java và phát triển các ứng dụng nhúng**

Java Sun đưa ra công nghệ J2ME (The Java 2 Platform, Micro Edition J2ME) hỗ trợ phát triển các chương trình, phần mềm nhúng. J2ME cung cấp một môi trường cho những chương trình ứng dụng có thể chạy được trên các thiết bị cá nhân như: điện thọai di động, máy tính bỏ túi PDA hay Palm, cũng như các thiết bị nhúng khác.

### 1.5. Dịch và thực thi một chương trình viết bằng Java

Việc xây dựng, dịch và thực thi một chương trình viết bằng ngôn ngữ lập trình java có thể tóm tắt qua các bước sau:

* Viết mã nguồn: dùng một chương trình soạn thảo nào đấy (NotePad hay Jcreator chẳng hạn) để viết mã nguồn và lưu lại với tên có đuôi “.java” .
* Biên dịch ra mã máy ảo: dùng trình biên dịch javac để biên dịch mã nguồn “.java” thành mã của máy ảo (java bytecode) có đuôi “.class” và lưu lên đĩa
* Thông dịch và thực thi: ứng dụng được load vào bộ nhớ, thông dịch và thực thi dùng trình thông dịch Java thông qua lệnh “java”.
  + Đưa mã java bytecode vào bộ nhớ: đây là bước “loading”. Chương trình phải được đặt vào trong bộ nhớ trước khi thực thi. “Loader” sẽ lấy các files chứa mã java bytecode có đuôi “.class” và nạp chúng vào bộ nhớ.
  + Kiểm tra mã java bytecode: trước khi trình thông dịch chuyển mã bytecode thành mã máy tương ứng để thực thi thì các mã bytecode phải được kiểm tra tính hợp lệ.
  + Thông dịch & thực thi: cuối cùng dưới sự điều khiển của CPU và trình thông dịch tại mỗi thời điểm sẽ có một mã bytecode được chuyển sang mã máy và thực thi.

### 1.6. Chương trình java đầu tiên

Viết trên notepad

/\*Viết chương trình in dòng HelloWorld lên màn hình Console\*/

class HelloWorldApp{

public static void main(String[] args)

{

//In dong chu “HelloWorld”

System.out.println(“HelloWorld”);

}

}

Lưu lại với tên HelloWorldApp.java

Việc biên dịch tập tin mã nguồn chương trình HelloWorldApp có thể thực hiện qua các bước cụ thể như sau:

* Mở cửa sổ Command Prompt.
* Chuyển đến thư mục chứa tập tin nguồn vừa tạo ra.
* Thực hiện câu lệnh: javac HelloWordApp.java

Nếu gặp thông báo lỗi “Bad Command of filename” hoặc “The name specified is not recognized as an internal or external command, operable program or batch file” có nghĩa là Windows không tìm được trình biên dịch javac. Để sửa lỗi này chúng ta cần cập nhật lại đường dẫn PATH của hệ thống. Ngược lại nếu thành công bạn sẽ có thêm tập tin HelloWordApp.class.

Cấu trúc chương trình HelloWordApp:

Phương thức main(): là điểm bắt đầu thực thi một ứng dụng. Mỗi ứng dụng Java phải chứa một phương thức main có dạng như sau: public static void main(String[] args) Phương thức main chứa ba bổ từ đặc tả sau:

* public chỉ ra rằng phương thức main có thể được gọi bỡi bất kỳ đối tượng nào.
* static chỉ ra rắng phương thức main là một phương thức lớp.
* void chỉ ra rằng phương thức main sẽ không trả về bất kỳ một giá trị nào.

## Hằng, biến, kiểu dữ lieuj, toán tử, biểu thức và các cấu trúc điều khiển trong java.

### Biến

Biến là vùng nhớ dùng để lưu trữ các giá trị của chương trình. Mỗi biến gắn liền với một kiểu dữ liệu và một định danh duy nhất gọi là tên biến.

* Tên biến thông thường là một chuỗi các ký tự (Unicode), ký số.
* Tên biến phải bắt đầu bằng một chữ cái, một dấu gạch dưới hay dấu dollar.
* Tên biến không được trùng với các từ khóa (xem phụ lục các từ khóa trong java).
* Tên biến không có khoảng trắng ở giữa tên.
* Trong java, biến có thể được khai báo ở bất kỳ nơi đâu trong chương trình.

Cách khai báo :

**<kiểu\_dữ\_liệu> <tên\_biến>;**

**<kiểu\_dữ\_liệu> <tên\_biến> = <giá\_trị>;**

Gán giá trị cho biến:

**<tên\_biến> = <giá\_trị>;**

**Biến toàn cục** : là biến có thể truy xuất ở khắp nơi trong chương trình, thường được khai báo dùng từ khóa public, hoặc đặt chúng trong một class.

**Biến cục bộ:** là biến chỉ có thể truy xuất trong khối lệnh nó khai báo.

### Các kiểu dữ liệu cơ sở

Ngôn ngữ lập trình java có 8 kiểu dữ liệu cơ sở: byte, short, int, long, float, double, boolean và char.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Kiểu | Kích thước (bytes) | Giá trị min | Giá trị max | Giá trị mặc định |
| Byte | 1 | -256 | 255 | 0 |
| Short | 2 | -32768 | 32767 | 0 |
| Int | 4 | -231 | 231-1 | 0 |
| Long | 8 | -263 | 263-1 | 0L |
| float | 4 |  |  | 0.0f |
| double | 8 |  |  | 0.0d |

### Hằng

Hằng là một giá trị bất biến trong chương trình

- Tên hằng được đặt theo qui ước giống như tên biến.

- Hằng số nguyên: trường hợp giá trị hằng ở dạng long ta thêm vào cuối chuỗi số chữ “l” hay “L”. (ví dụ: 1L)

- Hằng số thực: truờng hợp giá trị hằng có kiểu float ta thêm tiếp vĩ ngữ “f” hay “F”, còn kiểu số double thì ta thêm tiếp vĩ ngữ “d” hay “D”.

- Hằng Boolean: java có 2 hằng boolean là true, false.

- Hằng ký tự: là một ký tự đơn nằm giữa nằm giữa 2 dấu ngoặc đơn.

- Hằng chuỗi: là tập hợp các ký tự được đặt giữa hai dấu nháy kép “”. Một hằng chuỗi không có ký tự nào là một hằng chuỗi rỗng.

**2.4. Lệnh, khối lệnh trong java**

Giống như trong ngôn ngữ C, các câu lệnh trong java kết thúc bằng một dấu chấm phẩy (;).

Một khối lệnh là đoạn chương trình gồm hai lệnh trở lên và được bắt đầu bằng dấu mở ngoặc nhọn ({) và kết thúc bằng dấu đóng ngoặc nhọc (}).

Bên trong một khối lệnh có thể chứa một hay nhiều lệnh hoặc chứa các khối lệnh khác.

{ // khối 1

{ // khối 2

lệnh 2.1

lệnh 2.2 …

} // kết thúc khối lệnh 2

lệnh 1.1

ệnh 1.2 …

} // kết thúc khối lệnh 1

{ // bắt đầu khối lệnh 3

// Các lệnh thuộc khối lệnh 3 // …

} // kết thúc thối lệnh 3

* 1. **. Toán tử và biểu thức**

**Toán tủ số học:**

|  |  |
| --- | --- |
| **Toán tử** | **Ý nghĩa** |
| **+** | **Cộng** |
| **\_** | **Trừ** |
| **\*** | **Nhan** |
| **/** | **Chia nguyên** |
| **%** | **Chia dư** |
| **++** | **Tăng 1** |
| **--** | **Giảm 1** |

**Toán tử trên bit**

|  |  |
| --- | --- |
| **Toán tử** | **Ý nghĩa** |
| **&** | **AND** |
| **|** | **OR** |
| **^** | **XOR** |
| **<<** | **Dịch trái** |
| **>>** | **Dịch phải** |
| **>>>** | **Dịch phải và điền 0 và bit trống** |
| **~** | **Bù bit** |

**Toán tủ quan hệ và logic**

Toán tử Ý nghĩa == So sánh bằng != So sánh khác > So sánh lớn hơn < So sánh nhỏ hơn >= So sánh lớn hơn hay bằng <= So sánh nhỏ hơn hay bằng

|  |  |
| --- | --- |
| **Toán tử** | **Ý nghĩa** |
| **==** | **Bằng** |
| **!=** | **Khác** |
| **>** | **Lớn hơn** |
| **<** | **Nhỏ hơn** |
| **>=** | **Lớn hơn hay bằng** |
| **<=** | **Nhỏ hơn hay bằng** |
| **&&** | **AND** |
| **||** | **OR** |
| **!** | **NOT** |

**Toán tử ép kiểu**

- Ép kiểu rộng (widening conversion): từ kiểu nhỏ sang kiểu lớn (không mất mát thông tin)

- Ép kiểu hẹp (narrow conversion): từ kiểu lớn sang kiểu nhỏ (có khả năng mất mát thông tin)

<tên biến>= (kiểu\_dữ\_liệu) <tên biến> ;

**Toán tử diều kiện**

**Cú pháp:**

<điều\_kiện> ? <biểu\_thức\_1> : <biểu\_thức\_2>

Nếu diều kiện đúng thì có giá trị hay thực hiện <biểu\_thức\_1> ngược lại là <biểu\_thức\_2>.

<điều kiện> : là một biểu thức logic

<biểu thức 1>, <biểu thức 2>: có thể là 2 giá trị, 2 biểu thức hay 2 hành động.

**2.6. cấu trúc điều khiển**

**Cấu trúc điều kiện if … else**

Dạng 1: if(<điều kiện>)

{ <khối lệnh>

}

Dạng 2:

if(<điều kiện>)

{ <khối lệnh 1>;

}

Else

{ <khối lệnh 2>;

}

**Cấu trúc switch … case**

Switch ( <biến>)

{

Case <giá trị 1>:

<khối lệnh 1>;

Break;

….

Case <giá trị n>:

<khối lệnh n>;

Break;

Default :

<khối lệnh default >;

}

**Cấu trúc lặp:**

**Dạng 1**: while(…)

while (điều\_kiện\_lặp)

{ khối \_lệnh; }

**Dạng 2**: do { … } while;

do { khối\_lệnh;

} while (điều\_kiện);

**Dạng 3:** for (…)

for (khởi\_tạo\_biến\_đếm;đk\_lặp;tăng\_biến) {

<khối lệnh> ;

}

**Cấu trúc lệnh nhảy:**

**Lệnh break:** trong cấu trúc switch chúng ta dùng câu lệnh break để thoát thỏi cấu trúc switch trong cùng chứa nó. Tương tự như vậy, trong cấu trúc lặp, câu lệnh break dùng để thóat khỏi cấu trúc lặp trong cùng chứa nó.

**Lệnh continue:** dùng để tiếp tục vòng lặp trong cùng chứa nó (ngược với break).

**Nhãn (label):** Không giống như C/C++, Java không hỗ trợ lệnh goto để nhảy đến 1 vị trí nào đó của chương trình. Java dùng kết hợp nhãn (label) với từ khóa break và continue để thay thế cho lệnh goto.

### 2.7. kiểu dữ liệu mảng

**Java có 2 kiểu dữ liệu:**

* Kiểu dữ liệu cơ sở
* Kiểu dữ liệu tham chiếu hay dẫn xuất. thường có kiểu :
  + Kiểu mảng
  + Kiểu lớp
  + Kiểu giao tiếp

Mảng là tập hợp nhiều phần tử có cùng tên, cùng kiểu dữ liệu và mỗi phần tử trong mảng được truy xuất thông qua chỉ số của nó trong mảng.

**Khai báo mảng:**

<kiểu dữ liệu > <tên mảng>[];

Hoặc <kiểu dữ liệu> [] <tên mảng>;

**Cấp phát bộ nhớ cho mảng:**

Để cấp phát bộ nhớ cho mảng trong Java ta cần dùng từ khóa new. (Tất cả trong Java đều thông qua các đối tượng). Chẳng hạn để cấp phát vùng nhớ cho mảng trong Java ta làm như sau:

int arrInt = new int[100];

**khởi tạo mảng:** Chúng ta có thể khởi tạo giá trị ban đầu cho các phần tử của mảng khi nó được khai báo.

Ví dụ: int arrInt[] = {1, 2, 3};

char arrChar[] = {‘a’, ‘b’, ‘c’};

String arrStrng[] = {“ABC”, “EFG”, ‘GHI’};

**Truy cập mảng:**

Chỉ số mảng trong Java bắt đầu tư 0. Vì vậy phần tử đầu tiên có chỉ số là 0, và phần tử thứ n có chỉ số là n-1. Các phần tử của mảng được truy xuất thông qua chỉ số của nó đặt giữa cặp dấu ngoặc vuông ([]).

Ví dụ: int arrInt[] = {1, 2, 3};

int x = arrInt[0]; // x sẽ có giá trị là 1.

int y = arrInt[1]; // y sẽ có giá trị là 2.

int z = arrInt[2]; // z sẽ có giá trị là 3.

## Hướng đối tượng trong java

### Class (lớp)

Chúng ta có thể xem lớp như một khuôn mẫu (template) của đối tượng (Object). Trong đó bao gồm dữ liệu của đối tượng (fields hay properties) và các phương thức(methods) tác động lên thành phần dữ liệu đó gọi là các phương thức của lớp.

Các đối tượng được xây dựng bởi các lớp nên được gọi là các thể hiện của lớp (class instance).

**Khai báo / định nghĩa lớp:**

**Class < ClassName>**

**{**

<kiểu dữ liệu> < field 1>;

<kiểu dữ liệu > < field 2>;

*Constructor*

*method\_1*

*method\_2*

}

class: là từ khóa của java ClassName: là tên chúng ta đặt cho lớp

field\_1, field\_2: các thuộc tính, các biến, hay các thành phần dữ liệu của lớp.

constructor: là sự xây dựng, khởi tạo đối tượng lớp.

method\_1, method\_2: là các phương thức/hàm thể hiện các thao tác xử lý, tác động lên các thành phần dữ liệu của lớp.

**Tạo đối tượng của lớp**

ClassName objectName = new ClassName();

**Thuộc tính của lớp:**

Vùng dữ liệu (fields) hay thuộc tính (properties) của lớp được khai báo bên trong lớp như sau:

**Class <className>;**

**{**

**// khai báo những thuộc tính của lớp**

**<tiền tố > <kiểu dữ liệu> field 1;**

**//…**

**}**

Để xác định quyền truy xuất của các đối tượng khác đối với vùng dữ liệu của lớp người ta thường dùng 3 tiền tố sau: ·

public: có thể truy xuất từ tất cả các đối tượng khác ·

private: một lớp không thể truy xuất vùng private của 1 lớp khác. ·

protected: vùng protected của 1 lớp chỉ cho phép bản thân lớp đó và những lớp dẫn xuất từ lớp đó truy cập đến.

**phương thức lớp:**

Hàm hay phương thức (method) trong Java là khối lệnh thực hiện các chức năng, các hành vi xử lý của lớp lên vùng dữ liệu.

**Khai báo phương thức:**

**< tiền tố> <kiểu trả về> <tên phương thức> (< danh sách đối số>)**

**{**

**<khối lệnh>;**

**}**

Để xác định quyền truy xuất của các đối tượng khác đối với các phương thức của lớp người ta thường dùng các tiền tố sau: ·

* public: phương thức có thể truy cập được từ bên ngoài lớp khai báo.

protected: có thể truy cập được từ lớp khai báo và những lớp dẫn xuất từ nó.

* private: chỉ được truy cập bên trong bản thân lớp khai báo. 51 ·
* static: phương thức lớp dùng chung cho tất cả các thể hiện của lớp, có nghĩa là phương thức đó có thể được thực hiện kể cả khi không có đối tượng của lớp chứa phương thức đó.
* final: phương thức có tiền tố này không được khai báo chồng ớ các lớp dẫn xuất.
* abstract: phương thức không cần cài đặt (không có phần source code), sẽ được hiện thực trong các lớp dẫn xuất từ lớp này.
* synchoronized: dùng để ngăn các tác động của các đối tượng khác lên đối tượng đang xét trong khi đang đồng bộ hóa. Dùng trong lập trình miltithreads.

<kiểu trả vê> : có thể là kiểu void, kiểu cơ sở hay một lớp.

<tên phương thức>: đặt theo qui ước giống tên biến.

<danh sách thông số>: có thể rỗng

**Khởi tạo một đối tượng:**

Contructor thật ra là một loại phương thức đặc biệt của lớp. Constructor dùng gọi tự động khi khởi tạo một thể hiện của lớp, có thể dùng để khởi gán những giá trị măc định. Các constructor không có giá trị trả về, và có thể có tham số hoặc không có tham số.

Constructor phải có cùng tên với lớp và được gọi đến dùng từ khóa new.

Nếu một lớp không có constructor thì java sẽ cung cấp cho lớp một constructor mặc định (default constructor). Những thuộc tính, biến của lớp sẽ được khởi tạo bởi các giá trị mặc định (số: thường là giá trị 0, kiểu luận lý là giá trị false, kiểu đối tượng giá trị null, …)

### Đặc điểm hướng đối tượng trong java

**Đóng gói (encapsulation):**

Cơ chế đóng gói trong lập trình hướng đối tượng giúp cho các đối tượng dấu đi một phần các chi tiết cài đặt, cũng như phần dữ liệu cục bộ của nó, và chỉ công bố ra ngoài những gì cần công bố để trao đổi với các đối tượng khác. Hay chúng ta có thể nói đối tượng là một thành tố hỗ trợ tính đóng gói.

Đơn vị đóng gói cơ bản của ngôn ngữ java là class. Một class định nghĩa hình thức của một đối tượng. Một class định rõ những thành phần dữ liệu và các đoạn mã cài đặt các thao tác xử lý trên các đối tượng dữ liệu đó. Java dùng class để xây dựng những đối tượng. Những đối tượng là những thể hiện (instances) của một class.

Một lớp bao gồm thành phần dữ liệu và thành phần xử lý. Thành phần dữ liệu của một lớp thường bao gồm các biến thành viên và các biến thể hiện của lớp. Thành phần xử lý là các thao tác trên các thành phần dữ liệu, thường trong java người gọi là phương thức. Phương thức là một thuật ngữ hướng đối tượng trong java, trong C/C++ người ta thường dùng thuật ngữ là hàm.

**Tính đa hình (polymorphism):**

Tính đa hình cho phép cài đặt các lớp dẫn xuất khác nhau từ một lớp nguồn. Một đối tượng có thể có nhiều kiểu khác nhau gọi là tính đa hình.

**Tính kế thừa (inheritance):**

Một lớp con (subclass) có thể kế thừa tất cả những vùng dữ liệu và phương thức của một lớp khác (siêu lớp - superclass). Như vậy việc tạo một lớp mới từ một lớp đã biết sao cho các thành phần (fields và methods) của lớp cũ cũng sẽ thành các thành phần (fields và methods) của lớp mới. Khi đó ta gọi lớp mới là lớp dẫn xuất (derived class) từ lớp cũ (superclass). Có thể lớp cũ cũng là lớp được dẫn xuất từ một lớp nào đấy, nhưng đối với lớp mới vừa tạo thì lớp cũ đó là một lớp siêu lớp trực tiếp (immediate supperclass).

Dùng từ khóa extends để chỉ lớp dẫn xuất.

class A extends B

{

// …

}

### Gói (packages)

Việc đóng gói các lớp lại tạo thành một thư viện dùng chung gọi là package.

Một package có thể chứa một hay nhiều lớp bên trong, đồng thời cũng có thể chứa một package khác bên trong.

Để khai báo một lớp thuộc một gói nào đấy ta phải dùng từ khóa package.

Dòng khai báo gói phải là dòng đầu tiên trong tập tin khai báo lớp.

Các tập tin khai báo lớp trong cùng một gói phải được lưu trong cùng một thư mục.