**assignment\_category\_13**

**Dear Candidates,**

Great news! You've made it through our first selection round. We were impressed by your application and skills. You're now invited to the next stage of our selection process. This upcoming project is your chance to show us what you can do. We want to see how you:

* Tackle challenges
* Use your creativity
* Solve problems
* Deliver top-quality work

We're looking forward to seeing your unique talents in action, and this is an exciting opportunity to demonstrate your potential.

#### Historical Artifacts Tracker

##### **Project Overview and Discussion**

This project involves creating a web application for tracking historical artifacts such as Rosetta Stone, Antikythera Mechanism etc. The application will allow users to browse artifacts, view details, and add their own entries. The system will also allow users to like artifacts and keep track of their own contributions. The application should provide a user-friendly interface for managing and displaying information about various historical items.

#### Ensure the Following things to get 100% mark

* Include at least 15 meaningful commits on the client side & 8 meaningful commits on the server side with descriptive messages.
* Include a README file with the project name, purpose, live URL, key features, and any npm packages you have used.
* Ensure the website is fully responsive on mobile, tablet, and desktop.
* Secure Firebase configuration keys using environment variables.
* Secure your MongoDB credentials using the environment variable.
* Create a design that encourages recruiters. Color contrast should please the eye & ensure that the website has proper alignment, space and The website does not express gobindo design .
* If we found your project similar to any project of your module / conceptual / assignment. You will get 0 and may miss the chance of any upcoming reward.

#### Deployment Guideline

If your Deployment is not okay you will get 0 and may miss the chance of our upcoming rewards.

* Ensure that your server is working perfectly on production and not throwing any **CORS / 404 / 504** Errors.
* Ensure that your Live Link is working perfectly and that it is not showing errors on Landing in your system.
* ⚠️ ensure that the page doesn't throw any error on reloading from any routes.
* ⚠️ Add your domain for authorization to Firebase if you use **Netlify** / **surge** / **Vercel**
* ⚠️ Logged in User must not redirect to Login on reloading any private route

#### Layout & Page Structure

1. **Navbar:** The navbar will contain the

* Website Name/Logo: Should reflect the theme,
* Home,
* All Artifacts
* Add Artifacts (Private/Protected Route)
* Conditional “Login” and “Logout”
  1. The “Login” button is conditional, if the user is not logged in it will show the “Login” Button. If a user clicks on “Login” it will redirect to the login page.
  2. But If the user is logged in here you will show the user photoURL, when you hover over the image it will show the displayName. And it will show the “Logout” button.
  3. On clicking on My Profile it will show a dropdown menu. It will show the following routes -
     1. My Artifacts (Private/Protected Route)
     2. Liked Artifacts (Private/Protected Route)

1. **Main Section:**  Main Section will show different pages based on routes.
2. **Footer:** A Footer with all relevant information and eye-catching design.

#### Authentication System

1. **Login Page:** When you click the login button on the navbar it redirects to the login page. You have to use a password and email-based authentication to log in. The login page will have-
   1. Email
   2. Password
   3. Google login/ GitHub- implement any of one
   4. A link that will redirect to the Register page

**🎯Here the email and password should match with the registered email and password. If it doesn’t match, show an error message. You can show an error by using toast/sweet alert if you want.**

1. **Register Page:** You have to use a password and email-based authentication to register. The Register page will have the following -
   1. Name
   2. Email
   3. photoURL
   4. password
   5. A Link that will redirect to the login page

* For password verification you need to follow this -
* Must have an Uppercase letter in the password
* Must have a Lowercase letter in the password
* Length must be at least 6 character
* If any of this isn’t fulfilled it will show an error message /toast
* After successful login or Register you need to show toast/sweet alert

**🎯Don’t implement email verification or forget password method as it will inconvenience the examiner. If you want, you can add these after receiving the assignment result.**

#### Home Page

1. **Banner/Slider:** Add a slider (you can use any type of slider/carousel) with a minimum of 3 slides and meaningful information. Make sure the banner/slider seems eye-catching.
2. **Featured Artifacts:** This section will show a maximum of 6 Artifacts with the highest like count.

Each card will show the following info-

1. Artifact Image
2. Artifact Name
3. Short description
4. Like Count
5. View Details button

Clicking on the "View Detail" button will redirect users to the Artifact Details Page, where they can access comprehensive information about the selected artifact. (see requirement 10)

🎯To show the 6 Artifacts with the highest like count you can use the MongoDB [sort](https://www.mongodb.com/docs/manual/reference/method/cursor.sort/) method.

* **See all button:** Below the 6 cards, there will be a see all button that will redirect the user to the All Artifacts Page (see requirement 12).

1. **Extra Section:** Add 2 relevant and meaningful extra sections on the Home page.

#### Add Artifacts Page (Private route)

1. Create an “Add Artifact” page where there will be a form for the user to add an Artifact. The form will have:
   1. Artifact Name
   2. Artifact Image (valid URL)
   3. Artifact Type (dropdown: Tools, Weapons, Documents, Writings, etc.)
   4. Historical Context
   5. Created At (string, e.g., "100 BC")
   6. Discovered At (string, e.g., "1799")
   7. Discovered By
   8. Present Location
   9. Artifact adder name and email (Logged-in user email & name ) (read-only)
   10. Add Artifact button

**This will be a private/protected route.**

Clicking on the "Add Artifact" button. Upon successful submission, store the data in the database and display a success message using a toast or a SweetAlert notification. **Initially the like count will be 0 for an Artifact.**

#### Artifact Details Page (Private route)

1. The Artifact Details page will be a private/protected route. Please make sure that if the user is not logged in, the private route redirects to the login page. On this page, you will show all the information you have stored in the database about an artifact and there will be a Like Button and Like Count.
2. Clicking on the Like Button will increase the Like Count by 1. This updated count will also be saved to the database.

#### All Artifacts Page

1. Display all artifacts in a card format, showing 2-4 pieces of information about each artifact. Each card will include a "View Detail" button. Clicking on the "View Detail" button will redirect users to the Artifact Details Page, where they can access comprehensive information about the selected artifact. (see requirement 10).

Liked Artifacts Page (Private Route)

1. **It will be a private/protected route.** On this page, a user can see all the artifacts that the user has liked.

🎯If there is no data for Liked Artifacts page then show a meaningful message or something relevant.

#### My Artifacts Page (Private route)

1. **It will be a private/protected route.** On this page, displays all the artifacts added by the logged-in user, ensuring that each user can view only their own submissions. For each artifact listed, there will be an Update button and a Delete button, allowing the user to modify or remove their own data as needed. However, users will not have access to update, or delete artifacts added by others, ensuring data privacy and security.

🎯If there is no data for My Artifacts page then show a meaningful message or something relevant.

1. **Update Page:** When a user clicks on the “Update Button” it will take the user to the Update page, where there will be a form for the user to update an artifact. All the previous data will show as the default value. The form will have the following:
2. Artifact Name
3. Artifact Image (valid URL)
4. Artifact Type (dropdown: Tools, Weapons, Documents, Writings, etc.)
5. Historical Context
6. Created At (string, e.g., "100 BC")
7. Discovered At (string, e.g., "1799")
8. Discovered By
9. Present Location
10. Update Artifact button

**This will be a private/protected route.** When you fill in the data and submit the “Update Artifact” button, this data will be updated to the previous data in your database and you will show a success message through toast/sweet alert. **The update operation must be implemented in such a way that it does not affect the value of the like count and artifact adder information under any circumstances.**

🎯🎯**(Optional):** If you don’t want to create an Update page, you can also use a **modal** to update your data. For this when you click on the “Update” button it will open a modal but make sure you are logged in before updating the data.

🎯**For all the CRUD operations, show relevant toast/ notification/ sweet alert with a meaningful message**

1. **Delete Button**- If the user clicks the delete button, the Artifact will be removed from the database. Before the delete, ask for a delete confirmation. After successful deletion, the user will be redirected to the All Artifacts page (see requirement 12).

#### Additional

* **Dynamic Title:**  Make your website title Dynamic. For every Route change, The Website Title will be changed based on that route.
* **404 page:** Add a 404 page/Not Found Page.
* **Spinner:** Show a loading spinner when the data is in a loading state.
* **Toast:** For all the CRUD operations, show relevant toast/ notification/ sweet alert with a meaningful message.

#### Challenge Requirement Guideline

* **JWT Authentication:** Upon login, you will create a JWT token and store it on the client side. You will send the token with the call and verify the user. Implementing 401 and 403 is optional. Ensure you have implemented the JWT token, create a token, and store it on the client side for both email/password-based authentication and social login. You must implement JWT on your private routes.
* **Toggle Like Button:** The Like Button allows users to toggle between "Liked" and "Disliked" states. Clicking the button updates its visual state (e.g., icon or color change) and modifies the like count displayed on the page. If the artifact is liked, the count increases by one, and if disliked, the count decreases. These changes are reflected both on the page and in the database, ensuring synchronization between the user interface and backend data.
* **Search Functionality:** On the top of the All Artifacts Page, you need to implement search functionality through a search input based on the Artifact Name. You can implement it through the backend.

# **Optional (But Highly Recommended):**

Implement any two tasks from the following optional list:

1. Try to use any other tailwind CSS library like - [mamba Ui](https://mambaui.com/), [shadcn](https://ui.shadcn.com/), [chakra UI](https://chakra-ui.com/), [flowbite](https://flowbite.com/).
2. Add a spinner when the data is in a loading state. You can add a gif/jpg, use any package or customize it using CSS.
3. Explore and implement any of the animations from the Framer Motion.
4. Add one extra feature of your own. This will help you in the future to differentiate your project from others.

#### What to Submit

Live Site Link :

Github Repository ( **server** ) :

Github Repository ( **client** ) :

## **Additional information:**

1. You can host images anywhere.
2. You can use vanilla CSS or any library.
3. Try to host your site on Firebase (Netlify hosting will need some extra configurations)

Firebase Hosting Setup Complete Issue

1. Host your server-side application on Vercel. If needed, you can host somewhere else as well.

How to deploy a Node/Express server using Vercel CLI

Some Common Vercel Errors

1. Make Sure you deploy server-side and client-side on the first day. If you have any issues with hosting or GitHub push, please join the "Github and deploy" related support session.

## **Some Guidelines:**

1. Do not waste much time on the website idea. Just spend 15-20 minutes deciding, find a sample website, and start working on it.

2. Do not waste much time finding the right image. You can always start with a

simple idea. Make the website and then add different images.

3. Don't look at the overall task list. Just take one task at a time and do it. Once it's done, pick the next task. If you get stuck on a particular task, move on to the next Task.

4. Stay calm, think before coding, and work sequentially. You will make it.

5. Be strategic about the electricity issue.

6. use chatGPT to generate JSON data. You can use chatGPT for other purposes as well.