**MINISHIFT/OPENSHIFT DOCUMENT**

https://docs.okd.io/3.11/install/example\_inventories.html

# prerequisites

* disable windows hypervisor and virtual compute platform features from program fatures on/off when using virtualbox hypervisor
* download the minishift release from github and extract in c:\soft\minishift folder

# set the various config parameters:

https://docs.okd.io/3.11/minishift/command-ref/minishift\_config.html

c:\soft\minishift> minishift config set vm-driver virtualbox

c:\soft\minishift> minishift config set disk-size 10GB

c:\soft\minishift> minishift config set memory 6GB

c:\soft\minishift> minishift config set cpus 4

c:\soft\minishift> minishift config set skip-check-openshift-release true

# start the cluster which initiates, validates and creates the minishift cluster

c:\soft\minishift> minishift start

# get the oc path environment and run the below output commands

c:\soft\minishift> minishift oc-env

SET PATH=C:\Users\atlantis\.minishift\cache\oc\v3.11.0\windows;%PATH%

REM Run this command to configure your shell:

REM @FOR /f "tokens=\*" %i IN ('minishift oc-env') DO @call %i

# login to the minishift cluster

c:\soft\minishift> minishift console

url: it opens the url https://192.168.99.101:8443/console in the browser.

user id: developer password: developer

user id: admin password: admin

# get the login command to log in to the cluster from the oc

go to the menu written developer in the top right corner and click on

"copy the login command" the clipboard has the following command

"oc login https://192.168.99.101:8443 --token=GVW14WaeEkTzwehltGEYCrDdGoP03TRgxUyxGVY-am0"

# now login to the cluster using the copied command

c:\soft\minishift> oc login https://192.168.99.101:8443 --token=GVW14WaeEkTzwehltGEYCrDdGoP03TRgxUyxGVY-am0

# configure the docker env

c:\soft\minishift> minishift docker-env

SET DOCKER\_TLS\_VERIFY=1

SET DOCKER\_HOST=tcp://192.168.99.101:2376

SET DOCKER\_CERT\_PATH=C:\Users\atlantis\.minishift\certs

REM Run this command to configure your shell:

REM @FOR /f "tokens=\*" %i IN ('minishift docker-env') DO @call %i

# now we can use the docker commands on the local machine

# compile and deploy a java microservice to okd

https://openliberty.io/guides/okd.html#what-is-origin-community-distribution-of-kubernetes-okd

# create a service account

c:\soft\minishift> oc create sa <sa-name>

# get service account

c:\soft\minishift> oc get sa

# create a group ( login as admin )

c:\soft\minishift> oc adm groups new mygroup

# assign a role to a group

c:\soft\minishift> oc policy add-role-to-group edit mygroup

# add a user named melvin to a group named mygroup

c:\soft\minishift> oc adm groups add-users mygroup melvin

# get the groups

c:\soft\minishift> oc get groups

# add cluster level role to a user

c:\soft\minishift> oc adm policy add-cluster-role-to-user cluster-admin melvin

# create a secret from a string literal

c:\soft\minishift> oc create secret generic mysecret --from-literal key1=secret1 --from-literal key2=secret2 -n myproj

# create password file for users with htpasswd

c:\soft\minishift> htpasswd -c users.txt melvin

# create a secret from a htpasswd generated file

c:\soft\minishift> oc create secret generic mysecret --from-file htpasswd=users.txt -n myproj

# add labels to nodes

c:\soft\minishift> oc label node hostname env=production

# expose a service

c:\soft\minishift> oc expose service servcie\_name --port 80

# expose an app : get the service for the app and then use the service name to expose the app

c:\soft\minishift> oc get svc

c:\soft\minishift> oc expose svc/name

# expose deployment in minishift

c:\soft\minishift> oc expose deployment/hello-limit --port 80 --target-port 8080

# scale replicaset

c:\soft\minishift> oc scale --replicas 3 deployment/hello-limit

# autoscale a deployment

c:\soft\minishift> oc autoscale dc/hello --min 1 --max 10 --cpu-percent 80

# get all the configured clusters

c:\soft\minishift> oc config get-clusters

# view the combined configuration

c:\soft\minishift> oc config view

# use the different commands in oc config <sub commands>

current-context Displays the current-context

delete-cluster Delete the specified cluster from the kubeconfig

delete-context Delete the specified context from the kubeconfig

get-clusters Display clusters defined in the kubeconfig

get-contexts Describe one or many contexts

rename-context Renames a context from the kubeconfig file.

set Sets an individual value in a kubeconfig file

set-cluster Sets a cluster entry in kubeconfig

set-context Sets a context entry in kubeconfig

set-credentials Sets a user entry in kubeconfig

unset Unsets an individual value in a kubeconfig file

use-context Sets the current-context in a kubeconfig file

view Display merged kubeconfig settings or a specified kubeconfig file

# get pod spec in yaml format

c:\soft\minishift> oc get pods -n default

c:\soft\minishift> oc get pod docker-registry-1-bdwls -o yaml -n default

# get api resources

c:\soft\minishift> oc api-resources

# get all the objects in the default namespace and store the yaml output

c:\soft\minishift> oc get deploy,sts,svc,configmap,secret -n default -o yaml

--export > default.yaml

# bash script to export yaml to sub folders

for n in $(kubectl get -o=name

pvc,configmap,serviceaccount,secret,ingress,service,

deployment,statefulset,hpa,job,cronjob )

do

mkdir -p $(dirname $n)

kubectl get -o=yaml --export $n > $n.yaml

done

# another bash script to export yaml to a single folder

for n in $(kubectl get -o=name

pvc,configmap,ingress,service,secret,deployment,

statefulset,hpa,job,cronjob | grep -v 'secret/default-token')

do

kubectl get -o=yaml --export $n > $(dirname $n)\_$(basename $n).yaml

done

# stop the cluster

c:\soft\minishift> minishift stop

# delete the cluster

c:\soft\minishift> minishift delete

# delete the c:\users\atlantis\.minishift folder

-----------------------------------------------------------------------------------

# oc project commands

# current project

c:\soft\minishift> oc project

# list projects

c:\soft\minishift> oc get project

# switch to a project named melvin

c:\soft\minishift> oc project melvin

# view the cluster config

c:\soft\minishift> oc config view

# evicting pods

oc get pod -n studytonight | grep Evicted | awk '{print $1}' | xargs kubectl

delete pod -n studytonight

# get pods identified by a specific label

kubectl get pods --all-namespaces -o=jsonpath="{..image}" -l app=nginx

# get secret value from a secret object

kubectl get secret <my\_secret\_name> -o 'go-template={{index .data

"<key\_name>"}}' | base64 -d

ex:

kubectl get secret my-secret -o 'go-template={{index .data "username"}}' |

base64 -d

**USING JSONPATH WITH OC/KUBECTL**

![](data:image/png;base64,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)

| **JSONPATH FILTER** | **YOU GET...** |
| --- | --- |
| ['item'][?(@.['child\_item'])] | All items with the specified child\_item. |
| ['item'][?(@.['child\_item'] == 'a\_string')] | All items with the specified child\_item is equal to a\_string. |
| ['item'][?(@.['child\_item'] > 10)] | All items where child\_item is greater than 10. |
| ['item'].[?(@.['child\_item\_date'] > '2018-01-01')] | All items where child\_item\_date is greater than 2018-01-01. |
| ['item'].[?(@.['child\_item'] > 10)].['another\_child\_item'] | The another\_child\_item where an items child\_item is greater than 10. |
| ['item'].[?(@.['child\_item'])].['another\_child\_item'] | All another\_child\_items that have an item that the specified child\_item. |

| **KUBECTL JSONPATH Function** | **Description** | **Example** | **Result** |
| --- | --- | --- | --- |
| Text | the plain text | kind is {.kind} | kind is List |
| @ | the current object | {@} | the same as input |
| . or [] | child operator | {.kind} or {['kind']} | List |
| .. | recursive descent | {..name} | 127.0.0.1 127.0.0.2 myself e2e |
| \* | wildcard. Get all objects | {.items[\*].metadata.name} | [127.0.0.1 127.0.0.2] |
| [start:end :step] | subscript operator | {.users[0].name} | myself |
| [,] | union operator | {.items[\*]['metadata.name', 'status.capacity']} | 127.0.0.1 127.0.0.2 map[cpu:4] map[cpu:8] |
| ?() | filter | {.users[?(@.name=="e2e")].user.password} | secret |
| range, end | iterate list | {range .items[\*]}[{.metadata.name}, {.status.capacity}] {end} | [127.0.0.1, map[cpu:4]] [127.0.0.2, map[cpu:8]] |
| "" | quote interpreted string | {range .items[\*]}{.metadata.name}{"\t"}{end} | 127.0.0.1 127.0.0.2 |

# using jsonpath to get pod names from all namespaces

c:\soft\minishift> oc get pods -A -o=jsonpath="{range.items[\*]}{.metadata.namespace},{.metadata.name}{'\n'}{end}"

# using jsonpath to get pod names from a specified namespaces

c:\soft\minishift> oc get pods -n myproject -o=jsonpath="{range .items[\*]}{.metadata.namespace},{.metadata.name}{'\n'}{end}"

# get pod name

c:\soft\minishift> oc get pods -o jsonpath="{range.items[?(@status.phase)]}{.metadata.name}{'\n'}{end}"

oc get pods -o jsonpath="{range.items[?(@status.phase)]}{.metadata.name}::{.status.phase}{'\n'}{end}"

# get pods in a ns which are running

c:\soft\minishift> oc get pods --namespace myproject -o jsonpath="{range.items[?(@.status.phase=='Running')]}{.metadata.name}::{.status.phase}{'\n'}{end}"

# get pods in a ns which have failed

c:\soft\minishift> oc get pods --namespace myproject -o jsonpath="{range.items[?(@.status.phase=='Failed')]}{.metadata.name}::{.status.phase}{'\n'}{end}"

-----------------------------------------------------------------------------------

**SOURCE TO IMAGE TO GIT PULL, BUILD, CONTAINERIZE, DEPLOY A SPRING BOOT APP TO**

**MINISHIFT/ OPENSHIFT PLATFORM**

-----------------------------------------------------------------------------------

**project in the laptop:** c:\soft\minishift-examples\demo

**project workspace:** c:\soft\minishift-examples\demo-ws

git repo for building and deploying a spring boot app using the openshift s2i

**https:**

https://github.com/messages-one/minishift-examples.git

echo "# minishift-examples" >> README.md

git init

git add README.md

git commit -m "first commit"

git branch -M main

git remote add origin https://github.com/messages-one/minishift-examples.git

git push -u origin master

git remote add origin https://github.com/messages-one/minishift-examples.git

git branch -M main

git push -u origin master

**ssh:**

git@github.com:messages-one/minishift-examples.git

echo "# minishift-examples" >> README.md

git init

git add README.md

git commit -m "first commit"

git branch -M main

git remote add origin git@github.com:messages-one/minishift-examples.git

git push -u origin master

git remote add origin git@github.com:messages-one/minishift-examples.git

git branch -M main

git push -u origin master

-----------------------------------------------------------------------------------

# create a project

c:\soft\minishift> oc new-project minishift-demo-project

# get the oc client and extract to c:\soft\minishift folder

<https://access.redhat.com/downloads/content/290/ver=4.10/rhel---8/4.10.14/x86_64/product-software>

# get docker client from

<https://download.docker.com/win/static/stable/x86_64/>

# copy the docker.exe in c:\soft\minishift folder

# get the docker env details from minishift

c:\soft\minishift> minishift docker-env

# execute the output of the above command one by one

# login to the registry.redhat.io

<https://access.redhat.com/RegistryAuthentication#creating-registry-service-accounts-6>

redhat developer account:

user name: messages.one@outlook.com

password: discovery

# creating registry service account

<https://access.redhat.com/RegistryAuthentication#creating-registry- serviceaccounts-6>

# login to the registry.redhat.io from docker

c:\soft\minishift> docker login https://registry.redhat.io

user name: messages.one@outlook.com

password: aprilJones@67

# pull the jdk11 s2i image: check this page:

<https://docs.openshift.com/online/pro/using_images/s2i_images/java.html>

c:\soft\minishift> docker pull registry.redhat.io/ubi8/openjdk-11

# pull the latest openjdk-17 s2i image from registry.access.redhat.com

use the same credentials as above.

list of downloadable container images for minishift/openshift:

<https://catalog.redhat.com/software/containers/explore>

c:\soft\minishift> docker pull registry.access.redhat.com/ubi8/openjdk-17:1.12-

1.1651233093

# create a new app and begin the build process with jdk-11

c:\soft\minishift> oc new-app registry.redhat.io/ubi8/openjdk-

11~https://github.com/messages-one/minishift-examples.git --name=minishift-demo

# to use the jdk-17 s2i

c:\soft\minishift> oc new-app registry.access.redhat.com/ubi8/openjdk-

17~https://github.com/messages-one/minishift-examples.git --name=minishift-demo

# check the compiler logs if a build fails

c:\soft\minishift> oc logs -f bc/minishift-demo

# restart the build

c:\soft\minishift> oc start-build minishift-demo

# when the build is successful we get a docker image in the logs

172.30.1.1:5000/demo-minishift-s2i/minishift-demo:latest

# check that the image exists

c:\soft\minishift> docker images

REPOSITORY TAG

172.30.1.1:5000/demo-minishift-s2i/minishift-demo latest

registry.access.redhat.com/ubi8/openjdk-17 1.12-1.1651233093 registry.redhat.io/ubi8/openjdk-11 latest

# get pods

c:\soft\minishift> oc get pods

# delete multiple pods

c:\soft\minishift> oc delete pods minishift-demo-1-build minishift-demo-2-build

minishift-demo-3-build

-----------------------------------------------------------------------------------

# enable admin addon. this plugin helps to login to Minishift as cluster admin.

c:\soft\minishift> minishift addons apply admin-user

# grant role cluster-admin to user admin.

c:\soft\minishift> oc login -u system:admin

c:\soft\minishift> oc adm policy add-cluster-role-to-user cluster-admin admin

c:\soft\minishift> oc login -u admin -p admin

# The image used for building runnable Java apps (openjdk18-openshift) is not

# available by default on Minishift.

# We can import it manually from RedHat registry using oc import-image command or

# just enable and apply plugin xpaas.

c:\soft\minishift> minishift addons apply xpaas

# login to the minishift console as admin

C:\soft\minishift> minishift console

user name: admin password: admin

# select the project demo-minishift-s2i

# go the application menu on the left

Select the services -> minishift-demo -> create a route -> copy the url

Ex: <http://minishift-demo-minishift-demo-project.192.168.99.101.nip.io/hello>

# your application is accessible from this url

-----------------------------------------------------------------------------------

**SIMPLE EXAMPLE PROJECT**

# create a new project

c:\soft\minishift> oc new-project melvin

Now using project "melvin" on server "https://192.168.99.101:8443".

You can add applications to this project with the 'new-app' command.

For example, try:

oc new-app centos/ruby-25-centos7~https://github.com/sclorg/ruby-ex.git

to build a new example application in Ruby.

c:\soft\minishift> oc new-app openshift/hello-openshift

--> Found Docker image 7af3297 (4 years old) from Docker Hub for

"openshift/hello-openshift"

\* An image stream tag will be created as "hello-openshift:latest" that will

track this image

\* This image will be deployed in deployment config "hello-openshift"

\* Ports 8080/tcp, 8888/tcp will be load balanced by service "hello-openshift"

\* Other containers can access this service through the hostname "hello-

openshift"

--> Creating resources ...

imagestream.image.openshift.io "hello-openshift" created

deploymentconfig.apps.openshift.io "hello-openshift" created

service "hello-openshift" created

--> Success

Application is not exposed. You can expose services to the outside world by

executing one or more of the commands below:

'oc expose svc/hello-openshift'

Run 'oc status' to view your app.

# create an ingress object ingress.yaml

apiVersion: networking.k8s.io/v1

kind: Ingress

metadata:

name: hello-openshift

spec:

rules:

- host: hello-openshift.yourcluster.example.com # change the host name. yourcluster.example.com is the cluster name given at the time of creation

http:

paths:

- backend:

# Forward to a Service called 'hello-openshift'

service:

name: hello-openshift

port:

number: 8080

path: /

pathType: Exact

# apply the ingress object. it also creates a route which is a wildcard domain

c:\soft\minishift> oc apply -f ingress.yaml

# get the ingress object

c:\soft\minishift> oc get ingress

# get the route

c:\soft\minishift> oc get route

# access the app

c:\soft\minishift> curl hello-openshift.apps.ocp1.example.com

# delete the route

c:\soft\minishift> oc delete route hello-openshift-5cbw4

# delete the ingress object in this project

c:\soft\minishift> oc delete ingress --all

-----------------------------------------------------------------------------------

c:\soft\minishift> minishift start

The server is accessible via web console at:

https://192.168.99.101:8443/console

You are logged in as:

User: developer

Password: <any value>

To login as administrator:

oc login -u system:admin

-----------------------------------------------------------------------------------

**WORKING WITH PV/PVC**

# ssh into the docker container hosting the minishift cluster

c:\soft\minishift> minishift ssh

[docker@minishift ~]$ sudo -i

[root@minishift ~]#

[root@minishift ~]# mkdir -p /mnt/sda1/var/lib/minishift/openshift.local.volumes/pv

[root@minishift ~]# mkdir

/mnt/sda1/var/lib/minishift/openshift.local.volumes/pv/registry

[root@minishift ~]# chmod 777 –R

/mnt/sda1/var/lib/minishift/openshift.local.volumes/pv

[root@minishift ~]# exit

[docker@minishift ~]$ exit

c:\soft\minishift>

# create a pv spec in c:\soft\minishift\minishift-demo-pv.yaml

apiVersion: v1

kind: PersistentVolume

metadata:

name: minishift-demo-pv

labels:

minishift-demo-storage: "1"

spec:

storageClassName: local-storage

capacity:

storage: 1Gi

accessModes:

- ReadWriteOnce

storageClassName: local-storage

hostPath:

path: /mnt/sda1/var/lib/minishift/openshift.local.volumes/pv/registry

c:\soft\minishift> oc create -f minishift-demo-pv.yaml

# create a pvc spec in c:\soft\minishift\minishift-demo-pvc.yaml

apiVersion: v1

kind: PersistentVolumeClaim

metadata:

name: minishift-demo-pvc

namespace: minishift-demo-project

resourceVersion: '259804'

spec:

volumeName: minishift-demo-pv

storageClassName: local-storage

volumeMode: Filesystem

accessModes:

- ReadWriteOnce

resources:

requests:

storage: 1Gi

selector:

matchLabels:

minishift-demo-storage: "1"

c:\soft\minishift> oc create -f minishift-demo-pvc

# use the pvc in a pod c:\soft\minishift\pod.yaml

**apiVersion**: v1

**kind**: Pod

**metadata**:

**name**: minishift-demo

**spec**:

**volumes**:

- **name**: minishift-storage

**persistentVolumeClaim**:

**claimName**: minishift-demo-pvc

**containers**:

- **name**: minishift-demo

**image**: 172.30.1.1:5000/minishift-demo-project/minishift-demo

**ports**:

- **containerPort**: 80

**name**: "http-server"

**volumeMounts**:

- **mountPath**: "/usr/share/nginx/html"

**name**: minishift-storage

c:\soft\minishift> oc create -f pod.yaml

USING PV/PVC FOR GCP FILESTORE NFS SERVICE WITH GKE

<https://cloud.google.com/filestore/docs/accessing-fileshares>

GKE VERSION UPGRADE CONTROL / DATA PLANE

<https://www.youtube.com/watch?v=ajbC1yTW2x0>

Gke version upgrade happens in two steps

1. upgrade the control plane

For zero downtime always create a regional gke cluster

gke does a rolling update

the old version node is drained and cordoned to ensure no pods are running.

The node is deleted and a new node is created with the new version

these steps are repeated for all the nodes until the control plane is

updated

this process can be automated by enabling the automatic node upgrades.

If this option is not selected gke will still alert when a new version is

available

Always ensure that you have a replic for your pods as standalone pods won’t

be scheduled

2. using multiple node pools to update the cluster

Here we create a fresh node pool instead of updating the old node pool and then

migrate workload to the new node pool one node at a time

This is a manual process

Assume that the gke cluster has 3 nodes in a node pool named default-pool

$ kubectl get nodes

$ gcloud container node-pools create pool-two

$ kubectl get nodes

At this point in time the pods are still running on the old node pool

Now lets move the workload one node at a time. Cordon the node so that no new pods are scheduled on that node

$ kubectl cordon <node-name>

$ kubectl drain <node-name> --force

ensure that the pods are scheduled on the new node

Repeat the steps for all the nodes

// finally remove the old node pool

$ gcloud container node-pools delete default-pool

If for some reason the upgrade fails then

Uncordon the old node

Mark node <node-name> as schedulable.

$ kubectl uncordon <node-name>

-----------------------------------------------------------------------------------

Kubectl command reference:

<https://jamesdefabia.github.io/docs/user-guide/kubectl/kubectl/>

kubectl get secret my-secret -o 'go-template={{index .data "username"}}' | base64 -d

kubectl rollout status deployment/<deployment-name>

This will run in foreground, it waits and displays the status, and exits when rollout is complete on success or failure. If you're writing a shell script, then check the return code right after the command, something like this.

kubectl rollout status deployment/<deployment-name>

if [[ "$?" -ne 0 ]] then

echo "deployment failed!"

exit 1

fi

To even further automate your script:

deployment\_name=$(kubectl get deployment -n <your namespace> | awk '!/NAME/{print $1}')

kubectl rollout status deployment/"${deployment\_name}" -n <your namespace>

if [[ "$?" -ne 0 ]] then

echo "deployment failed!"

#exit 1

else

echo "deployment succeeded"

fi

**ISTIO MINISHIFT ADDON AND DEPLOY A SAMPLE APP**

<https://github.com/VeerMuchandi/istio-on-openshift/blob/master/DeployingIstioWithMinishift.md>

# if the profile exists due to a failed installation then delete the profile

c:\soft\minishift> minishift delete profile servicemesh

$ rm -rf ~/.minishift/profiles/servicemesh

# create a minishift profile

c:\soft\minishift> minishift profile set servicemesh

c:\soft\minishift> minishift config set memory 8GB

c:\soft\minishift> minishift config set cpus 4

c:\soft\minishift> minishift config set image-caching true

c:\soft\minishift> minishift config set openshift-version v3.10.0

c:\soft\minishift> minishift addon enable admin-user

c:\soft\minishift> minishift addon enable anyuid

# start minishift

c:\soft\minishift> minishift start

c:\soft\minishift> oc login -u system:admin

c:\soft\minishift> git clone https://github.com/minishift/minishift-addons

c:\soft\minishift> oc new-project myproject

c:\soft\minishift> oc project myproject

c:\soft\minishift> minishift addon install C:\soft\minishift\minishift-

addons\add-ons\istio

c:\soft\minishift> minishift addon enable istio

c:\soft\minishift> minishift addon apply istio

c:\soft\minishift> oc get pods -w -n istio-system --as system:admin

# verify istio installation

c:\soft\minishift> oc project istio-system

c:\soft\minishift> oc get sa

NAME SECRETS AGE

builder 2 7h

default 2 7h

deployer 2 7h

elasticsearch 2 7h

grafana 2 7h

istio-citadel-service-account 2 7h

istio-egressgateway-service-account 2 7h

istio-galley-service-account 2 7h

istio-ingressgateway-service-account 2 7h

istio-mixer-service-account 2 7h

istio-pilot-service-account 2 7h

istio-sidecar-injector-service-account 2 7h

jaeger 2 7h

kiali-service-account 2 7h

openshift-ansible 2 7h

prometheus 2 7h

c:\soft\minishift> oc get pods

NAME READY STATUS RESTARTS AGE

istio-ca-2617747623-0ch0b 1/1 Running 0 15s

istio-egress-2389443630-l8706 1/1 Running 0 16s

istio-ingress-355016184-nd4gp 1/1 Running 0 16s

istio-mixer-3229407178-v3q3m 2/2 Running 0 19s

istio-pilot-589912157-7x7p7 1/1 Running 0 17s

c:\soft\minishift> oc get crd

NAME AGE

adapters.config.istio.io 7h

apikeys.config.istio.io 7h

attributemanifests.config.istio.io 7h

authorizations.config.istio.io 7h

bypasses.config.istio.io 7h

checknothings.config.istio.io 7h

circonuses.config.istio.io 7h

deniers.config.istio.io 7h

destinationrules.networking.istio.io 7h

edges.config.istio.io 7h

envoyfilters.networking.istio.io 7h

fluentds.config.istio.io 7h

gateways.networking.istio.io 7h

handlers.config.istio.io 7h

httpapispecbindings.config.istio.io 7h

httpapispecs.config.istio.io 7h

installations.istio.openshift.com 7h

instances.config.istio.io 7h

kubernetesenvs.config.istio.io 7h

kuberneteses.config.istio.io 7h

listcheckers.config.istio.io 7h

listentries.config.istio.io 7h

logentries.config.istio.io 7h

memquotas.config.istio.io 7h

meshpolicies.authentication.istio.io 7h

metrics.config.istio.io 7h

noops.config.istio.io 7h

opas.config.istio.io 7h

openshiftwebconsoleconfigs.webconsole.operator.openshift.io 7h

policies.authentication.istio.io 7h

prometheuses.config.istio.io 7h

quotas.config.istio.io 7h

quotaspecbindings.config.istio.io 7h

quotaspecs.config.istio.io 7h

rbacconfigs.rbac.istio.io 7h

rbacs.config.istio.io 7h

redisquotas.config.istio.io 7h

reportnothings.config.istio.io 7h

rules.config.istio.io 7h

servicecontrolreports.config.istio.io 7h

servicecontrols.config.istio.io 7h

serviceentries.networking.istio.io 7h

servicerolebindings.rbac.istio.io 7h

serviceroles.rbac.istio.io 7h

signalfxs.config.istio.io 7h

solarwindses.config.istio.io 7h

stackdrivers.config.istio.io 7h

statsds.config.istio.io 7h

stdios.config.istio.io 7h

templates.config.istio.io 7h

tracespans.config.istio.io 7h

virtualservices.networking.istio.io 7h

c:\soft\minishift> oc get attributemanifests

NAME AGE

istioproxy 7h

kubernetes 7h

c:\soft\minishift> oc get metrics

NAME AGE

requestcount 7h

requestduration 7h

requestsize 7h

responsesize 7h

tcpbytereceived 7h

tcpbytesent 7h

c:\soft\minishift> oc get prometheuses

NAME AGE

handler 7h

c:\soft\minishift> oc get rules

NAME AGE

kubeattrgenrulerule 7h

promhttp 7h

promtcp 7h

stdio 7h

stdiotcp 7h

tcpkubeattrgenrulerule 7h

c:\soft\minishift> oc get logentries

NAME AGE

accesslog 7h

tcpaccesslog 7h

c:\soft\minishift> oc get stdios

NAME AGE

handler 7h

c:\soft\minishift> oc get deployments

NAME DESIRED CURRENT UP-TO-DATE AVAILABLE AGE

grafana 1 1 1 1 7h

istio-citadel 1 1 1 1 7h

istio-egressgateway 1 1 1 1 7h

istio-galley 1 1 1 1 7h

istio-ingressgateway 1 1 1 1 7h

istio-pilot 1 1 1 1 7h

istio-policy 1 1 1 1 7h

istio-sidecar-injector 1 1 1 1 7h

istio-statsd-prom-bridge 1 1 1 1 7h

istio-telemetry 1 1 1 1 7h

jaeger-collector 1 1 1 1 7h

jaeger-query 1 1 1 1 7h

kiali 1 1 1 1 7h

prometheus 1 1 1 1 7h

Note the services running here.

c:\soft\minishift> oc get svc

NAME TYPE CLUSTER-IP EXTERNAL-IP PORT(S) AGE

elasticsearch ClusterIP 172.30.221.120 <none> 9200/TCP 7h

elasticsearch-cluster ClusterIP 172.30.146.4 <none> 9300/TCP 7h

grafana ClusterIP 172.30.98.124 <none> 3000/TCP 7h

istio-citadel ClusterIP 172.30.7.128 <none> 8060/TCP,9093/TCP 7h

istio-egressgateway ClusterIP 172.30.42.76 <none> 80/TCP,443/TCP 7h

istio-galley ClusterIP 172.30.40.24 <none> 443/TCP,9093/TCP 7h

istio-ingressgateway LoadBalancer 172.30.57.84 172.29.203.39,172.29.203.39 80:31380/TCP,443:31390/TCP,31400:31400/TCP,15011:30316/TCP,8060:32290/TCP,853:31213/TCP,15030:30194/TCP,15031:31527/TCP 7h

istio-pilot ClusterIP 172.30.7.142 <none> 15010/TCP,15011/TCP,8080/TCP,9093/TCP 7h

istio-policy ClusterIP 172.30.57.36 <none> 9091/TCP,15004/TCP,9093/TCP 7h

istio-sidecar-injector ClusterIP 172.30.76.218 <none> 443/TCP 7h

istio-statsd-prom-bridge ClusterIP 172.30.56.73 <none> 9102/TCP,9125/UDP 7h

istio-telemetry ClusterIP 172.30.16.103 <none> 9091/TCP,15004/TCP,9093/TCP,42422/TCP 7h

jaeger-collector ClusterIP 172.30.21.135 <none> 14267/TCP,14268/TCP,9411/TCP 7h

jaeger-query LoadBalancer 172.30.102.230 172.29.59.125,172.29.59.125 80:30224/TCP 7h

kiali ClusterIP 172.30.178.25 <none> 20001/TCP 7h

prometheus ClusterIP 172.30.63.80 <none> 9090/TCP 7h

tracing LoadBalancer 172.30.226.196 172.29.56.4,172.29.56.4 80:31411/TCP 7h

zipkin ClusterIP 172.30.218.223 <none> 9411/TCP

c:\soft\minishift> oc get route

NAME HOST/PORT PATH SERVICES PORT TERMINATION WILDCARD

grafana grafana-istio-system.192.168.64.72.nip.io grafana http None

istio-ingressgateway istio-ingressgateway-istio-system.192.168.64.72.nip.io istio-ingressgateway http2 None

jaeger-query jaeger-query-istio-system.192.168.64.72.nip.io jaeger-query jaeger-query edge None

kiali kiali-istio-system.192.168.64.72.nip.io kiali http-kiali reencrypt None

prometheus prometheus-istio-system.192.168.64.72.nip.io prometheus http-prometheus None

tracing tracing-istio-system.192.168.64.72.nip.io tracing tracing edge None

# deploy the sample bookinfo app that comes with istio

<https://istio.io/latest/docs/examples/bookinfo/>

# Add a namespace label to instruct Istio to automatically inject Envoy sidecar

proxies when you deploy your application in the namespace

c:\soft\minishift> oc label namespace myproject istio-injection=enabled

# these commands are meant for minishift/openshift clusters

$ oc adm policy add-scc-to-group anyuid system:serviceaccounts:istio-system

$ oc -n istio-system expose svc/istio-ingressgateway --port=http2

# **debugging istio elastic search pod failure with creash back off status**

# look into the logs of the pod in minishift console.

# It displays that the container failed because the memory mapped file size is too less

Go to the windows console

c:\soft\minishift> minishift ssh

$ sudo sysctl -w vm.max\_map\_count=262144

Now check the pod status. Elastic search should come up successful and so will jaeger containers.

# deploy the sample app. Check the below link

<https://istio.io/latest/docs/setup/getting-started/#bookinfo>

c:\soft\minishift> oc apply -f C:\soft\minishift\istio-1.13.4/samples/bookinfo/platform/kube/bookinfo.yaml

# another sample app which routes traffic thru istio gateway

<http://heidloff.net/article/sample-app-manage-microservices-traffic-istio/>

XXX

https://itnext.io/minishift-istio-up-and-running-93bd125fe310

**atlantis@kubuntu**:**~**$ oc new-project istio-system

Now using project "istio-system" on server "https://192.168.99.101:8443".   
  
 You can add applications to this project with the 'new-app' command. For example, try:   
  
    oc new-app rails-postgresql-example   
  
 to build a new example application in Ruby. Or use kubectl to deploy a simple Kubernetes

application:   
  
    kubectl create deployment hello-node --image=k8s.gcr.io/e2e-test-images/agnhost:2.33 -- /agnhost

serve-hostname   
  
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user anyuid -z istio-ingress-service-account   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:anyuid added: "istio-ingress-service-account"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user privileged -z istio-ingress-service-account   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:privileged added: "istio-ingress-service-account"   
**atlantis@kubuntu**:**~**$  oc adm policy add-scc-to-user anyuid -z istio-egress-service-account   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:anyuid added: "istio-egress-service-account"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user privileged -z istio-egress-service-account   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:privileged added: "istio-egress-service-account"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user anyuid -z istio-pilot-service-account   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:anyuid added: "istio-pilot-service-account"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user privileged -z istio-pilot-service-account   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:privileged added: "istio-pilot-service-account"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user anyuid -z istio-grafana-service-account -n istio-system   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:anyuid added: "istio-grafana-service-account"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user anyuid -z istio-prometheus-service-account -n istio-system   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:anyuid added: "istio-prometheus-service-account"   
**atlantis@kubuntu**:**~**$  oc adm policy add-scc-to-user anyuid -z prometheus -n istio-system   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:anyuid added: "prometheus"   
**atlantis@kubuntu**:**~**$  oc adm policy add-scc-to-user privileged -z prometheus   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:privileged added: "prometheus"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user anyuid -z grafana -n istio-system   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:anyuid added: "grafana"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user privileged -z grafana   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:privileged added: "grafana"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user anyuid -z default   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:anyuid added: "default"   
**atlantis@kubuntu**:**~**$ oc adm policy add-scc-to-user privileged -z default   
clusterrole.rbac.authorization.k8s.io/system:openshift:scc:privileged added: "default"   
**atlantis@kubuntu**:**~**$ oc adm policy add-cluster-role-to-user cluster-admin -z default   
clusterrole.rbac.authorization.k8s.io/cluster-admin added: "default"   
**atlantis@kubuntu**:**~**$  

oc adm policy add-scc-to-user anyuid -z istio-ingress-service-account   
oc adm policy add-scc-to-user privileged -z istio-ingress-service-account   
oc adm policy add-scc-to-user anyuid -z istio-egress-service-account   
oc adm policy add-scc-to-user privileged -z istio-egress-service-account   
oc adm policy add-scc-to-user anyuid -z istio-pilot-service-account   
oc adm policy add-scc-to-user privileged -z istio-pilot-service-account   
oc adm policy add-scc-to-user anyuid -z istio-grafana-service-account -n istio-system   
oc adm policy add-scc-to-user anyuid -z istio-prometheus-service-account -n istio-system   
oc adm policy add-scc-to-user anyuid -z prometheus -n istio-system   
oc adm policy add-scc-to-user privileged -z prometheus   
oc adm policy add-scc-to-user anyuid -z grafana -n istio-system   
oc adm policy add-scc-to-user privileged -z grafana   
oc adm policy add-scc-to-user anyuid -z default   
oc adm policy add-scc-to-user privileged -z default   
oc adm policy add-cluster-role-to-user cluster-admin -z default