**Повторяем теорию: работа со строками и символами**

string.ascii\_lowercase = 'abcdefghijklmnopqrstuvwxyz'

string.ascii\_uppercase = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

str.**find**(substr) - ищет в строке str первое вхождение подстроки substr и возвращает индекс начала подстроки. Если не находит, возвращает -1.

>>> a = list('Hello')

>>> print(a)

['H', 'e', 'l', 'l', 'o']

>>> s = '-'.join(a)

>>> s

'H-e-l-l-o'

>>> ord('a')

97

>>> chr(97)

'a'

>>> 'HElLo, WoRlD'.lower()

'hello, world'

>>> 'HElLo, WoRlD'.upper()

'HELLO, WORLD'

Slice - часть строки или списка [от:до] или [от:до:шаг]

>>> s = 'Hello!'

>>> s[1:4]

'ell'

>>> s[2:]

'llo!'

>>> s[:2]

'He'

>>> s[1:5:2]

'el'

>>> s[0:5:2]

'Hlo'

>>> s[::2]

'Hlo'

>>> s[::-2]

'!le'

>>> s[::-1]

'!olleH'

Перебираем с индексами:

for i, c in enumerate('hello'):

print(i, c)

# получим

# 0 h

# 1 e

# 2 l

# 3 l

# 4 o

[Повторяем списки](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonList)

**Шифры**

Переписку могут перехватывать. Чтобы письма не могли читать другие люди, их шифровали.

**Шифр Цезаря**

Очень старый шифр. Алфавит сдвигается на N букв и получается зашифрованный алфавит. Cдвинем на 3 буквы, получим:

abcdefghijklmnopqrstuvwxyz - что было

defghijklmnopqrstuvwxyzabc - зашифрованный алфавит

Зашифруем текст, заменяя букву а на d, b на e, с на f и так далее.

Строка 'hello' превратится в 'khoor'.

**Задача 1.**

Написать одному человеку кодирование (шифрование), а другому - декодирование (расшифровку).

Шифрование:

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=1&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=1&up=0#sorted_table) |
| 3 hello | khoor |
| 3 hello, world! | khoor, zruog! |

Расшифровка:

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=2&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=2&up=0#sorted_table) |
| -3 khoor | hello |
| -3 khoor, zruog! | hello, world! |

n = int(input())

text = input()

text = text.lower() # все буквы маленькие

oldalphabet = 'abcdefghijklmnopqrstuvwxyz'

# или можно написать так:

# oldalphabet = string.ascii\_lowercase

def make\_alphabet(oldalphabet, n):

"""

из алфавита oldalphabet делает новый алфавит, сдвигая его на n букв.

Возвращает новый алфавит

"""

# тут нужно написать код

def code\_subst(oldalphabet, newalphabet, text):

"""

Шифрует подстановками text из алфавита oldalphabet в алфавит newalphabet.

Возвращает зашифрованный текст

"""

# тут нужно написать код

newalphabet = make\_alphabet(oldalphabet, n)

codetext = code\_subst(oldalphabet, newalphabet, text)

print(codetext)

**Задача 2. Взлом шифра**

Вы знаете, что фраза зашифрована кодом цезаря с неизвестным сдвигом. Попробуйте все возможные сдвиги и расшифруйте фразу.

Номер варианта дает преподаватель

1 zcysrgdsj gq zcrrcp rfyl sejw.

2 ibtpmgmx mw fixxiv xler mqtpmgmx.

3 rhlokd hr adssdq sgzm bnlokdw.

4 tfdgcvo zj svkkvi kyre tfdgcztrkvu.

5 xdsl ak twllwj lzsf fwklwv.

6 wtevwi mw fixxiv xler hirwi.

7 cplolmtwtej nzfyed.

8 qncagyj ayqcq ypcl'r qncagyj clmsef rm zpcyi rfc psjcq.

9 itbpwcop xzikbqkitqbg jmiba xczqbg.

10 uhhehi ixekbt duluh fqii iybudjbo.

11 sljcqq cvnjgagrjw qgjclacb.

12 sx dro pkmo yp kwlsqesdi, bopeco dro dowzdkdsyx dy qeocc.

13 lzwjw kzgmdv tw gfw-- sfv hjwxwjstdq gfdq gfw --gtnagmk osq lg vg al.

14 grznuamn zngz cge sge tuz hk uhbouay gz loxyz atrkyy eua'xk jazin.

15 dem yi rujjuh jxqd duluh.

16 fqymtzlm sjajw nx tkyjs gjyyjw ymfs \*wnlmy\* stb.

17 fc qeb fjmibjbkqxqflk fp exoa ql bumixfk, fq'p x yxa fabx.

18 xu iwt xbeatbtcipixdc xh tphn id tmeapxc, xi bpn qt p vdds xstp.

19 zmyqebmoqe mdq azq tazwuzs sdqmf upqm — xqf'e pa yadq ar ftaeq!

**Шифр Цезаря с изменением алфавита**

Чтобы шифр было труднее взломать, новый алфавит делается с ключевой фразой.

Буквы из ключевой фразы берутся по 1 разу, остальные буквы берутся из алфавита.

abcdefghijklmnopqrstuvwxyz + apple

bcdfghijkmnoqrstuvwxyzaple

**Задача 3.1: буквы в числа**

Дан текст. Замените каждую букву на число - порядковый номер буквы в алфавите. А на 1, В на 2, С на 3 и так далее.

Пробел заменять на 0. Другие символы оставлять как есть.

Числа печатайте через пробел.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=3&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=3&up=0#sorted_table) |
| hello | 8 5 12 12 15 |
| Hello, world! | 8 5 12 12 15 , 0 23 15 18 12 4 ! |

**Задача 3.2: Обратная задача**

Замените числа, написанные через пробел, на буквы. Не числа не изменять.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=4&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=4&up=0#sorted_table) |
| 8 5 12 12 15 | hello |
| 8 5 12 12 15 , 0 23 15 18 12 4 ! | hello, world! |

**Задача 3.3: Убрать гласные буквы**

В английском алфавите буквы eyuioa - гласные. Удалите из текста все гласные буквы.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=5&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=5&up=0#sorted_table) |
| apple | ppl |
| Good morning! | Gd mrnng! |

**Задача 3.4: Оставить только НЕ гласные буквы**

В английском алфавите буквы eyuioa - гласные. Удалите из текста все гласные буквы. Удалите из текста все НЕ буквы.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=6&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=6&up=0#sorted_table) |
| apple | ppl |
| Good morning! | Gdmrnng |

**Задача 3.5: Убрать повторяющиеся буквы и лишние символы**

Построим по ключевой фразе часть алфавита. Возьмем все буквы по одному разу. Не буквы убрать.

Буквы должны идти в том порядке, в котором встретились в первый раз.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=7&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=7&up=0#sorted_table) |
| apple | aple |
| Good morning! | godmrni |

**Задача 3.6: Убрать из первого слова все буквы, которые есть во втором слове**

Дан алфавит (все буквы уникальные) и сжатое ключевое слово (каждая буква встречается только 1 раз).

Построить новый алфавит, который состоит из сжатого ключевого слова и оставшихся букв алфавита.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=8&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=8&up=0#sorted_table) |
| apple abcdefghijklmnopqrstuvwxyz | aplebcdfghijkmnoqrstuvwxyz |
| godmrni abcdefghijklmnopqrstuvwxyz | godmrniabcefhjklpqstuvwxyz |

**Задача 3.7: Убрать повторяющиеся буквы и лишние символы**

Зашифруйте текст. Ключевой фразой возьмите свое имя. Сдвиг 3.

**Устойчивость шрифтов с подстановками**

Шрифты с подстановками легко взломать, зная как часто встречаются буквы в тексте.

![20px-English-slf.png](data:image/png;base64,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)

Видно, что всего в английском языке встречается буква e.

**Бинарный шифр**

Поставим каждому символу свое число (по порядку)

Число в десятичной системе представляется как 495 = 4\*102 + 9\*101 + 5\*102

Числа можно записывать как суммы степеней числа 2, а не 10. Это бинарное число.

10112 = 1\*23 + 0\*22 + 1\*21 + 1\*20 = 1\*8 + 0\*4 + 1\*2 + 1\*1 = 8+4+1 = 1310

пробел - 0 - 00000

a - 1 - 00001

b - 2 - 00010

c - 3 - 00011

d - 4 - 00100

e - 5 - 00101

f - 6 - 00110

g - 7 - 00111

h - 8 - 01000

i - 9 - 01001

j - 10 - 01010

k - 11 - 01011

l - 12 - 01100

m - 13 - 01101

n - 14 - 01110

o - 15 - 01111

p - 16 - 10000

q - 17 - 10001

r - 18 - 10010

s - 19 - 10011

t - 20 - 10100

u - 21 - 10101

v - 22 - 10110

w - 23 - 10111

x - 24 - 11000

y - 25 - 11001

z - 26 - 11010

Хотим зашифровать слово hello. Это числа

h - 8 - 01000

e - 5 - 00101

l - 12 - 01100

l - 12 - 01100

o - 15 - 01111

Выпишем бинарные числа.

01000 00101 01100 01100 01111

0 - маленькая буква, 1 - большая буква.

Зашифруем эту последовательность из 0 и 1 в тексте

Beautiful is better than ugly. Explicit is better than implicit. Simple is better than complex.

01000 00101 01100 01100 01111

010000010 10 110001 1000 1111

beautiful is better than ugly. explicit is better than implicit.

bEautifUl Is BEtteR[?](http://acm.mipt.ru/twiki/bin/edit/Cintro/BEtteR?topicparent=Cintro.PythonCodes) Than UGLY

**Задача 4.0: Буквы в числа**

Из строки получите список чисел.

Каждую букву замените на ее порядковый номер. А на 1, В на 2, С на 3 и так далее.

Пробел заменить на 0. Прочие символы удалить.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=9&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=9&up=0#sorted_table) |
| hello | [8, 5, 12, 12, 15] |
| Hello, world! | [8, 5, 12, 12, 15, 0, 23, 15, 18, 12, 4] |

**Задача 4.1: Цифры числа**

Напечатайте 4 последних цифры числа в обратном порядке.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=10&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=10&up=0#sorted_table) |
| 1279 | [9, 7, 2, 1] |
| 9876543206 | [6, 0, 2, 3] |
| 15 | [5, 1, 0, 0] |

**Задача 4.2: Цифры числа в прямом порядке**

Напечатайте 4 последних цифры числа в обратном порядке.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=11&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=11&up=0#sorted_table) |
| 1279 | [1, 2, 7, 9] |
| 9876543206 | [3, 2, 0, 6] |
| 15 | [0, 0, 1, 5] |

**Задача 4.3: Бинарное представление числа**

Дано число. Напечатайте его 6 последних бинарных цифр.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=12&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=12&up=0#sorted_table) |
| 5 | [0, 0, 1, 0, 1] |
| 1 | [0, 0, 0, 0, 1] |
|  | [0, 0, 0, 0, 0] |
| 15 | [0, 1, 1, 1, 1] |

**Задача 4.4: НеРоВнЫй[?](http://acm.mipt.ru/twiki/bin/edit/Cintro/%D0%9D%D0%B5%D0%A0%D0%BE%D0%92%D0%BD%D0%AB%D0%B9?topicparent=Cintro.PythonCodes) ПоЧеРк[?](http://acm.mipt.ru/twiki/bin/edit/Cintro/%D0%9F%D0%BE%D0%A7%D0%B5%D0%A0%D0%BA?topicparent=Cintro.PythonCodes)**

В тексте напишите буквы в порядке "большая буква", "маленькая буква". Не буквы оставлять как есть. Они на порядок букв не влияют.

|  |  |
| --- | --- |
| [**Input**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=0&table=13&up=0#sorted_table) | [**Output**](http://acm.mipt.ru/twiki/bin/view/Cintro/PythonCodes?sortcol=1&table=13&up=0#sorted_table) |
| hello | HeLlO[?](http://acm.mipt.ru/twiki/bin/edit/Cintro/HeLlO?topicparent=Cintro.PythonCodes) |
| a.b,c | A.b,C |
| Hello, Harry Potter! | HeLlO[?](http://acm.mipt.ru/twiki/bin/edit/Cintro/HeLlO?topicparent=Cintro.PythonCodes), HaRrY[?](http://acm.mipt.ru/twiki/bin/edit/Cintro/HaRrY?topicparent=Cintro.PythonCodes) pOtTeR! |

**Задача 4.5: НеРоВнЫй[?](http://acm.mipt.ru/twiki/bin/edit/Cintro/%D0%9D%D0%B5%D0%A0%D0%BE%D0%92%D0%BD%D0%AB%D0%B9?topicparent=Cintro.PythonCodes) ПоЧеРк[?](http://acm.mipt.ru/twiki/bin/edit/Cintro/%D0%9F%D0%BE%D0%A7%D0%B5%D0%A0%D0%BA?topicparent=Cintro.PythonCodes) по образцу**

Дан список из 0 и 1 - образец.

Дана строка. В строке букв больше, чем чисел в образце.

Буквы в строке должны стать большими и маленькими в таком порядке, который указан в образце. Если в списке очередное число 0, то буква маленькая. Если в списке очередное число 1, то буква большая.

Когда образец (список чисел) закончится,

case = [0, 1, 1, 0, 1, 0, 0, 1]

text = 'Hello, world!'

def encode(text, case):

# тут нужно написать код

result = encode(text, case)

print(result) # hELlO, woR

**Задача 4.6: Бинарный шифр.**

Напишите программу, которая шифрует ваше имя в этом тексте:

Beautiful is better than ugly.

Explicit is better than implicit.

Simple is better than complex.

Complex is better than complicated.

Flat is better than nested.

Sparse is better than dense.

Readability counts.

Special cases aren't special enough to break the rules.

Although practicality beats purity.

Errors should never pass silently.

Unless explicitly silenced.

In the face of ambiguity, refuse the temptation to guess.

There should be one-- and preferably only one --obvious way to do it.

Although that way may not be obvious at first unless you're Dutch.

Now is better than never.

Although never is often better than \*right\* now.

If the implementation is hard to explain, it's a bad idea.

If the implementation is easy to explain, it may be a good idea.

Namespaces are one honking great idea — let's do more of those!