|  |
| --- |
| A close up of a clock  Description automatically generated |
| A close up of a logo  Description automatically generated  Research on executing regular expressions on strings using Thompsons Construction |
| |  |  |  | | --- | --- | --- | | MICHELLE LALLY | 3/31/19 | Graph Threory | |

# Regular Expressions

## <https://en.wikipedia.org/wiki/Regular_expression>

* A Regular Expression is a sequence of characters that define a search pattern. It means, “the specific, standard textual syntax for representing patterns for matching text.”
* Regular Expressions are commonly used in string searching algorithms for find or find and replace functionality
* Their use can be found in text editors, word processors, search engines and for input validation.
* The idea of a regular expression developed around the 1950’s by Stephen Cole Kleene who was an American Mathematician who helped with the founding of recursion theory, also known as computability theory.
* Kleene along with several other mathematicians went on to build the basis of theoretical computer science and would become the interest of his lifelong research.

There are 2 types of characters in a regex:

Special Characters used in Regular Expressions

**Metacharacter:** Has a special meaning.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| [ | ] | \ | ^ | $ | . | | |
| ? | \* | + | { | } | ( | ) |

Examples of literal characters used in Regular Expressions

**Literal Character:** A regular character that has its literal meaning

|  |  |
| --- | --- |
| a-z | A-Z |
| 0-9 | !%&:;@ |

* When used together, metacharacters and literal characters are used to patterns and it can match many different instances of it.
* Most programming languages provide a library with regex capabilities and functions.

<https://www.princeton.edu/~mlovett/reference/Regular-Expressions.pdf>

* A Regular Expression is used to describe a pattern for searching a special string of text.
* When a string is found using a regular expression, it is referred to as a match. A match is just the piece of text that has been found and corresponds to the regular expression.
* Many different programming languages implement regular expressions. They usually have minor differences with syntax but can execute similar processes.

|  |  |
| --- | --- |
| **Expression** | **Matches** |
| regex | The literal text:  regex |
| ^\b[A-Z0-9.\_%+-]+@[A-Z0-9.-]+\.[A-Z]{2,}? | Email addresses that must be:  A series of letters, digits, dots, underscores, percentage signs, and hyphens.  Followed by an at symbol.  Another series of letters, digits, dots, underscores, percentage signs, and hyphens.  Then a single dot and 2 or more letters |
| reg(ular expressions?|ex(p|es)?) | The 5 following words in one search:  regular expression  regular expressions  regex  regexp  regexes |
| ^(19|20)\d\d[- /.](0[1-9]|1[012])[- /.](0[1-9]|[12][0-9]|3[01])$ | Dates in the YYYY-MM-DD format:  From 1990-01-01  To 2099-12-31 |

**How to check a valid date in Perl.**

sub isvaliddate {

my $input = shift;

if ($input =~ m!^((?:19|20)\d\d)[- /.](0[1-9]|1[012])[- /.](0[1-9]|[12][0-9]|3[01])$!){

# At this point, $1 holds the year, $2 the month and $3 the day of the date entered

# 31st of a month with 30 days

if ($3 == 31 and ($2 == 4 or $2 == 6 or $2 == 9 or $2 == 11)) {

return 0;

# February 30th or 31st

} elsif ($3 >= 30 and $2 == 2) {

return 0;

# February 29th outside a leap year

} elsif ($2 == 2 and $3 == 29 and not ($1 % 4 == 0 and ($1 % 100 != 0 or $1 % 400 == 0))) {

return 0;

# Valid date

} else {

return 1;

}

# Not a date

} else {

return 0;

}

}

## <https://github.com/ianmcloughlin/slides-regular-expressions/raw/master/slides.pdf>

* RE are strings that represent patterns of text
* Brackets are used to group the characters together
* They are used to search other strings for patterns

**Special Characters**

|  |  |  |
| --- | --- | --- |
| **.** | To concatenate | a.b means a followed by b |
| **|** | Means or | a|b means a or b |
| **\*** | Zero or more times | a\* means 0 or more a’s |

**Precedence**

* \* comes first
* . after \* but before |
* | comes last
* Treat brackets as individual charcters

## <https://docs.python.org/2/library/re.html>

* Regular expressions can be concatenated to form new regular expressions; if A and B are both regular expressions, then AB is also a regular expression. In general, if a string p matches A and another string q matches B, the string pq will match AB.

**Characters that have a special meaning when using the re library**

|  |  |
| --- | --- |
| **Dot (.)** | Any character except a newline |
| **Caret (^)** | The start of a string |
| **Dollar ($)** | The end of a string |
| **Asterisk (\*)** | Match 0 or more repetitions as possible of the RE |
| **Plus (+)** | Match 1 or more repetitions as possible of the RE |
| **Question (?)** | Match 1 or 0 or more repetitions as possible of the RE |
| **Square Brackets ([])** | A set of characters |
| **Pipe (|)** | Either or |
| **Back slash (\)** | Special sequence |
| **Round Brackets ()** | A group |

**Functions used in the re library**

|  |  |
| --- | --- |
| **findall** | Returns list of all matches |
| **search** | Returns an object that if there’s a match in the string |
| **split** | Returns list where the string in split at each match |
| **sub** | Replaces one or more matches with a string |

I will keep these symbols and functions in mind when building my program

Predefined sets of characters

|  |  |
| --- | --- |
| \d | Matches any decimal digit; this is equivalent to the class [0-9]. |
| \D | Matches any non-digit character; this is equivalent to the class [^0-9]. |
| \s | Matches any whitespace character; this is equivalent to the class [ \t\n\r\f\v]. |
| \S | Matches any non-whitespace character; this is equivalent to the class [^ \t\n\r\f\v]. |
| \w | Matches any alphanumeric character; this is equivalent to the class [a-zA-Z0-9\_]. |
| \W | Matches any non-alphanumeric character; this is equivalent to the class [^a-zA-Z0-9\_]. |

# Stephen Cole Kleene

## <https://en.wikipedia.org/wiki/Stephen_Cole_Kleene>

* The inventor of regular expressions had many other contributions to mathematical logic.
* Computability theory is what Kleene is best known for by studying its’ basic objects, computable functions which refer to calculations that can be made using a mechanical calculation device with a procedure outlined by an algorithm.
* There are many mathematical notions which were named in honour of his work that solved problems that have made the modern computing we have today possible.
* Some of these concepts that may be heard of today; Kleene hierarchy, Kleene star, Kleene recursion theorem, Kleene algebra.
* He worked alongside some of the other big names known for mathematics such as [Alonzo Church](https://en.wikipedia.org/wiki/Alonzo_Church), [Alan Turing](https://en.wikipedia.org/wiki/Alan_Turing) and [Rózsa Péter](https://en.wikipedia.org/wiki/R%C3%B3zsa_P%C3%A9ter).

# Finite Automata

## <http://infolab.stanford.edu/~ullman/focs/ch10.pdf>

* The finite automaton is a graph-based way of specifying patterns. These come in two varieties, deterministic automata and nondeterministic automata
* Regular expressions are an algebra for describing the same kinds of patterns that can be described by automata
* Regular expressions can be converted to automata and vice versa
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**Program written in C which examines a sequence of letters that contain aeiou which represents the Automaton above**

#include <stdio.h>

#define TRUE 1

#define FALSE 0

typedef int BOOLEAN;

BOOLEAN findChar(char \*\*pp, char c){

(while (\*\*pp != c && \*\*pp != ’\0’)

(\*pp)++;

if (\*\*pp == ’\0’)

return FALSE;

else {

(\*pp)++;

return TRUE;}

}

BOOLEAN testWord(char \*p){

/\* state 0 \*/

if (findChar(&p, ’a’))

/\* state 1 \*/

if (findChar(&p, ’e’))

/\* state 2 \*/

if (findChar(&p, ’i’))

/\* state 3 \*/

if (findChar(&p, ’o’))

/\* state 4 \*/

if (findChar(&p, ’u’))

/\* state 5 \*/

return TRUE;

return FALSE;

}

main(){

printf("%d\n", testWord("abstemious"));

}

## <https://swtch.com/~rsc/regexp/regexp1.html>

* Finite Automate are another way to describe sets of character strings. They are also known as state machines.
* The machine reads an input string one character at a time, following arrows corresponding to the input to move from state to state
* There are 2 types of machines that can be used to represent Finite Automata.

|  |  |
| --- | --- |
| **Deterministic (DFA)** | **Non-Deterministic (DFA)** |
| Only possible to be in 1 state at a time | Machines that must choose between multiple possible next states |
| Each input letter leads to at least one new state | To always let the machine guess which state it thinks is correct |
|  | NFA for a(bb)+a |

![DFA execution on abbbba](data:image/png;base64,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)**An example of a DFA that**

**recognizes the set of string matched by**

**abbbba**

* When the DFA reads the first letter of the string, the a, it is in the start state s0.
* It follows the a arrow to state s1.
* This process repeats as the DFA reads the rest of the string: b to s2, b to s3, b to s2, b to s3, and finally a to s4
* The DFA ends in *s*4, a matching state, so it matches the string
* If the machine ends in a non-matching state, it does not match the string

NFA’s & DFA’s are a powerful way of matching Regular Expressions. Every regular expression has an equivalent NFA, they can match the same strings.

There have been many ways described on how to convert regular expressions into NFA’s, Thompsons Construction for example is a method used which has been proven to speed up the matching process to make 1,000,000 times faster.

# Thompsons Construction Algorithm

## <https://github.com/ianmcloughlin/slides-thompson/raw/master/slides.pdf>

* An algorithm to construct an NFA from a regular expression
* The NFA will recognize the same language as the regular expression
* Using fragments which are a smaller NFA inside the overall NFA which are on the stack
* Normal characters are pushed to the stack
* Special characters are popped from and pushed to the stack

**Types of characters**

* Normal, non-special characters including the empty string, push the fragment to the stack
* Where there is a . or a | pop 2 fragments from the stack
* Where there is a \*, ? or + pop 1 fragment from the stack

**Algorithm**

* Read the regular expression from left to right and build up NFA’s one character at a time.
* When you come across a special character, used NFA’s previously created to create one with the special character to build one NFA
* Pop 1 or 2 automata off the stack
* Put each automaton to the left of the first automata
* Build a new, bigger automaton to add to the stack
* At the end, there should only be one automaton

**Examples of the smaller NFA’s that will be built at a time after each character is read**

|  |  |
| --- | --- |
| A single literal character  Single-character NFA | The concatenation of e1 and e2  Concatenation NFA |
| The choice of e1 or e2  Alternation NFA | The choice of e or the empty string  Zero or one NFA |
| The choice of zero of more of e  Zero or more NFA | Having only one or more of e  One or more NFA |

# Postfix and Infix

## [http://interactivepython.org/runestone/static/pythonds/BasicDS/InfixPrefixandPostfixExpres ions.html](http://interactivepython.org/runestone/static/pythonds/BasicDS/InfixPrefixandPostfixExpres%20ions.html)

* An arithmetic expression such as B \* C is a type of notation is referred to as **infix** since the operator is in between the two operands that it is working on
* Each operator has a **precedence** level. Operators of higher precedence are used before operators of lower precedence
* The only thing that can change that order is the presence of parentheses. The precedence order for arithmetic operators’ places multiplication and division above addition and subtraction.
* Remember that computers need to know exactly what operators to perform and in what order

**Expression Examples**

|  |  |
| --- | --- |
| A + B \* C | B and C are multiplied first, and A is then added to that result |
| (A + B) \* C | Parentheses would force the addition of A and B to be done first before the multiplication. |
| A + B + C | By precedence the leftmost + would be done first. |

# Shunting Yard Algorithm

## <https://web.microsoftstream.com/video/a29536d4-e975-4172-a470-40b4fe28866e>

* Translates infix to postfix
* Postfix puts the operator (|, \*, .) after the operands (a, b)
* Precedence needs to be taken into consideration when translating

**Precedence**

1. **\* Kleene star**
2. **. Concatenate**
3. **| Or**

**Expression Examples**

|  |  |
| --- | --- |
| **Infix** | **Postfix** |
| a.b | ab. |
| a|b | ab| |
| a\* | a\* |

* Using the stack data structure, you can translate infix to postfix
* Each time you open a bracket, put the operator inside that bracket onto the stack
* Each time you close a bracket, take the operator inside that bracket off the stack in order of whichever is on top.
* If the operator that is about to be added to stack has lower or equal precedence than the operator at the top of the stack, take it off the stack and added to the expression
* Each time an operator is taken off the stack and the brackets has been closed; the stack is then cleared. Start fresh

**Elaborated Expression Example**

|  |  |
| --- | --- |
| **Infix** | **Postfix** |
| (a|b).(a\*|b\*) | ab|a\*b\*|. |

**Steps:**

1. Put ( onto the stack
2. Put a into the expression
3. Put | onto the stack
4. Put b into the expression
5. Take | off the stack and put into the expression because the brackets have closed. The stack is now empty
6. Put . onto the stack
7. Put ( onto the stack
8. Put a into the expression
9. Put \* onto the stack
10. Put | onto the stack
11. Take \* off the stack because it has higher precedence than | and put into the expression
12. Put b into the expression
13. Put \* onto the stack
14. Take \* off the stack and put into the expression because the brackets have closed, and it has higher precedence than |
15. Take . off the stack. The stack is now empty
16. The expression has all been read into postfix notation