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# **Introduction**

This document describes the process of data exchange necessary for creating payment orders and their implementation in the NBS Payment System (PP), based on transactions created in the third party IT system - external partner and forwarded / imported into the IT system of PaySpot payment institution. The exchange of data required for the creation of payment orders is done between the IT system of the external partner and the PaySpot IT system by calling the web service that PaySpot exposed to the external partner for that purpose.

After receiving the data necessary to create a payment order, PaySpot controls them, as well as the necessary additional processing needed to create a payment order and prepare it for sending through the IT system of the partner bank, in accordance with established procedures for payment orders. The created order and its sending for realization in PP-NBS is done on the basis of instructions received from the external partner, including the value date for the realization of the order.

PaySpot and the external partner exchange unique references that identify the transaction / order in each of the systems. Further access to the account by the external partner is initiated by quoting the transaction reference or order in the external partner's system and the order reference obtained from the PaySpot system.

The exchange of data between the IT system of the partner and PaySpot is performed in accordance with the specifications of the content of web service messages described in this document. Data exchange is being done:

* by calling the appropriate PaySpot Web service method
* by sending a message of the appropriate message type (MsgType) in the web service method call

**Note:**

This is the initial document that describes the proposed data exchange process between the IT systems of external partners and PaySpot, as well as the structure of data exchange methods. PaySpot forwards sales orders to the commercial bank, under its business policy, and follows the technical specification for data exchange with the commercial bank.

## **Web service structure**

Data exchange with the PaySpot system is done by calling the universal PaySpot **REST web service.**

The service's base address is represented in this document by the variable {resource\_service\_base}, and its value will be provided later.

Rest web service uses the JSON message structure to send the data necessary to create payment orders in the PaySpot system. The exposed web service contains only one method, which is called with the appropriate message/request type. The global structure of the web service method is:

### **The structure of the request created by the external system**

**REQUEST:**

**{**

**"data": {**

**"header": {**

**"companyID": xxxxxxxxxxx,**

**"externalRequestID": ”nnnnnnnn”,**

**"requestDateTime":"date and time of request",**

**"msgType":  Message Type ID,**

**"hash":  “Authentication Hash string”,**

**"rnd": “Random string”,**

**"language": 1,**

**},**

**"body": {**

**Structure defined by type of a message**

**}**

**}**

**}**

The structure of the request header is always the same.

### **The structure of the response created by the PaySpot system**

**RESPONSE:**

**{**

**"data": {**

**"header": {**

**"companyID": xxxxxxxxxxx,**

**"externalRequestID": ”nnnnnnnn”,**

**"** r**esponseDateTime ":"date and time of request",**

**"msgType":  Message Type ID,**

**"language": 1,**

**},**

**"body": {**

**Structure defined by type of a message**

**},**

**"status": {**

**"errorCode": 0,**

**"errorMessage": "OK",**

**"dateTime": "request date time"**

**}**

**}**

**}**

### **Security framework**

PaySpot REST service is available only to external companies with the authorization provided by PaySpot DOO. Security elements are:

* All communication will use SSL / TLS v1.3 encrypted HTTP channels
* CORS (Cross-Origin Resource Sharing) Policy used to restrict domains that can access the PaySpot REST service
* API Rate Limiting will prevent any DoS-Type attacks, known users will be on the white list, in case they violate the set restrictions, we will evaluate them as a form of precaution.
* External partners will have to send the hashed data according to the specification, and our service will check the hash to make sure it has not changed on the way to our servers.
* Recording and tracking are used as a form of auditing and storing transaction details in case of need for incident reports.
* All API requests are checked to prevent SQL Injection and sending large amounts of data that could shut down the system.

### **Communication prerequisites**

Communication with PaySpot REST service will be available via:

1. Private VPN connections via the Internet with encrypted data
2. Using the Internet with encrypted protocol SSL / TLS v1.3.

# **Functionalities and description of the web wervice**

## **Web service call rule**

If the external system does not receive a response from the PaySpot web service (time out, communication interruption, etc.) or is in the received response **ErrorCode=(-1)** (error in PaySpot web service due to which the order could not be processed), in which case the external system should repeat sending the same request by calling the PaySpot service with the same request ID and with the same order reference from its system. The external system should set up the sending service so that the number of repeated sending attempts for one order does not exceed 3 attempts.

If the PaySpot service determines that an account with the same reference obtained from the external partner's system already exists in the PaySpot database, the PaySpot service will return the current status of the order and the PaySpot reference of that order in response.

## **Web service header section of a request body**

### **Header request body**

PaySpotweb service is a REST web service with a JSON message structure. Message type determines the structure of data in the body, Body {}, JSON messages. The structure of the JSON message header is shown in the table:

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** | **Mandatory** | **Description** |
| **Header {** |  |  | **A tag that includes all the data from the JSON request header in the web service call** |
| companyID | Int | M | Unambiguous identification of the external system that creates the PaySpot web service call |
| externalRequestID | String | O | Unique reference/call ID of the web service generated in the external partner system. Must be greater than the reference, previous call ID (in ascending order) |
| requestDateTime | String | M | Date and time of the web service call in the caller's system, format: YYYY-MM-DD hh:mm:ss (ISO) |
| msgType | Int | M | The type of message/request that is also forwarded to the PaySpot web service call |
| hash | String | M | A hash string used to authenticate a customer who called the PaySpot web service |
| rnd | String | M | Random string of 20 characters |
| language | Int | O | Language ID (1=default (sr), 2=eng ... ) |

### **Generate a Hash for client authentication**

This section explains how to generate a hash for successful authentication in the PaySpot system.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = companyID + | + msgType + | + rnd + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= 12356|101|BrHklmcUE67kV0oK2oQT|Test123456!

hash = Base64(SHA512(plaintext))

### **Header response body**

PaySpot web service creates a response in JSON format. The structure and content of the response are determined by the type of message from the web service call. The structure of the header in the PaySpot service response is shown in the table:

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** | **Mandatory** | **Description** |
| **Header {** |  |  | **A tag that includes all the data from the JSON request header in the web service call** |
| companyID | Int | M | Unambiguous identification of the external system that created the web service call and to which the response is returned |
| externalRequestID | String | O | Unique web service call reference / ID generated in the system of the external partner for which the web service response is returned |
| responseDateTime | String | M | Date and time of web service response creation in PaySpot system, format YYYY-MM-DD hh: mm: ss (ISO) |
| msgType | Int | M | The type of message/request for which the response was created |
| language | Int | O | Language ID (1=default (sr), 2=eng ... ) |

### **Status response body**

The PaySpot web service also contains a Status block in the created response, which contains information on the status of receiving the request from the external system. The structure of this tag is shown in the table:

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** | **Mandatory** | **Description** |
| **Status {** |  |  | **A tag that contains information about the processing status of the received request** |
| errorCode | Int | M | In case of an error that occurred in the process of receiving and processing the received request  Status error codes::  (-1) – error in the format of the message  (-2) – wrong MsgType  (-3) – wrong companyID  (-4) – non-authorized  (0) – the message is successfully received |
| errorMessage | String | M | Description corresponding to the obtained ResponseCode |
| requestDateTime | String | M | Date and time of creating the answer in the PaySpot web service, format: YYYY-MM-DD hh:mm:ss (ISO) |

# **Orders**

## **The course of receipt and processing of orders**

After creating an order in its system, the external partner initiates the sending of payment orders to the PaySpot system by calling the web service with the appropriate message type. From the external system, it is possible to send a group of orders that are covered by one payment transaction. One group can contain one or more payment instructions / orders. Orders from one group are sent in one web service call, as a group/package of payment orders.

For orders that have been successfully imported into the PaySpot application, a unique reference is generated in the PaySpot system and the data is returned in the response of the invited web service. A combination of data is used to later identify each order: ***order reference in the external system*** or ***order reference in the PaySpot system.***

It is possible to establish two models of realization of payment orders created in the IT system of an external partner:

* Real-time realization of orders – the client pays for the created orders in the external partner system. After receiving and controlling the payment order, PaySpot sends the order for realization to the commercial bank and returns the parameters on the success of the execution of the payment order to the external system. The external system in the process of daily settlement calculates liabilities to PaySpot and transfers funds for realized orders and related commissions to the PaySpot account.
* Batch realization of the order – the group of orders were accepted by PaySpot, but was not forwarded for final realization to the Payment System. One of the preconditions needs to be met in order to be sent to the final realization:
  1. The Client needs to make a payment at the PaySpot counter. Then the appropriate action of confirming the payment of the group of accounts through the user interface of the PaySpot application is initiated, in the PaySpot branch
  2. The Second precondition is that External System, after a certain time, initiates the realization of the order by calling the appropriate method of web service
  3. At last, the order is due for execution, an event defined by the value date determined in the external system

**Note 1:**

PaySpot will determine a unique identifier for each external partner in its system. This unique identifier will be used by the external partner to "present" itself to the PaySpot web service when calling methods from that web service.

**Note 2:**

The external system sends:

* Unique number/reference of the order group and unique number/reference of each order, as an integral part of the body data of the request for creating or changing payment orders

PaySpot in the intern system generates

* unique number of the group of payment orders and
* the unique number of each payment order

Created orders in the Paypot system will have a status determined according to the model of sending orders from an external system. If the orders are sent in the Batch mode of order execution, the created group of orders and the created orders receive the so-called "Pending" status, i.e. remain in the status of "created" orders until some of the events described above confirm the realization of the created payment order, after which the payment order is forwarded for final realization in a commercial bank, i.e. in Clearing, RTGS or IPS system NBS.

### **Real-time order realization**

For real-time execution of orders, the external system initiates the so-called two-stage sending of orders in the PaySpot IT system - sending of orders through 2 cycles:

* Account control and commission calculation - each order of a new payment group, after being created in the system of an external partner, is sent for control to PaySpot. After successful control, PaySpot calculates the total commission and related costs, and returns the response information for each account to the external system. If an error is detected during the logical control of the order, an error code and a message describing the error are returned in response to the method call. The external system is obliged to make the necessary and possible logical controls of the correctness of the order in its system, before sending the order, as well as to correct incorrect data before re-sending the order to the PaySpot system.
* Sending orders for execution - after all, orders belonging to one group of payment orders have been created and after the external partner has collected the total amount from the client, the external system initiates sending a package/group of confirmed orders for execution to PaySpot. The PaySpot system performs another control of the correctness of the data in the orders, calculates the corresponding commission and costs, and initiates the sending of a group of orders to the commercial bank for the final realization in the Payment Operations. In response to the called method, it returns to the external system information on the success of the Order Receipt. For orders that have an error, the error information is returned, and a note that the order was not executed. After receiving the confirmation of the execution of all orders from the group of orders, the external partner completes the process of recording paid orders in its system.

The real-time method of realization of payment orders will be used most often when payment orders are entered through a self-service payment terminal or kiosk. In this case, the external system will be financially responsible for all realized orders.

## **Batch order realization**

This way of realizing a group of payment orders will be applied in the processes in which the realization of payment orders created in the PaySpot system, based on imported data from the external system, is done after an event that initiates the execution of orders. Examples.

* payment of imported orders by the client at the counter of the PaySpot branch,
* subsequently received confirmation from the external partner that the orders have been collected from the client
* instruction of the external partner to forward the orders for execution
* the expiration of the pending order period, for orders entered with a future value date

The execution of orders are initiated by the defined integration process and the procedure for the execution of payment orders with an external system.

The batch model for the realization of payment orders will be used in the realization of payment operations services for eCommerce systems. For the needs of these solutions, the payment system will be adapted to the need to transfer funds to eCommerce merchants or sub-merchants. The transfer of funds will be executed under the instructions prepared by the eCommerce system.

### **Realization of a payment order in the Payment System**

Realization of created payment orders in the PaySpot system is performed from the dedicated PaySpot account specified in the payment order sent for execution to the commercial bank. The commercial bank will inform PaySpot about the status of order realization through regular daily statements, as well as through the so-called inquiries about the status of the realization of the order forwarded through the call of the appropriate web service method. PaySpot will provide information on the status of the realization of the payment system for the needs of the external system. The information on the status of the payment order will be forwarded to the external system in response to the call of the web service method.

### **Revocation of a payment order in a commercial bank**

The commercial bank, as well as PaySpot, can perform appropriate actions on the payment order before or during the processing process, by the rules of national payment system and payment rules in the commercial bank through which payment orders created in the PaySpot system are executed. PaySpot has the option to initiate the revocation/withdrawal of a payment order before the order enters the execution process in the national payment system of the bank. At the request of PaySpot, the bank may withdraw the order or cancel it before the final realization, in the case of external orders, or cancel it during the working day in the case of internal orders, i.e. orders executed within the bank, and following the business rules of the bank.

If the order is executed in the bank's system or the national payment system, and the client requests that the order be revoked or that a certain correction of data is performed on it, such requests are resolved by the PaySpot Complaints Resolution Procedure. Through the complaints process in the PaySpot system, only complaints related to the realized order in domestic payment transactions are resolved. This complaint process does not resolve issues with the delivery of goods, services, or other obligations paid by this order.

### **Confirmation for early realization of the payment order**

If the external system imported orders into the PaySpot application that have a value date in the future, it is possible that the external system sends a request to change the value date of the order or to realize a payment order with a new currency date, which can not be longer than the initial date order currency. The reason is that the client was given a confirmation of payment which states the initially entered date for payment of the order.

### **Request for revocation of payment order**

The external system may initiate the revocation/withdrawal of a given payment order until the order is forwarded to the commercial bank for execution. The revocation of a previously imported and confirmed payment order is initiated by the external system under the complaint procedure of the PaySpot Payment Institution, as well as the contract determined by the procedure for revoking the payment order. In addition to the request for revocation of the payment order, the external system must provide the reason for the revocation of the order. PaySpot has the right to request original confirmations of payments made, in the process of resolving requests for revocation of given payment orders.

## **Input order**

Entering a new order is done by calling the web service with the message type ***MsgType = 101***, which performs logical control/verification of orders from the package/group of orders and creation of orders for the transfer of funds to the merchant, if the orders are valid.

In one call of the web service, data for one group of accounts and all related orders created in the external system are forwarded. The external system generates a unique reference of the order group and a unique reference for each order, which are unique in the external partner system. The sum of the amounts of orders from the group must be the sum of the amounts of individual orders. An account group obtained from an external partner system can contain one or more accounts.

PaySpot creates a payment group in its system when it receives a new order group reference from the external partner system, after which it creates a unique order reference in the PaySpot system for each new order, according to the unique order reference from the external system.

### **MsgType=100 - PaymentOrderValidate type request**

**[POST]: /api/paymentordervalidate**

**REQUEST URL PRODUCTION:** [**https://www.nsgway.rs:50010/api/paymentordervalidate**](https://www.nsgway.rs:50010/api/paymentordervalidate)

**REQUEST URL TEST:** [**https://test.nsgway.rs:50009/api/paymentordervalidate**](https://test.nsgway.rs:50009/api/paymentordervalidate)

Message type ***MsgType=100 - PaymentOrderValidate*** is used for orders input validation (parameters input validation related to allowed characters, if mandatory fields are entered, etc.) **This message is optional.**

### **PaymentOrderValidate input parameters**

**PaymentOrderValidate** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  | **Message body** |
| **Orders [ {** |  |  | **Orders** |
| sequenceNo | Int | M | The ordinal number of orders within the group |
| merchantOrderReference | String | M | Unique order reference generated by sender AN (30) |
| debtorAccount | String | O | Client's account number. |
| debtorName | String | M | Payer name. A (35) |
| debtorAddress | String | M | Payer address. A (35) (min. 4 characters) |
| debtorCity | String | M | Payer city. A (20) |
| debtorModul | String | O | Client model N (2) |
| debtorReference | String | O | Ordering number AN (23) |
| beneficiaryAccount | String | M | Payee account number AN (30) |
| beneficiaryCode | String | O | Payee registration number, natural person - AN (13) or legal entity - N (8) |
| beneficiaryName | String | M | Payee name A (35) |
| beneficiaryAddress | String | M | Payee address A(35) |
| beneficiaryCity | String | M | Payee city A(20) |
| beneficiaryModul | Int | O | Payee model N(2) |
| beneficiaryReference | String | O | Payee reference number AN(23) |
| amountTrans | Decimal | M | GROSS Payment order amount, includes decimal point and max. 2 decimal places. Example: 1346.23 or 3458.20. The amount is in the currency defined for the order group. D(15,2) |
| senderFeeAmount | Decimal | M | The amount of the fee for the sender of the order, external partner, or 0.00 if this fee does not exist. D(15,2) |
| paySpotFeeAmount | Decimal | O | The amount of the fee due to PaySpot for the performed order processing service, if this fee is calculated by the external partner.D(15,2) |
| beneficiaryAmount | Decimal | M | Amount to be paid to the payee. D(15,2) |
| beneficiaryCurrency | Int | M | Currency code in which the amount of the obligation to the payee is stated. AN (3), ISO Numeric code |
| purposeCode | Int | M | Payment code from the NBS codebook. AN(3) |
| paymentPurpose | String | M | Purpose of payment, description. A(80) |
| isUrgent | Int | M | Indication of whether the order is urgent (1 = YES, 0 = NOT URGENT order). For IPS account is always = 1 (urgent) |
| valueDate | String | M | Value date. Format: YYYY-MM-DD.  It cannot be older than the date of work (it cannot be a date from the past).  It could be a date in the future, for pending orders. |
| beneficiaryEmail | String | O | Recipient's email address A(35) |
| beneficiaryContactNumber | String | O | Payee's phone A(50) |
| beneficiaryContactPerson | String | O | Contact person of the payee A(100) |
| **} ] Orders** |  |  | **End of orders** |
| **}Body** |  |  | **End of message body** |

**PaymentOrderValidate** message request example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "requestDateTime": "2022-09-06 10:09:07",  "msgType": 100,  "rnd": "cz8W0DSlje17mtinrUYu",  "hash": "FDgTZInsnahVZyjbIId4RoR4+MPwJySlJ+dCuB6ZCVmhG0vD6I7jrtvWVgC5fTRZhssZ7FAgFSZ6YVqkBKp+Jg==",  "language": 2  },  "body": {  "orders": [  {  "sequenceNo": 1,  "merchantOrderReference": "1316",  "debtorAccount": null,  "debtorName": "Petar Petrovic",  "debtorAddress": "Ulica 18",  "debtorCity": "Valjevo",  "debtorModul": null,  "debtorReference": null,  "beneficiaryAccount": "160000000021612549",  "beneficiaryCode": null,  "beneficiaryName": "Vujica Vujic",  "beneficiaryAddress": "Prote Mateje",  "beneficiaryCity": "Valjevo",  "beneficiaryModul": null,  "beneficiaryReference": null,  "amountTrans": 50,  "senderFeeAmount": 23,  "paySpotFeeAmount": 0,  "beneficiaryAmount": 27,  "beneficiaryCurrency": 941,  "purposeCode": 289,  "paymentPurpose": "Baksis",  "isUrgent": 0,  "valueDate": "2022-10-04",  "beneficiaryEmail": null,  "beneficiaryContactNumber": null,  "beneficiaryContactPerson": null  }  ]  }  }  } |

### **PaymentOrderValidate output parameters**

**PaymentOrderValidate** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  | **Message body** |
| **Orders[{** |  |  | **Orders** |
| merchantOrderReference | String | M | Unique payment order reference in the eCommerce or merchant system. AN(20) |
| errorCode | Int | M | Error code determined in the process of processing instructions for creating individual payment orders for eCommerce merchants |
| errorMsg | String | M | Error message text |
| **}]Orders** |  |  |  |
| **}Body** |  |  |  |

**PaymentOrderValidate** message response example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "responseDateTime": "2022-09-06T15:27:55.203194",  "msgType": 100,  "language": 2  },  "body": {  "orders": [  {  "merchantOrderReference": "1316",  "errorCode": 0,  "errorMessage": "OK"  }  ]  },  "status": {  "errorCode": 0,  "errorMessage": "Success",  "dateTime": "2022-09-06T15:27:55.203194"  }  }  } |

### **MsgType=101 - PaymentOrderInsert type request**

**[POST]: /api/paymentorderinsert**

**REQUEST URL PRODUCTION:** [**https://www.nsgway.rs:50010/api/paymentorderinsert**](https://www.nsgway.rs:50010/api/paymentorderinsert)

**REQUEST URL TEST:** [**https://test.nsgway.rs:50009/api/paymentorderinsert**](https://test.nsgway.rs:50009/api/paymentorderinsert)

Message type ***MsgType=101 - PaymentOrderInsert*** is used for order creation in the PaySpot system. This is mandatory initial message.

### **PaymentOrderInsert input parameters**

**PaymentOrderInsert** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  | **Message body** |
| **PaymentOrderGroup {** |  |  | **Payment order group** |
| merchantOrderID | String | M | The unique reference of the purchase order for which payment orders are sent and is generated in the eCommerce or merchant system. AN (40). |
| merchantOrderAmount | Decimal | M | Total value of the purchase order/purchase for which the payment has been initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction. This is actually amount which will be paid during transaction. |
| merchantCurrencyCode | Int | M | Currency code for purchase order/order in + paid products and services. ISO numeric code. The default is the national currency (941 for RSD) |
| paymentType | Int | M | Payment method selected by the customer:   * ***1=Payment card*** * ***2= PaySpot branch*** * ***3=Transfer order*** * ***4=IPS payment*** * ***5=PaySpot e-money*** * ***6=Custom*** * ***7=Payment from Deposit*** |
| actionType | String | M | Action type:   * ***I=insert a new group of orders,*** * ***U=update the existing group of orders (allowed only after 105 message)*** |
| requestType | String | O | Order request type (if not set then common payment order request):   * ***xxxx=PaySpot voucher purchase,***   ***xxxx=Parking servis voucher purchase*** |
| sumOfOrders | Decimal | M | Sum of payment orders' gross amounts. D (15.2) |
| numberOfOrders | Int | M | Total number of orders in the group, forwarded in the request message. |
| terminalID | String | M (only for card payments) | POS terminal ID where the payment transaction was made with a payment card. AN (8) |
| transtype | String | M (only for card payments) | Auth/PreAuth/Info/Campaign/Invoice |
| **Orders [ {** |  |  | **A tag that includes a set of data for each individual order** |
| sequenceNo | Int | M | The ordinal number of orders within the group |
| merchantOrderReference | String | M | Unique order reference generated by sender AN (30) |
| debtorAccount | String | O | Client's account number. |
| debtorName | String | M | Payer name. A (35) |
| debtorAddress | String | M | Payer address. A (35) (min. 4 characters) |
| debtorCity | String | M | Payer city. A (20) |
| debtorModul | String | O | Client model N (2) |
| debtorReference | String | O | Ordering number AN (23) |
| beneficiaryAccount | String | M | Payee account number AN (30) |
| beneficiaryCode | String | O | Payee registration number, natural person - AN (13) or legal entity - N (8) |
| beneficiaryName | String | M | Payee name A (35) |
| beneficiaryAddress | String | M | Payee address A(35) |
| beneficiaryCity | String | M | Payee city A(20) |
| beneficiaryModul | Int | O | Payee model N(2) |
| beneficiaryReference | String | O | Payee reference number AN(23) |
| amountTrans | Decimal | M | GROSS Payment order amount, includes decimal point and max. 2 decimal places. Example: 1346.23 or 3458.20. The amount is in the currency defined for the order group. D(15,2) |
| senderFeeAmount | Decimal | M | The amount of the fee for the sender of the order, external partner, or 0.00 if this fee does not exist. D(15,2) |
| paySpotFeeAmount | Decimal | O | The amount of the fee due to PaySpot for the performed order processing service, if this fee is calculated by the external partner.D(15,2) |
| beneficiaryAmount | Decimal | M | Amount to be paid to the payee. D(15,2) |
| beneficiaryCurrency | Int | M | Currency code in which the amount of the obligation to the payee is stated. AN (3), ISO Numeric code |
| purposeCode | Int | M | Payment code from the NBS codebook. AN(3)  **Special purpose codes are used for purchasing of PaySpot emoney:**  **699 - Voucher** |
| paymentPurpose | String | M | Purpose of payment, description. A(80) |
| isUrgent | Int | M | Indication of whether the order is urgent (1 = YES, 0 = NOT URGENT order). For IPS account is always = 1 (urgent)  =2 - Each payment order will be created individually for payment to the merchant |
| valueDate | String | M | Value date. Format: YYYY-MM-DD.  It cannot be older than the date of work (it cannot be a date from the past).  It could be a date in the future, for pending orders. |
| beneficiaryEmail | String | O | Recipient's email address A(35) |
| beneficiaryContactNumber | String | O | Payee's phone A(50) |
| beneficiaryContactPerson | String | O | Contact person of the payee A(100) |
| **} ] Orders** |  |  | **End of orders** |
| **} PaymentOrderGroup** |  |  | **End of payment order group** |

|  |  |  |  |
| --- | --- | --- | --- |
| **Customer {** |  |  |  |
| customerEmail | String | M (when PaySpot emoney is purchased) | Email address where an email with voucher data will be sent. A(70) |
| **} Customer** |  |  | **End of data on the customer who pays the purchase order on the basis of which the group of payment orders for end-merchants was created** |

|  |  |  |  |
| --- | --- | --- | --- |
| **}Body** |  |  | **End of message body** |

**PaymentOrderInsert** message request example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "requestDateTime": "2022-09-06 10:09:07",  "msgType": 101,  "rnd": "cz8W0DSlje17mtinrUYu",  "hash": "FDgTZInsnahVZyjbIId4RoR4+MPwJySlJ+dCuB6ZCVmhG0vD6I7jrtvWVgC5fTRZhssZ7FAgFSZ6YVqkBKp+Jg==",  "language": 2  },  "body": {  "paymentOrderGroup": {  "merchantOrderID": "Order123",  "merchantOrderAmount": 50,  "merchantCurrencyCode": 941,  "paymentType": 1,  "actionType": "I",  "sumOfOrders": 50,  "numberOfOrders": 1,  "terminalID": "IN001807",  "transtype": "Auth",  "orders": [  {  "sequenceNo": 1,  "merchantOrderReference": "1316",  "debtorAccount": null,  "debtorName": "Petar Petrovic",  "debtorAddress": "Ulica 18",  "debtorCity": "Valjevo",  "debtorModul": null,  "debtorReference": null,  "beneficiaryAccount": "160000000021612549",  "beneficiaryCode": null,  "beneficiaryName": "Vujica Vujic",  "beneficiaryAddress": "Prote Mateje",  "beneficiaryCity": "Valjevo",  "beneficiaryModul": null,  "beneficiaryReference": null,  "amountTrans": 50,  "senderFeeAmount": 23,  "paySpotFeeAmount": 0,  "beneficiaryAmount": 27,  "beneficiaryCurrency": 941,  "purposeCode": 289,  "paymentPurpose": "Baksis",  "isUrgent": 0,  "valueDate": "2022-10-04",  "beneficiaryEmail": null,  "beneficiaryContactNumber": null,  "beneficiaryContactPerson": null  }  ]  }  }  }  } |

### **PaymentOrderInsert output parameters**

**PaymentOrderInsert** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  |  |
| **PaymentOrderGroup {** |  |  |  |
| merchantOrderID | String | M | The unique purchase order reference for which payment orders are sent and is generated in the eCommerce or merchant system. AN(40). |
| payspotGroupID | String | M | The unique purchase order (payment orders group) created in the PaySpot system. AN (10) |
| groupStatus | String | O | Payment orders group status in the PaySpot system: 0 = created group, -1 = group not created due to incorrect data |
| groupStatusDescr | String | O | Payment orders group status description in the PaySpot system |
| **Orders[{** |  |  |  |
| sequenceNo | Int | M | Ordinal number of orders within the group |
| merchantOrderReference | String | M | Unique payment order reference in the eCommerce or merchant system. AN(20) |
| payspotTransactionID | String | M | Unique payment order reference generated by PaySpot. AN (10) |
| statusTrans | String | M | Payment order status in PaySpot system (1 = order created, -1 = order not created ) |
| statusTransDescr | String | M | Description of the payment order status in the PaySpot system |
| createDate | String | M | Date of payment order creation in the PaySpot system. Format YYYY-MM-DD, (2021-09-16) |
| createTime | String | M | Time of payment order creation in the PaySpot system., Format: hh:mm:ss (09:43:24) |
| paymentDate | String | O | Date of order realization, ie date of sending the order to the bank: YYYY-MM-DD, (2021-10-14) |
| paymentTime | String | O | Time of order realization, ie time of sending the order to the bank, Format: hh:mm:ss (09:43:24) |
| feeAmount | Decimal | M | Payment order commission. It is determined by the Payment institution, a decimal number with 2 decimal places |
| additionalFee | Decimal | O | The amount of additional cost for the execution of a payment order, e.g. payment card transaction cost. 0.00 if there is no additional cost |
| senderFee | Decimal | M | Commission due to the sender. It is determined by the Payment institution, decimal number with 2 decimal places 0.00 if it does not count and forward the partner (senderFeeAmount from request) |
| statusProcessing | String | M | Order processing status (status > 0 = Success, status < 0 = Fail) |
| statusProcessingMsg | String | M | Order processing status message |
| errorCode | Int | M | Error code determined in the process of processing instructions for creating individual payment orders for eCommerce merchants |
| errorMsg | String | M | Error message text |
| **}]Orders** |  |  |  |
| **} PaymentOrderGroup** |  |  |  |
| errorCode | Int | M | Error code determined in the process of processing instructions for creating individual payment orders for eCommerce merchants |
| errorMsg | String | M | Error message text |
| **}Body** |  |  |  |

**PaymentOrderInsert** message response example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "responseDateTime": "2022-09-06T15:27:55.203194",  "msgType": 101,  "language": 2  },  "body": {  "paymentOrderGroup": {  "merchantOrderID": "Order123",  "payspotGroupID": 1100,  "groupStatus": 0,  "groupStatusDescr": "Group Created",  "orders": [  {  "sequenceNo": 1,  "merchantOrderReference": "1316",  "payspotTransactionID": "1120",  "statusTrans": "1",  "statusTransDescr": "Correct instructions",  "createDate": "2022-09-06",  "createTime": "15:27:55",  "paymentDate": null,  "paymentTime": null,  "feeAmount": 0.00,  "additionalFee": 0.00,  "senderFee": 23.00,  "statusProcessing": "1",  "statusProcessingMsg": "Success",  "errorCode": 0,  "errorMessage": "OK"  }  ]  },  "errorCode": null,  "errorMessage": null  },  "status": {  "errorCode": 0,  "errorMessage": "Success",  "dateTime": "2022-09-06T15:27:55.203194"  }  }  } |

### **Order status MsgType=104 - PaymentOrderStatus**

**[POST]: /api/paymentorderstatus**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/paymentorderstatus**](https://www.nsgway.rs:50010/api/paymentorderstatus)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/paymentorderstatus**](https://test.nsgway.rs:50009/api/paymentorderstatus)

Message type ***MsgType=104 - PaymentOrderStatus*** is used for a query by which the external partner system receives information on the status of the payment order created in the PaySpot system.

#### **PaymentOrderStatus input parameters**

**PaymentOrderStatus** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **Body {** |  |  |  |
| merchantOrderID | String | M | The unique reference of the purchase order for which payment orders are sent which is generated in the eCommerce or merchant system. AN(40). |
| merchantReference | String | M | Unique order reference generated in the eCommerce or merchant system. (MerchantOrderReference from Message 101) |
| payspotGroupID | String | M | The unique purchase order (group of payment orders) created in the PaySpot system. AN (10) |
| payspotTransactionID | String | M | Payment order reference generated in the PaySpot system N(10) |
| **}Body** |  |  |  |

**PaymentOrderStatus** message request example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "requestDateTime": "2022-09-06 12:25:15",  "msgType": 104,  "rnd": "AmbKvRLQBNqaniG1dkc2",  "hash": "KUYgWuNtRgkHbv7LXOWL6TcVWe/YTGwkUlTTdYo8GhX3lnUa8MInjzHOceiEqNnsU/9WT7FtOojogSD3UfPusw==",  "language": 2  },  "body": {  "merchantOrderID": "Order123",  "merchantReference": "1316",  "payspotGroupID": "1100",  "payspotTransactionID": "1120"  }  }  } |

#### **PaymentOrderStatus output parameters**

**PaymentOrderStatus** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Type** | **Description** |
| **Body {** |  |  |
| merchantOrderID | String | The unique reference of the purchase order for which payment orders are sent which is generated in the eCommerce or merchant system. AN(40). |
| merchantReference | String | Unique order reference generated in the eCommerce or merchant system. |
| amountTrans | Decimal | GROSS Payment order amount, includes decimal point and max. 2 decimal places. Example: 1346.23 or 3458.20. The amount is in the currency defined for the order group. D(15,2) |
| beneficiaryAmount | Decimal | Amount to be paid to the payee. D(15,2) |
| payspotGroupID | String | The unique purchase order (group of payment orders) created in the PaySpot system. AN (10) |
| payspotTransactionID | String | Unique order reference generated by PaySpot. |
| statusTrans | String | Order status in PaySpot system (See chapter 3.5.1). |
| statusTransDescr | String | Order status description in the PaySpot system |
| createDate | String | Date of order creation in the PaySpot system. Format YYYY-MM-DD, (2021-09-16) |
| createTime | String | Time of order creation in the PaySpot system., Format: hh:mm:ss (09:43:24) |
| paymentDate | String | Date of order realization, ie the date of sending the order for realization to the bank: YYYY-MM-DD, (2023-12-12) |
| feeAmount | Decimal | Payment order commission. It is determined by the Payment institution, a decimal number with 2 decimal places |
| additionalFee | Decimal | The amount of additional cost for the execution of a payment order, e.g. payment card transaction cost. 0.00 if there is no additional cost |
| senderFee | Decimal | Commission due to the sender. It is determined by the Payment institution, decimal number with 2 decimal places 0.00 if it does not count and forward the Payment Institution |
| errorCode | Int | Error code determined in the process of processing instructions for creating individual payment orders for eCommerce merchants |
| errorMsg | String | Error message text |
| **}Body** |  |  |

**PaymentOrderStatus**message response example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "responseDateTime": "2022-09-06T16:06:34.524438",  "msgType": 104,  "language": 2  },  "body": {  "merchantOrderID": "Order123",  "merchantReference": "1316",  "payspotGroupID": "1100",  "payspotTransactionID": "1120",  "beneficiaryAmount": 77.00,  "amountTrans": 100.00,  "statusTrans": "-9",  "statusTransDescr": "Revoked (Void) / canceled instruction",  "createDate": "2022-09-06",  "createTime": "15:25:48",  "paymentDate": 2022-09-06,  "paymentTime": null,  "feeAmount": 0.00,  "additionalFee": 0,  "senderFee": 23,  "errorCode": 0,  "errorMessage": "OK"  },  "status": {  "errorCode": 0,  "errorMessage": "OK",  "dateTime": "2022-09-06T16:06:34.524438"  }  }  } |

### **Cancel payment order MsgType=105 – PaymentOrderVoid**

**[POST]: /api/paymentordervoid**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/paymentordervoid**](https://www.nsgway.rs:50010/api/paymentordervoid)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/paymentordervoid**](https://test.nsgway.rs:50009/api/paymentordervoid)

Message type ***MsgType=105 - PaymentOrderVoid*** is used for order canceling **only if funds are not transfered yet** to the merchant account (the funds are still available on the PaySpot account). Otherwise the message will do nothing.

The main purpose of this message is order cancelling if something is wrong with order data (for instance bad debtor or beneficiary data, wrong beneficiary reference number, etc.)

#### **PaymentOrderVoid input parameters**

**PaymentOrderVoid** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  |  |
| merchantOrderID | String | M | The unique reference of the purchase order for which payment orders are sent which is generated in the eCommerce or merchant system. AN(40). |
| merchantReference | String | M | Unique order reference generated in the eCommerce or merchant system. (MerchantOrderReference from Message 101) |
| payspotGroupID | String | M | The unique purchase order (group of payment orders) created in the PaySpot system. AN (10) |
| payspotTransactionID | String | M | Order reference generated by PaySpot. |
| amountTrans | Decimal | M | Gross amount for void/refund |
| senderFeeAmount | Decimal | M | Void/refund fee |
| beneficiaryAmount | Decimal | M | Net amount for void/refund to payer |
| requestReason | String | M | Order deleting reason:   * ***'V'=Order cancel*** * ***'R'=Total refund to the customer*** * ***'PR'= Partial refund to the customer*** |
| requestReasonMsg | String | M | Order deleting reason description |
| **}Body** |  |  |  |

**PaymentOrderVoid** message request example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "requestDateTime": "2022-09-06 12:25:15",  "msgType": 105,  "rnd": "AmbKvRLQBNqaniG1dkc2",  "hash":  "+TbGfkTBzoANBi3804ZriyWoHKoGLk8ZfCpsdlvpRrUKPQjgr3SIqZQsY4L1kJiE3SK5S2J/3133iIS6/XZw==",  "language": 2  },  "body": {  "merchantOrderID": "Order123",  "merchantReference": "1316",  "payspotGroupID": "1100",  "payspotTransactionID": "1120",  "amountTrans": 100,  "senderFeeAmount": 26.20,  "beneficiaryAmount": 73.80,  "requestReasonCode": "V",  "requestReasonMsg": "Refund reason"  }  }  } |

#### 

#### **PaymentOrderVoid output parameters**

**PaymentOrderVoid** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  |  |
| merchantOrderID | String | M | The unique reference of the purchase order for which payment orders are sent which is generated in the eCommerce or merchant system. AN(40). |
| merchantReference | String | M | Unique order reference generated in the eCommerce or merchant system. (MerchantOrderReference from Message 101) |
| payspotGroupID | String | M | The unique purchase order (group of payment orders) created in the PaySpot system. AN (10) |
| payspotTransactionID | String | M | Unique order reference generated by PaySpot. |
| statusTrans | String | M | Order status in the PaySpot system. (See chapter 3.5.1) |
| statusTransDescr | String | M | Order status description in the PaySpot system. |
| executionDate | String | O | Order execution / deletion date, Format: YYYY-MM-DD, (2021-10-14) |
| executionTime | String | O | Order execution / deletion time, Format: hh:mm:ss (09:43:24) |
| statusProcessing | String | M | Order processing status (status > 0 = Success, status < 0 = Fail) |
| statusProcessingMsg | String | M | Order processing status message |
| errorCode | Int | M | Error code determined in the process of processing instructions for creating individual payment orders for eCommerce merchants |
| errorMsg | String | M | Error message text |
| **}Body** |  |  |  |

**PaymentOrderVoid** messag response example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "responseDateTime": "2022-09-06T15:53:01.92447",  "msgType": 105,  "language": 2  },  "body": {  "merchantOrderID": "Order123",  "merchantReference": "1316",  "payspotGroupID": "1100",  "payspotTransactionID": "1120",  "statusTrans": "-9",  "statusTransDescr": "Revoked (Void) / canceled instruction",  "executionDate": "2022-09-06",  "executionTime": "15:53:01",  "statusProcessing": "1",  "statusProcessingMsg": "Success",  "errorCode": 0,  "errorMessage": "OK"  },  "status": {  "errorCode": 0,  "errorMessage": "OK",  "dateTime": "2022-09-06T15:53:01.92447"  }  }  } |

### **Filter payment order MsgType=106 – PaymentOrderFilter**

**[POST]: /api/** **paymentorderfilter**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/paymentorder**](https://www.nsgway.rs:50010/api/paymentorder)**filter**

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/paymentorder**](https://test.nsgway.rs:50009/api/paymentorder)**filter**

Message type ***MsgType=106 - PaymentOrderFilter*** is used to preview payment orders payed with payment cards, based on given parameters.

#### **PaymentOrderFilter input parameters**

**PaymentOrderVoid** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  |  |
| cid | String | M | Identity number of the company (MB) |
| dateFrom | String | M | The start date of the reporting period |
| dateTo | String | M | The end date of the reporting period |
| **}Body** |  |  |  |

**PaymentOrderFilter** message request example

|  |
| --- |
| {    "data": {      "header": {        "companyID": 123456,        "requestDateTime": "2023-11-24 13:38:43",        "msgType": 106,        "rnd": "B1kYlrl32lq",        "hash": "XEibAUiNxYnCjZXh6BYp3RHzh0x881n7BcPhN+AqDprtLeBmtnHDkpH/HAHaCbbEHw44zeMvMnpZUDoyS7TrvQ==",        "language": 2      },      "body": {         "mb": "4536778907654",         "dateFrom": "2023-11-24 13:38:43",         "dateTo": "2023-12-04 13:38:43"      }    }  } |

#### **PaymentOrderFilter output parameters**

**PaymentOrderFilter** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  |  |
| **posTransInsurance [{** |  |  |  |
| orderNumber | String |  | Order number |
| costBearer | String |  | Cost bearer |
| orderType | String |  | Type of order |
| posOwnerAccountName | String |  | Name of POS account owner |
| posOwnerAccountPayment | String |  | Payment of POS account owner |
| posOwnerAccountDescription | String |  | Name of POS account owner |
| representativeName | String |  | Name of representative |
| orgUnit | String |  | Organization unit |
| orgUnitName | String |  | Name of organization unit |
| posTerminalId | String |  | Id of POS terminal |
| bankSpecificDate | String |  | Bank specification date |
| cardNumber | String |  | Card number |
| installmentNumber | String |  | Installment number |
| currency | String |  | Currency |
| posProcessingCommission | String |  | Commission of POS processing |
| orderAmount | String |  | Order amount |
| commissionPp | String |  | Commission of payment process |
| grossOrderAmount | String |  | Gross order amount |
| posOrderCommission | String |  | Commission of POS order |
| debtorName | String |  | Debtor name |
| debtorAddress | String |  | Debtor address |
| debtorCity | String |  | Debtor city |
| beneficiaryName | String |  | Beneficiary name |
| beneficiaryAddress | String |  | Beneficiary address |
| beneficiaryCity | String |  | Beneficiary city |
| purposeCode | String |  | Purpose code |
| purpose | String |  | Purpose of payment |
| accountPpInFavor | String |  | For the purpose of which account it is paid |
| callNumberPolicy | String |  | Call number policy |
| }] |  |  |  |
| **}Body** |  |  |  |

**PaymentOrderFilter** messag response example

|  |
| --- |
| {    "data": {      "header": {      "companyID": 123456,      "externalRequestID": **null**,      "responseDateTime": "2023-11-23T16:20:37.189055",      "msgType": 106,      "language": 2      },      "body": {        "posTransInsurance": [          {            "orderNumber": "1",            "costBearer": "John Doe",            "orderType": "Payment",            "posOwnerAccountName": "Company XYZ",            "posOwnerAccountPayment": "123456789",            "posOwnerAccountDescription": "Main Account",            "representativeName": "Agent ABC",            "orgUnit": "F001",            "orgUnitName": "OrgUnit 1",            "posTerminalId": "POS123",            "bankSpecificDate": "2023-11-15",            "cardNumber": "987654321",            "installmentNumber": "1",            "currency": "RSD",            "posProcessingCommission": "Processed",            "orderAmount": "1000.00",            "commissionPp": "10.00",            "grossOrderAmount": "1010.00",            "posOrderCommission": "5.00",            "debtorName": "Debtor ABC",            "debtorAddress": "123 Main St",            "debtorCity": "Cityville",            "beneficiaryName": "Beneficiary XYZ",            "beneficiaryAddress": "456 Oak St",            "beneficiaryCity": "Townsville",            "purposeCode": "PL001",            "purpose": "purpose",            "accountPpInFavor": "987654321",            "callNumberPolicy": "123456"          }        ]      },      "status": {        "errorCode": 0,        "errorMessage": "OK",        "dateTime": "2023-11-23T16:20:37.189055"      }    }  } |

### **Payment order confirmation MsgType=110 – PaymentOrderConfirm**

**[POST]: /api/paymentorderconfirm**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/paymentorderconfirm**](https://www.nsgway.rs:50010/api/paymentorderconfirm)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/paymentorderconfirm**](https://test.nsgway.rs:50009/api/paymentorderconfirm)

There are certain conditions that must be met in order for the Payment Institution to execute the transfer order to the final merchant, in accordance with the instructions received from the eCommerce platform, or from an external system managed by eCommerce or another type of eCommerce platform.

The basic condition under which the Payment Institution will make the transfer of funds to the merchant who sell the goods or services, for which the buyer made payment by one of the offered methods, is that the payment process by the buyer is completed, ie. that the funds paid by the buyer for the created purchase order have been transferred to a dedicated PaySpot account for the execution of payment orders to the seller of goods or services. Verification of this condition will be performed in the process of processing daily statements obtained from used banks, ie specifications of card transactions obtained from the acquirer bank.

For purchase orders for which the Payment Institution has received a confirmation of payment of funds to a dedicated account, the Payment Institution will place the corresponding transfer orders in the status of waiting for confirmation for final realization, ie refund to the buyer. If one of the conditions is met:

that the buyer has confirmed the delivery of the goods or services or

that the deadline for the buyer's complaint has expired, ie that the transfer order is due for payment - that the value date specified by the eCommerce organizer in the instructions for creating a transfer order to the seller is due.

In the request message MsgType = 110, the sender of instructions for creating and executing a payment order to the final merchant, sub-merchant, can, in addition to confirming the payment order, send instructions for correcting payment instructions on the initially created payment order:

* ***Payee's account number*** – it is possible to change the account number of the payee if there are technical reasons for changing the account, e.g. the initial account in a commercial bank has been closed for some reason, so the payment should be made to an account in another bank
* ***Order amount* –** if in the meantime partial refund has occurred it is possible to send 110 msg with lowered amount (remaining amount after refund)
* ***Value date*** – date of execution of the payment order. It may change if the buyer has confirmed receipt of the purchased goods or services before the payment deadline or the sender of the instruction has learned that the delivery has been made.

Confirming the created payment order changes the status of the created order in the PaySpot system from „***Created***“ to „***Confirmed***“ pay warrant.

PaySpot will initiate the process of executing payment orders to the final recipient of funds, i.e. to the merchant who sold the goods or services.

The request for the realization of the order for the transfer of funds to the seller will be initiated by the system organizer of the eCommerce platform, by calling the PaySpot service with the message:

* ***MsgType = 110*** – confirmation of the payment order to the merchant

### **PaymentOrderConfirm input parameters**

Input parameters of the ***PaymentOrderConfirm*** message type are the elements described in the table below. Within one request it is possible to send a confirmation for the execution of several payment orders, for different purchase orders, and for different merchants.

**PaymentOrderConfirm** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  |  |
| **OrderConfirm [{** |  |  |  |
| merchantOrderID | String | M | The unique reference of the purchase order for which payment orders are sent which is generated in the eCommerce or merchant system. AN(40). |
| merchantReference | String | M | Unique order reference generated in the eCommerce or merchant system. (MerchantOrderReference from Message 101) |
| payspotGroupID | String | M | The unique purchase order (group of payment orders) created in the PaySpot system. AN (10) |
| payspotTransactionID | String | M | Unique order reference generated by PaySpot. |
| beneficiaryAccount | String | M | Payee's account number, AN(30) |
| beneficiaryAmount | Decimal(15,2) | M | Net amount of payment order, includes decimal point and max. 2 decimal places |
| valueDate | String | M | Value date (execution date) of the payment order. Format: YYYY-MM-DD. |
| }] |  |  |  |
| **}Body** |  |  |  |

**PaymentOrderConfirm** message request example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "requestDateTime": "2022-09-06 08:20:51",  "msgType": 110,  "rnd": "BrHklmcUE67kV0oK2oQT",  "hash":  "G+pxakdMbJrtqn8oKugQz62fc8vomaJJ1eVVC7Kxk5LG3AJQSBSFcLdm3lVNVteDQ5J1rofXehVfethkQQAyiQ==",  "language": 2  },  "body": {  "orderConfirm": [  {  "merchantOrderID": "Order123",  "merchantReference": "1316",  "payspotGroupID": "1100",  "payspotTransactionID": "1120",  "beneficiaryAccount": "160000000021612549",  "beneficiaryAmount": 73.80,  "valueDate": "2022-10-19"  }  ]  }  }  } |

### **PaymentOrderConfirm output parameters**

Output parameters for ***PaymentOrderConfirm*** the message type will contain information about the change in the status of the creation or modified payment order for making payments to the merchant who is the recipient of funds. Confirming the created payment order changes the status of the created order in the PaySpot system from „***Created***“ to „***Confirmed***“ pay warrant.

**PaymentOrderConfirm** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  |  |
| **OrderConfirm [{** |  |  |  |
| merchantOrderID | String | M | The unique reference of the purchase order for which payment orders are sent which is generated in the eCommerce or merchant system. AN(40). |
| merchantReference | String | O | Unique order reference generated in the eCommerce or merchant system. (MerchantOrderReference from Message 101) |
| payspotGroupID | String | O | The unique purchase order (group of payment orders) created in the PaySpot system. AN (10) |
| payspotTransactionID | String | M | Unique order reference generated by PaySpot. |
| statusTrans | String | O | Order status in the PaySpot system |
| statusTransDescr | String | O | Order status description in the PaySpot system |
| statusProcessing | String | M | Order processing status (status > 0 = Success, status < 0 = Fail, for possible values see chapter 3.5.1) |
| statusProcessingMsg | String | M | Order processing status message |
| }] |  |  |  |
| errorCode | Int | O | Error code determined in the process of processing instructions for creating individual payment orders for eCommerce merchants |
| errorMsg | String | O | Error message text |
| **}Body** |  |  |  |

**PaymentOrderConfirm**message response example

|  |
| --- |
| {  "data": {  "header": {  "companyID": 123456,  "responseDateTime": "2022-09-06T15:49:42.810638",  "msgType": 110,  "language": 2  },  "body": {  "orderConfirm": [  {  "merchantOrderID": "Order123",  "merchantReference": "1316",  "payspotGroupID": "1100",  "payspotTransactionID": "1120",  "statusTrans": null,  "statusTransDescr": null,  "statusProcessing": "-2",  "statusProcessingMsg": "There is no confirmation from the bank about the paid transaction by payment card."  }  ],  "errorCode": 0,  "errorMessage": "OK"  },  "status": {  "errorCode": 0,  "errorMessage": "OK",  "dateTime": "2022-09-06T15:49:42.810638"  }  }  } |

### **3.3.7 Validation of Account MsgType = 102 - AccountValidate**

**[POST]: /api/AccountValidate**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/AccountValidate**](https://www.nsgway.rs:50010/api/AccountValidate%20)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/**](https://test.nsgway.rs:50009/api/paymentorderconfirm)**AccountValidate**

Call of this endpoint checks the entered account number.

First, it formats the entered account number into a standard format: 3 digits for the bank prefix + 13 digits for the account party number + 2 digits for the control number. After that, it performs validation of the formatted account by checking:

* Whether an account number has been entered
* The length of the formatted account number
* Modular validation

### **3.3.7.1 Account validate input parameters**

**Account validate** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| beneficiaryAccount | String | M | Account number for validation |

**Account validate** message request example

|  |
| --- |
| {      "Data": {          "Header": {              "CompanyID": "12345",              "ExternalRequestID": "",              "RequestDateTime": "2025-02-03 14:45:47",              "MsgType": "102",              "Rnd": "psd6vopmBerw8A97jmJE",              "Hash": "3Ar9OHxiUUcS/Z/fLaM8u0knpPzqGNDPv8oN6FHY9W71xZeJ1jLm97uEVkWXnsWnGQDo2vBBrkg59Tagqti/NQ==",              "Language": "1"          },          "Body": {              "beneficiaryAccount": "123-0000000123456-12"          }      }  } |

### **3.3.7.2 Account validate output parameters**

**Account validate** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| beneficiaryAccount | String | M | Returns formatted account number from request (removes "-" from account number if it has) |
| isValid | int | M | Returns 1 if it is valid, 0 if isn’t |
| errorCode | Integer | M | Error code |
| errorMessage | String | M | Description of errorCode |

**Account validate** message response example

|  |
| --- |
| {    "data": {      "body": {        "beneficiaryAccount": "123000000012345612",        "isValid": 1,        "errorCode": 0,        "errorMessage": "OK"      },      "status": {        "errorCode": 0,        "errorMessage": "OK",        "dateTime": "2025-02-26T13:32:40.313172"      },      "header": {        "companyID": 12345,        "externalRequestID": **null**,        "responseDateTime": "2025-02-26T13:32:40.313172",        "msgType": 102,        "language": 1      }    }  } |

## **Order cancellation and refund to the payer**

If the payer has complained to eCommerce about the delivered goods or services, eCommerce will, by its operating rules, check the delivery with the merchant and the payer. If the eCommerce platform, determines that it is necessary to return the funds to the payer, it is also required to send such instruction to PaySpot.

In addition eCommerce can cancel payment order and create new order(s) instead of the canceled one. This is only possible while payment order is not executed and funds are not tranferred yet to the merchant's account.

**Note: Card payment refunds will be executed through card payment system and eCommerce is responsible for initiating refund process. In the case of IPS payments PaySpot has to initiate refund to the payer account.**

It is possible that eCommerce will perform order cancelation, optionally with full or partial refund to the payer:

* When the funds are not transferred yet to the merchant's account

### **Order cancellation before settlement without refund**
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### **Partial refund of the purchase amount before settlement**
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### **Full refund of the purchase amount before settlement**
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# **Codebooks**

## **StatusTrans**

|  |  |
| --- | --- |
| **Value** | **Description** |
| -1 | Payment order with error |
| -2 | There is no confirmation from the bank about paid card transaction |
| -3 | The amounts for the creation of orders for payment transactions in messages 101 and 110 differ |
| -5 | There is no confirmation from the bank about paid IPS transaction |
| -6 | Invalid value for paymentType field |
| -9 | Payment order deleted |
| 0 | Payment order loaded |
| 1 | Payment order created |
| 2 | Payment order confirmed and is waiting for execution |
| 3 | Payment order has already been marked as paid |
| 9 | Payment order processing in progress |

# **IPS**

### **IPS messages**

### **GetBanks MsgType=40**

**[POST]: /api/ips/getbanks/{EntityType}**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ips/getbanks/IE**](https://www.nsgway.rs:50010/api/ips/getbanks/IE)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/ips/getbanks/IE**](https://test.nsgway.rs:50009/api/ips/getbanks/IE)

Message type ***MsgType=40- GetBanks*** is used to obtain a list of banks that have been verified for IPS within the payment system with the Central Bank. **{EntityType}** is payee type and may be legal (LE) or individual (IE). IPS output parameters depend on entity type.

#### **GetBanks input parameters**

**GetBanks** endpoint does not have Body parameters, it is required to send only Header parameters.

**GetBanks** message request example

|  |
| --- |
| {    "data": {      "header": {        "companyID": 123456,        "requestDateTime": "2022-10-14 08:38:19",        "msgType": 40,        "rnd": "5ZnUkpJKma0Mb3CQu9Ef",        "hash": "zhUWKYX2NYqvkFpPr5k6Y+ljMjrC5XIjpq9xnD2KP4NeIYIjNPCqBAwLVGOlswx+OFnBkfrkPY90Q41iym93qQ==",        "language": 2      }    }  } |

#### **GetBanks output parameters**

**GetBanks** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| **Body {** |  |  | **A tag that includes all data in the response body** |
| **BankList [{** |  |  | **Array of banks objects** |
| id | Int | M | Unique identification of the bank, id that will be sent in the request to generate a Deep Link. |
| name | String | M | Name of the bank |
| **}] BankList** |  |  |  |
| **} Body** |  |  |  |

**GetBanks**message response example

|  |
| --- |
| {      "data": {          "header": {              "companyID": 123456,              "responseDateTime": “2022-10-14T08:38:20.113981**”**,              "msgType": 40,              "language": 2          },          "body": {              "bankList": [  {                      "id": 160,                      "name": "BANCA INTESA "                  },                  {                      "id": 170,                      "name": "UNICREDIT BANK"                  },                  {                      "id": 105,                      "name": "AIK BANKА"                  },                  {                      "id": 200,                      "name": "BANKA POŠTANSKA ŠTEDIONICA"                  },                  {                      "id": 200,                      "name": "BANKA POŠTANSKA - NOVA APP"                  },                  {                      "id": 330,                      "name": "CREDIT AGRICOLE BANKA"                  },                  {                      "id": 150,                      "name": "DIREKTNA BANKA"                  },                  {                      "id": 250,                      "name": "EUROBANK"                  },                  {                      "id": 155,                      "name": "HALKBANK"                  },                  {                      "id": 205,                      "name": "KOMERCIJALNA BANKA"                  },                  {                      "id": 325,                      "name": "OTP BANKА"                  },                  {                      "id": 265,                      "name": "RAIFFEISEN BANKA"                  },                  {                      "id": 285,                      "name": "SBERBANK"                  }              ]          },          "status": {              "errorCode": 0,              "errorMessage": "OK",              "dateTime": "2022-10-17T12:04:36.426532"          }      }  } |

### **GenerateIPSData MsgType=41**

**[POST]: /api/ips/generateips/{EntityType}**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ips/generateips/IE**](https://www.nsgway.rs:50010/api/ips/generateips/IE)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/ips/generateips/IE**](https://test.nsgway.rs:50009/api/ips/generateips/IE)

Message type ***MsgType=41 GenerateIPSData*** is used to generate IPS output data (deep link and/or QR code) for customer m-banking application where payment will be made.

***IPS output data expiration is 2 minutes in production enviroment and 3 minutes in test enviroment.***

#### **GenerateIPSData input parameters**

**GenerateIPSData**message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **Body {** |  |  | **A tag that includes all data in the request body** |
| merchantOrderID | String | M | The unique reference of the purchase order, generated in the eCommerce or merchant system. AN(40). |
| merchantOrderAmount | Decimal | M | Total value of the purchase order/purchase for which the payment was initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction |
| merchantCurrencyCode | Int | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| bankID | Int | M | ID from MsgType=40 |
| callbackURL | String | M | Merchant have to offer an URL endpoint where transaction status will be sent, using HTTP POST method (Described in 4.1.3 Section) |
| returnURL | String | O | Merchant could offer an URL endpoint where mbanking application will redirect the user after payment. If URL is not provided the user will be redirected to PaySpot payment confirmation page.  **NOTE: This parameter is relevant only for deep link payments. If URL is provided then the merchant is responsible for dsplaying transaction status indication (success/fail) on the provided URL, as requested by National Bank of Serbia.** |
| **}Body** |  |  |  |

**GenerateIPSData** message request example

|  |
| --- |
| {    "data": {      "header": {        "companyID": 123456,        "requestDateTime": "2022-10-17 08:38:19",        "msgType": 41,        "rnd": "5ZnUkpJKma0Mb3CQu9Ef",        "hash": "tcsgAXxCBSNAqRVa8PwQh/QwsR2YzK4tahKkZN8w67MVL5dysIkATRO80MPSXRtg8EGPxiHy6PiMHcgWMOq+Gw==",        "language": 2      },      "body": {        "merchantOrderID": "Order123",        "merchantOrderAmount": 31.32,        "merchantCurrencyCode": 941,        "bankID": 1,        "callbackURL": "https://callbackurl.com/api/statusTrans"      }    }  } |

#### **GenerateIPSData output parameters**

**GenerateIPSData** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **Body {** |  |  | **A tag that includes all data in the response body** |
| deepLink | String | M | Deep Link that should open the customer's m-banking application |
| qrCode | String | M | QR Code |
| paySpotOrderID | String | M | Unique IPS reference |
| errorCode | Int | O | Error code determined in the process of processing instructions for creating individual payment orders for eCommerce merchants |
| errorMsg | String | O | Error message text |
| **}Body** |  |  |  |

**GenerateIPSData**message response example

|  |
| --- |
| {      "data": {          "header": {              "companyID": 123456,              "responseDateTime": "2022-10-17T12:39:00.113981",              "msgType": 41,              "language": 2          },          "body": {              "deepLink": "https://ipspos.bancaintesa.rs/ips/ek/fl/?data=SzpFS3xWOjAxfEM6MXxSOjE2MDYwMDAwMDEyNjY3ODg0OHxOOlBBWVNQT1QgRE9PIE5PVkkgU0FEfEk6UlNEMzEsMzJ8U0Y6MjIxfE06NjA2MnxSUDpJMDAwMDA5NTIyMjkwMDAwMDAx&callback=https%3a%2f%2ftest.nsgway.rs%3a50009%2fstatusTrans%2fI000009522290000001%2f31.32",              "qrCode": null,              "paySpotOrderID": "I000009522290000001",              "errorCode": 0,              "errorMessage": "OK"          },          "status": {              "errorCode": 0,              "errorMessage": "OK",              "dateTime": "2022-10-17T12:39:00.113981"          }      }  } |

### **PaymentReturn MsgType=43**

**[POST]: /api/ips/paymentreturn**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ips/paymentreturn**](https://www.nsgway.rs:50010/api/ips/paymentreturn)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/ips/paymentreturn**](https://test.nsgway.rs:50009/api/ips/paymentreturn)

Message type ***MsgType=43 PaymentReturn*** is used for IPS payment return (refund).

#### **PaymentReturn input parameters**

**PaymentReturn**message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **Body {** |  |  | **A tag that includes all data in the request body** |
| payspotOrderID | String | M | Unique IPS reference (returned in msg 41). |
| returnAmount | Decimal | M | Amount to be returned (refunded). |
| terminalID | String | M | Merchant IPS terminal id ( delivered by PaySpot ) |
| **}Body** |  |  |  |

**PaymentReturn** message request example

|  |
| --- |
| {    "data": {      "header": {        "companyID": 123456,        "requestDateTime": "2022-10-17 08:38:19",        "msgType": 43,        "rnd": "5ZnUkpJKma0Mb3CQu9Ef",        "hash": "tcsgAXxCBSNAqRVa8PwQh/QwsR2YzK4tahKkZN8w67MVL5dysIkATRO80MPSXRtg8EGPxiHy6PiMHcgWMOq+Gw==",        "language": 2      },      "body": {        "payspotOrderID": "I000009522290000001",        "returnAmount": 31.32,        "terminalID": "I0000095",      }    }  } |

#### **PaymentReturn output parameters**

**PaymentReturn** message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **Body {** |  |  | **A tag that includes all the data in the response body** |
| statusCode | String | M | Refund transaction status, statusCode can be:  00 – successful transaction, 05 – unsuccessful transaction;  -1 – error in the IPS system (unable to execute transaction) |
| errorCode | Int | O | Error code determined in the process of processing instructions for creating individual payment orders for eCommerce merchants |
| errorMsg | String | O | Error message text |
| **}Body** |  |  |  |

**PaymentReturn**message response example

|  |
| --- |
| {      "data": {          "header": {              "companyID": 123456,              "responseDateTime": "2022-10-17T12:39:00.113981",              "msgType": 43,              "language": 2          },          "body": {              "statusCode": "00",              "errorCode": 0,              "errorMessage": "OK"          },          "status": {              "errorCode": 0,              "errorMessage": "OK",              "dateTime": "2022-10-17T12:39:00.113981"          }      }  } |

### **CallbackURL**

ECommerce needs to send an URL endpoint in **MsgType=41** where transaction status will be sent using HTTP POST method.

**CallbackURL** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| statusCode | String | M | Transaction status, statusCode can be:  00 – successful transaction, 05 – unsuccessful transaction, 82 – timeout;  -1 – error in the IPS system (unable to execute transaction) |
| paySpotOrderID | String | M | Unique identification of the created purchase order in the PaySpot system. |
| merchantOrderID | String | M | Unique identification of the created purchase order in the merchant system. |
| rnd | String | M | Random string of 20 characters |
| hash | String | M | A hash string used to authenticate a customer. (Described in 4.1.3.1 Section) |
| **}** |  |  |  |

**CallbackURL** messagerequest example

|  |
| --- |
| {     "statusCode": "00",     "paySpotOrderID": "I000009522290000001",  "merchantOrderID": "Order123",     "rnd": "BrHklmcUE67kV0oK2oQT",     "hash": "bMNSAO5qNHZUV8vhJNFmWeo26/n3mSBBGwPLBUGSDDqSCkT83q/LueYt5IWql1259HUn7CqsT5zluAalI30KSQ=="  } |

#### **4.1.3.1** **CallbackURL** **Hash**

This section explains how PaySpot will generate a hash for successful callback authentication.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + paySpotOrderID + | + merchantOrderID + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|I000009522290000001|TestGenerate1|Test123456!

hash = Base64(SHA512(plaintext))

### **Integration with PaySpot web IPS page from eCommerce web site**

### **Form submit**

**[POST]: /api/PsWebIps/submit**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/pswebips/submit**](https://www.nsgway.rs:50010/api/pswebips/submit)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/pswebips/submit**](https://test.nsgway.rs:50009/api/pswebips/submit)

#### **Form submit input parameters**

Form submit input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call |
| merchantOrderID | String | M | The unique reference of the purchase order, generated in the eCommerce or merchant system. AN(40). |
| merchantOrderAmount | Decimal | M | Total value of the purchase order/purchase for which the payment was initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction |
| merchantCurrencyCode | Int | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| language | Int | O | Language ID (1=default (sr), 2=eng ... ) |
| callbackURL | String | M | eCommerce has to provide an URL endpoint where transaction status will be sent, using HTTP POST method (Described in 4.1.3 Section) |
| successURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected after successful payment |
| cancelURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected if customer quits purchase before payment |
| errorURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected in the case of unsuccessful payment |
| returnURL | String | O | Merchant could offer an URL endpoint where mbanking application will redirect the user after payment. If URL is not provided the user will be redirected to PaySpot payment confirmation page.  **NOTE: This parameter is relevant only for deep link payments. If URL is provided then the merchant is responsible for dsplaying transaction status indication (success/fail) on the provided URL, as requested by National Bank of Serbia.** |
| hash | String | M | Hash calculated as explained in the section 4.2.2.2. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| currentDate | String | M | Date and time of the submit request in the format: YYYY-MM-DD hh:mm:ss (ISO). **Must be sent in UTC timezone,** |

Html example for integration with PaySpot IPS web page:

      <form

        method="post"

        action='https://test.nsgway.rs:50009/api/PsWebIps/submit'

        target="output\_frame">

        <input type="hidden" name="companyId" value=123456 />

        <input type="hidden" name="merchantOrderID" value=Order123 />

        <input type="hidden" name="merchantOrderAmount" value=100.32 />

        <input type="hidden" name="merchantCurrencyCode" value=941 />

        <input type="hidden" name="language" value=1 />

        <input type="hidden" name="callbackURL" value='https://callbackUrl' />

        <input type="hidden" name="successURL" value='https://successUrl' />

        <input type="hidden" name="cancelURL" value='https://cancelUrl' />

        <input type="hidden" name="errorURL" value='https://failUrl' />

        <input type="hidden" name="hash" value= '4Oav8Pg9qfHWitVAk/BJOx/cujvdQfNV5tH07VvWPYxuT9nX3NuJAFrZCcdo7D28WeB92TzmB/R3xnFW43KkjQ==' />

        <input type="hidden" name="rnd" value='mIlyKRws6GHHi8mlJtg6' />

        <input type="hidden" name="currentDate" value=new Date().toISOString().replace('T', ' ').substring(0, 16) />

      </form>

Optional iframe (if you want to display PaySpot IPS page within iframe)

<iframe name="output\_frame" src="" id="output\_frame" width="100%" height="100%"></iframe>

#### **4.2.2.2** **Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + currentDate + | + merchantOrderID + | + merchantOrderAmount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

\*Difference between CurrentDate parameter (**in UTC**) and time when the request is called can't be more than **5min**

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|2022-10-17 08:38:19|TestGenerate1|100.32|Test123456!

hash = Base64(SHA512(plaintext))

### **Rules and recommendations for eCommerce**

### **Mandatory elements for eCommerce application/web page**

Following IPS logo should be visible in the page footer
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Payments method selection should contain images below with an appropriate text explaining IPS payments. Text example: *Mbanking aplikacijom koju imate instaliranu na svom mobilnom uređaju skenirajte prikazani jednokratan IPS QR kôd i izvršite plaćanje u okruženju Vaše banke. Informacija o ishodu plaćanja biće Vam prikazana odmah po završetku obrade ali će Vam biti dostavljena i na e-mail adresu uz potvrdu o kupovini.*
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![](data:image/png;base64,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)

**ECommerce Internet point of sale has to provide payments to all subjects, physical persons and legal entities, in accordance with Serbian law.**

### **Mandatory confirmation email elements**

ECommerce has to send a confirmation email for every successful payment transaction. Mandatory email elements are:

* Order reference number
* Total transaction amount
* Date and time of transaction
* IPS reference number

# **5. Integration with PaySpot Payment methods web page from eCommerce web site (SIA)**

### **Form submit**

**[POST]: /api/Ecommerce/submit**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ecommerce/submit**](https://www.nsgway.rs:50010/api/ecommerce/submit)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/ecommerce/submit**](https://test.nsgway.rs:50009/api/ecommerce/submit)

#### **Form submit input parameters**

Form submit input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| merchantOrderID | String | M | The unique reference of the purchase order, generated in the eCommerce or merchant system. AN(40). |
| merchantOrderAmount | Decimal | M | Total value of the purchase order/purchase for which the payment was initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction |
| merchantCurrencyCode | Int | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| language | Int | O | Language ID (1=default (sr), 2=eng ... ) |
| email | String | M | Customer’s e-mail address |
| customerId | String | O | ID which is an alternative to email for CIT transactions, can be used to store user's saved cards in case email is not provided. |
| successURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected after successful payment |
| cancelURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected if customer quits purchase before payment |
| errorURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected in the case of unsuccessful payment |
| hash | String | M | Hash calculated as explained in the section 5.1.2. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| currentDate | String | M | Date and time of the submit request in the format: YYYY-MM-DD hh:mm:ss (ISO). **Must be sent in UTC timezone,** |
| requestType | Int | M | Request type in PaySpot System. ( Marketplace platform = 10, Web shop platform =11) |
| paymentPurpose | String | O | Payment purpose for IPS payment. AN(35) |
| timeout | Int | O | Redirect User on Cancel URL aftter timeout ( value in seconds ). Default value = 300 |

Html example for integration with PaySpot Payment Methods web page:

      <form

        method="post"

        action='https://test.nsgway.rs:50009/api/ecommerce/submit'

        target="output\_frame">

        <input type="hidden" name="companyId" value=123456 />

        <input type="hidden" name="merchantOrderID" value='Order123' />

        <input type="hidden" name="merchantOrderAmount" value=100.32 />

        <input type="hidden" name="merchantCurrencyCode" value=941 />

        <input type="hidden" name="language" value=1 />

        <input type="hidden" name="successURL" value='https://successUrl' />

        <input type="hidden" name="cancelURL" value='https://cancelUrl' />

        <input type="hidden" name="errorURL" value='https://failUrl' />

        <input type="hidden" name="email" value='test@gmail.com' />

<input type="hidden" name="customerId" value='123456789' />

        <input type="hidden" name="requestType" value=11/>

        <input type="hidden" name="hash" value= '4Oav8Pg9qfHWitVAk/BJOx/cujvdQfNV5tH07VvWPYxuT9nX3NuJAFrZCcdo7D28WeB92TzmB/R3xnFW43KkjQ==' />

        <input type="hidden" name="rnd" value='mIlyKRws6GHHi8mlJtg6' />

<input type="hidden" name="timeout" value='600' />

        <input type="hidden" name="currentDate" value=new Date().toISOString().replace('T', ' ').substring(0, 16) />

      </form>

Optional iframe (if you want to display PaySpot Payment Methods page within iframe)

<iframe name="output\_frame" src="" id="output\_frame" width="100%" height="100%"></iframe>

#### **5.1.2** **Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + currentDate + | + merchantOrderID + | + merchantOrderAmount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

\*Difference between CurrentDate parameter (**in UTC**) and time when the request is called can't be more than **20min**

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|2022-10-17 08:38:19|TestGenerate1|100.32|Test123456!

hash = Base64(SHA512(plaintext))

### **Callback URL Data**

ECommerce needs to predefined an URL endpoint where transaction status will be sent using HTTP POST method.

**CallbackURL** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| orderID | String | M | Merchant order from initial request |
| shopID | String | O(only for payment cards) | Identifier of the merchant’s shop assigned by Payment Gateway |
| authNumber | String | O(only for payment cards) | Authorization number.  The value is returned only in case of successful authorization. If authorization is not granted,  the field will be filled in with “NULL” |
| amount | String | M | Total value of the purchase order/purchase for which the payment was initiated |
| currency | String | M | Currency |
| transactionID | String | O(only for payment cards) | Identifier of transaction assigned by the PGW |
| result | String | M | Result of the transaction. Described below in section 5.4 |
| paySpotOrderID | String | O(only for IPS) | Unique IPS reference |
| rnd | String | O(only for IPS) | Random string used for hash calculation |
| hash | String | M | Hash calculated as explained in the sections below depending on payment method. **It is mandatory to calculate the hash on the eCommerce server.** |
| maskedPan | String | O(only for payment cards) | Masked Pan of card |
| expiryDate | String | O(only for payment cards) | Expiry date of card |
| cardBrand | String | O(only for payment cards) | Brand of card ( VISA,MASTERCARD,DINA, MAESTRO) |
| panAlias | String | O(only for payment cards) | Token of card |
| responseCode | String | O(only for eMoney) | Represents authorization code for eMoney transaction |
| responseMsg | String | O(only for eMoney) | Represents description of the authorization code for eMoney transaction |
| **}** |  |  |  |

#### **5.2.1 Hash Calculation for Payment by card**

This section explains how eCommerce needs to generate the hash to know that request come from PaySpot Payment Service.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = orderID + | + shopID + | + amount + | + result + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKeyCallback will be delivered by the PaySpot system.

**Example:**

plaintext = order1234567890|shopIDTest|100.32|00|Test123456!

hash = Base64(SHA512(plaintext))

#### **5.2.2 Hash Calculation for Payment by IPS**

This section explains how eCommerce needs to generate the hash to know that request come from PaySpot Payment Service.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + paySpotOrderID + | + orderID + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|I000009522290000001|TestGenerate1|Test123456!

hash = Base64(SHA512(plaintext))

### **API Completion Request**

**[POST]: /api/ECommerce/CompletionRequest**

**REQUEST PRODUCTION URL:**

**<https://www.nsgway.rs:50010/api/ECommerce/CompletionRequest>**

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/ECommerce/CompletionRequest>**

Authorized (Pre-authorized) transactions can be completed using Web API service.  
If the authorization was successful, the values of parameters used for sending Completion request are  
obtained from the previous authorization step.  
If the authorization is not successful, it is impossible to make the  
completion.  
The transaction can be completed to the maximum extent of 30 days from the moment of  
purchase/pre-authorization. Beware that Voiding purchase/pre-authorization transaction is not available after 5 days have passed from the moment of purchase/pre-authorization, which means that every transaction that is not completed in that time period will only have Refund option and Void won't be available.

**AuthCompletionRequest** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| transactionId | String | M | Identifier of transaction assigned by the PGW |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| amount | String | M | Total value of the purchase order/purchase for which the payment was initiated |
| currency | String | M | Currency |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| hash | String | M | Hash calculated as explained in the section 5.3.1. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| **}** |  |  |  |

**AuthCompletionRequest** message request example

|  |
| --- |
| {    "transactionId": "testTransactionID",    "orderId": "testOrderID",    "shopId": "testShopID",    "amount": "100.32",    "currency": "941",    "companyID": "123456",    "rnd": "mIlyKRws6GHHi8mlJtg6",    "hash": "4Oav8Pg9qfHWitVAk/BJOx/cujvdQfNV5tH07VvWPYxuT9nX3NuJAFrZCcdo7D28WeB92TzmB/R3xnFW43KkjQ==",    "currentDate": "2023-11-30 11:39"  } |

#### **5.3.1** **Hash calculation**

This section explains how eCommerce marketplace needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + orderId + | + amount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|1zd9k0o9|100.32|Test123456!

hash = Base64(SHA512(plaintext))

#### **5.3.2** **API Completion Response**

**AuthCompletionResponse** message response parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| transactionId | String | M | Identifier of transaction assigned by the PGW |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| amount | String | M | Total value of the purchase order/purchase for which the payment was initiated |
| currency | String | M | Currency |
| authNumber | String | M | Authorization number.  The value is returned only in case of successful authorization. If authorization is not granted,  the field will be filled in with “NULL” |
| result | String | M | Result of the transaction. Described below in section 5.4 |
| **}** |  |  |  |

**AuthCompletionResponse** message request example

|  |
| --- |
| {    "transactionId": "testTransactionID",    "orderId": "testOrderID",    "shopId": "testShopID",    "amount": "100.32",    "currency": "941",    "authNumber": "123456",    "result": "00"  } |

### **Response Result Field**

#### **5.4.1** **Card Payment**

The field **RESULT** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 01 | Denied by system |
| 02 | Denied due to store configuration issues |
| 03 | Denied due to communication issues with the authorization circuits |
| 04 | Denied by card issuer |
| 05 | Denied due to incorrect card number |
| 06 | Unforeseen error during processing of request |
| 07 | Duplicated order |
| 08 | Operator indicated not found |
| 09 | TRANSACTIONID indicated does not make reference to the entered ORDERID |
| 10 | Card not eligible for Installments |
| 11 | Incorrect status. Transaction not possible in the current status |
| 12 | Circuit disabled |
| 13 | Duplicated order |
| 16 | Currency not supported or not available for the merchant |
| 17 | Exponent not supported for the chosen currency |
| 20 | The card is VBV/SecureCode/SafeKey-enabled; the reply contains the data for  redirection to ACS website |
| 21 | Maximum time-limit for forwarding VBV request step 2 expired |
| 25 | A call to 3DS method must be performed by the Requestor |
| 26 | A challenge flow must be initiated by the Requestor |
| 35 | No payment instrument is acceptable |
| 37 | Missing CVV2: this is compulsory for the circuit selected |
| 38 | Pan alias not found or revoked |
| 40 | Empty Xml or missing 'data' parameter |
| 41 | Xml not parsable |
| 50 | Installments not available |
| 51 | Installment number out of bounds |

#### **5.4.2 IPS Payment**

The field **RESULT** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| -1 | Denied |
| 82 | Timeout |

### **5.5 Get Order Status**

**[POST]: /api/ECommerce/CompletionRequest**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ECommerce/GetOrderStatus**](https://www.nsgway.rs:50010/api/ECommerce/GetOrderStatus)

**REQUEST TEST URL: <https://test.nsgway.rs:50009/api/ECommerce/GetOrderStatus>**

The service is provided for merchants who want to check the status of the transaction.

**GetOrderStatus** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| hash | String | M | Hash calculated as explained in the section 5.5.1. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| **}** |  |  |  |

**GetOrderStatus** message request example

|  |
| --- |
| {    "orderId": "testOrderID",    "shopId": "testshopID",    "companyID": "123456",    "rnd": "mIlyKRws6GHHi8mlJtg6",    "hash": "4Oav8Pg9qfHWitVAk/BJOx/cujvdQfNV5tH07VvWPYxuT9nX3NuJAFrZCcdo7D28WeB92TzmB/R3xnFW43KkjQ=="  } |

#### **5.5.1** **Hash calculation**

This section explains how eCommerce marketplace needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + orderId + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|1zd9k0o9|Test123456!

hash = Base64(SHA512(plaintext))

#### **5.5.2** **Get Order Status response**

**GetOrderStatus** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| transactionId | String | Identifier of transaction assigned by the PGW |
| orderId | String | Merchant order unique identifier |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| transactionAmount | String | The transaction amount in currency unit |
| authorizedAmount | String | The authorized amount in currency unit |
| accountedAmount | String | The accounted amount in currency unit |
| refundedAmount | String | The refunfed amount in currency unit |
| transactionStatus | String | Current status of the transaction . Described below in section 5.5.3.1 |
| transactionResult | String | Outcome of transaction. Described below in section 5.5.3.2 |
| authorizationNumber | String | Authorization number.  The value is returned only in case of successful authorization. If authorization is not granted,  the field will be filled in with “NULL” |
| transactionDate | String | Date and time of transaction in yyyy-mm-ggTHH:mm:ss format |
| currency | String | Currency |
| **}** |  |  |

**GetOrderStatus**message response example

|  |
| --- |
| {    "transactionId": "testTransactionID",    "orderId": "testOrderID",    "shopId": "testshopID",    "authorizedAmount": "110.32",    "transactionAmount": "110.32",    "accountedAmount": "110.32",    "refundedAmount": "0",    "transactionStatus": "03",    "transactionResult": "00",    "currency": "941",    "authorizationNumber": "123456",    "transactionDate": "2024-01-10T09:22:53"  } |

#### **5.5.3.1 Transaction Status codes**

The field **transactionStatus** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Preauthorization |
| 01 | Preauthorization denied |
| 02 | Authorization to be processed |
| 03 | Authorization processed by clearing |
| 04 | Refund |
| 21 | Authorization to be reversed due to transaction error |
| 99 | Authorization underway with MyBank or  BancomatPay |

#### **5.5.3.2 Transaction Result codes**

The field **transactionResult** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 01 | Denied due to problems in the request message |
| 02 | Denied due to problems in the store registry |
| 03 | Denied due to communication problems with the authorization circuits |
| 04 | Denied by card issuer |
| 05 | Denied due to incorrect card number |
| 06 | Unforeseen error during processing of request |
| 10 | Card not eligible for Installments |
| 45 | Denied authorization due to failed antifraud check. |
| 51 | Installment number out of bounds (acquirer side) |
| 99 | Authorization underway with MyBank or BancomatPay |

### **5.6 Refund / Void Transaction**

**[POST]: /api/ECommerce/RefundTransaction**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ECommerce/RefundTransaction**](https://www.nsgway.rs:50010/api/ECommerce/GetOrderStatus)

**REQUEST TEST URL: [https://test.nsgway.rs:50009/api/ECommerce/RefundTransaction](https://test.nsgway.rs:50009/api/ECommerce/GetOrderStatus)**

The service is provided for merchants who want to void the transaction before the transaction was accounted (before financial transaction happened in bank). This window for Auth transactions (Immediate Accounting) is day of the transaction until midnight, while for PreAuthorized transaction (Deffered Accounting) the window for voiding the transaction is 5 days from the day since transaction happened. Transactions can be voided only for the full amount, there is no partial void therefore Amount field plays no role in Void transactions only in Refund. All transactions sent to this endpoint that can't be processed as Void will be saved in our system and processed as Refund transactions which are done through our Call Center. These Refund transactions can be partial and time window is declared by the issuing bank. Multiple refunds are allowed until the initial amount of the transaction has been fully refunded.

**RefundTransaction** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| transactionId | String |  | Identifier of transaction assigned by the PGW |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| amount | String | M | Amount that is going to be refunded (in case of Void it will always be full amount of the transaction as there is no partial Void transaction). |
| hash | String | M | Hash calculated as explained in the section 5.5.1. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| **}** |  |  |  |

**RefundTransaction** message request example

|  |
| --- |
| {    "orderId": "testOrderID",  "transactionId": "testTransactionID",    "shopId": "testShopID",    "companyID": "123456",  "amount": "100.32",    "rnd": "mIlyKRws6GHHi8mlJtg6",    "hash": "4Oav8Pg9qfHWitVAk/BJOx/cujvdQfNV5tH07VvWPYxuT9nX3NuJAFrZCcdo7D28WeB92TzmB/R3xnFW43KkjQ=="  } |

#### **5.6.1** **Hash calculation**

This section explains how eCommerce marketplace needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + orderId + | + amount + | + shopId + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|1zd9k0o9|100.32|TestShop123|Test123456!

hash = Base64(SHA512(plaintext))

#### **5.6.2** **Void / Refund Transaction Response**

**RefundTransaction** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| transactionId | String | Identifier of transaction assigned by the PGW |
| orderId | String | Merchant order unique identifier |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| transactionAmount | String | The transaction amount in currency unit |
| authorizedAmount | String | The authorized amount in currency unit |
| accountedAmount | String | The accounted amount in currency unit |
| refundedAmount | String | The refunfed amount in currency unit |
| transactionStatus | String | Current status of the transaction . Described below in section 4.3.3.1 |
| transactionResult | String | Outcome of transaction. Described below in section 4.3.3.2 |
| authorizationNumber | String | Authorization number.  The value is returned only in case of successful authorization. If authorization is not granted,  the field will be filled in with “NULL” |
| transactionDate | String | Date and time of transaction in yyyy-mm-ggTHH:mm:ss format |
| currency | String | Currency |
| **}** |  |  |

**RefundTransaction**message response example

|  |
| --- |
| {    "transactionId": "testTransactionID",    "orderId": "testOrderID",    "shopId": "testshopID",    "authorizedAmount": "110.32",    "transactionAmount": "110.32",    "accountedAmount": "110.32",    "refundedAmount": "0",    "transactionStatus": "03",    "transactionResult": "00",    "currency": "941",    "authorizationNumber": "123456",    "transactionDate": "2024-01-10T09:22:53"  } |

### **5.7 Client Delete Saved Card Data**

**[POST]: /api/ECommerce/ClientDeleteSavedCardData**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ECommerce/ClientDeleteSavedCardData**](https://www.nsgway.rs:50010/api/ECommerce/ClientDeleteSavedCardData)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/ECommerce/ClientDeleteSavedCardData>**

The service is provided for merchants who are using our CIT (Client Initiated Transaction) flow which includes saving the card token (tokenization) on the client side for further payments. This service deletes the tokenized data stored on our servers and removes the card from our frontend meaning that user can't use it for payments anymore.

**ClientDeleteSavedCardData** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| panAlias | String | M | Represents a card token |
| maskedPan | String | M | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| customerId | String | O | ID which is an alternative to email for CIT transactions, can be used to store user's saved cards in case email is not provided. |
| customerEmail | String | O | User email which is used to store tokens, either customerId or customerEmail must be sent |
| amount | String | M | Amount that is going to be refunded (in case of Void it will always be full amount of the transaction as there is no partial Void transaction). |
| hash | String | M | Hash calculated as explained in the section 5.5.1. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| **}** |  |  |  |

**ClientDeleteSavedCardData** message request example

|  |
| --- |
| {    "PanAlias": "1234567890",  "maskedPan": "534223xxxxxx1234",    "shopId": "testShopID",    "companyID": 123456,  "clientId": "123456",    "rnd": "mIlyKRws6GHHi8mlJtg6",    "hash": "4Oav8Pg9qfHWitVAk/BJOx/cujvdQfNV5tH07VvWPYxuT9nX3NuJAFrZCcdo7D28WeB92TzmB/R3xnFW43KkjQ=="  } |

#### **5.7.1** **Hash calculation**

This section explains how eCommerce marketplace needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + panAlias + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= mIlyKRws6GHHi8mlJtg6|01231231231|Test123456!

hash = Base64(SHA512(plaintext))

#### **5.7.2** **Client Delete Saved Card Data Response**

**ClientDeleteSavedCardData** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| panAlias | String | Represents a card token that was deleted |
| maskedPan | String | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN that was deleted |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyId | String | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| customerId | String | ID which is an alternative to email for CIT transactions, can be used to store user's saved cards in case email is not provided. |
| customerEmail | String | User email which is used to store tokens, either customerId or customerEmail must be sent |
| errorCode | Int | Error code |
| errorMessage | String | Description of the Error code |
| statusAlias | String | The current status of the saved token |
| **savedCards [ {** |  | Array of saved cards |
| panAlias | String | Represents a card token |
| maskedPan | String | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| panExpiryDate | String | Date of expiration of the tokenized card in format YYMM |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| treCurr | String | Type of recurring transaction, **C**-Client Initiated Transaction, **U**-Unscheduled Merchant initiated recurring transaction and **R**-Recurring Merchant initiated transaction |
| creCurr | String | Identifier that connects initial recurring tansaction with following recurring transactions |
| **] }** |  |  |
| hash | String | Hash that is used to verify that the response is actually comming from our system, it's calculated according to specification in section 5.8.1 |

**ClientDeleteSavedCardData** message response example

|  |
| --- |
| {    "panAlias": "1234567890",    "maskedPan": "534223xxxxxx1234",  "companyId": 123456,  "customerId": "7890123",  "customerEmail": "test@gmail.com",    "shopId": "testshopID",    "errorCode": 0,    "errorMessage": "OK",    "statusAlias": 0,    "savedCards": [          {              "panAlias": "0000487552113990718",              "maskedPan": "534223xxxxxx1234",              "panExpiryDate": "2801",              "shopID": "80729SE00124302",              "treCurr": "C",              "creCurr": "COF0123456789"          },          {              "panAlias": "0000700670416298520",              "maskedPan": "534223xxxxxx1234",              "panExpiryDate": "3512",              "shopID": "80729SE00124302",              "treCurr": "C",              "creCurr": "COF0123456789"          }      ],  "hash": "aVdkL3zechCDz5FJJZKaP9cYTk7jVsLUWEdVBmw71zKbIBGM9pOsAGk1htg=="  } |

#### **5.7.3** **Client Delete Saved Card Callback URL**

ECommerce needs to predefined an URL endpoint where deleted credit card info will be sent using HTTP POST method.

**Client Delete Saved Card Callback** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| panAlias | String | M | Token of card |
| maskedPan | String | M | Masked PAN number of the card which represents first 6 and the last 4 digits of the card's PAN |
| companyID | String | M | Customer identifier that is used to link the PAN and Card to specific user |
| shopID | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| customerId | String | O | ID which is an alternative to email for CIT transactions, can be used to store user's saved cards in case email is not provided. |
| customerEmail | String | O | User email which is used to store tokens, either customerId or customerEmail must be sent |
| errorCode | Int | M | Error code |
| errorMessage | String | M | Description of the Error code |
| statusAlias | String | M | The current status of the saved token |
| **savedCards [ {** |  | M | Array of saved cards |
| panAlias | String | M | Token of card |
| maskedPan | String | M | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| panExpiryDate | String | M | Date of expiration of the tokenized card in format YYMM |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway for this specific token |
| treCurr | String | M | Type of recurring transaction, **C**-Client Initiated Transaction, **U**-Unscheduled Merchant initiated recurring transaction and **R**-Recurring Merchant initiated transaction |
| creCurr | String | M | Identifier that connects initial recurring transaction with following recurring transactions |
| **] }** |  |  |  |
| hash | String | M | Hash calculated as explained in the section 5.8.1. **It is mandatory to calculate the hash on the eCommerce server.** |

##### **5.7.3.1 Hash Calculation for Client Delete saved Card Callback**

This section explains how eCommerce needs to generate the hash to know that request come from PaySpot Payment Service.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = shopID + | + panAlias + | + maskedPan + | + statusAlias + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKeyCallback will be delivered by the PaySpot system.

**Example:**

plaintext = shopIDTest|0000624648507414609|534223xxxxxx1234|0|Test123456!

hash = Base64(SHA512(plaintext))

### **5.8 Merchant Initiate Transactions (MIT)**

#### **5.8.1 Registration card Request**

**[POST]: /api/ECommerce/GetPaymentParams**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ECommerce/GetPaymentParams**](https://www.nsgway.rs:50010/api/ECommerce/GetPaymentParams)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/ECommerce/GetPaymentParams>**

**RegistrationCard** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| merchantOrderID | String | M | The unique reference of the purchase order, generated in the eCommerce or merchant system. AN(40). |
| merchantOrderAmount | Decimal | M | Total value of the purchase order/purchase for which the payment was initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction |
| merchantCurrencyCode | Int | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| language | Int | O | Language ID (1=default (sr), 2=eng ... ) |
| customerEmail | String | M | Customer’s e-mail address |
| customerId | String | O | ID which is an alternative to email for CIT/MIT transactions, can be used to store user's saved cards in case email is not provided. |
| panAlias | String | O | Merchant token for payment card |
| successURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected after successful payment |
| cancelURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected if customer quits purchase before payment |
| errorURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected in the case of unsuccessful payment |
| requestType | Int | M | Request type in PaySpot System. ( Marketplace platform = 10, Web shop platform =11) |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| hash | String | M | Hash calculated as explained in the section 5.8.1.3. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| currentDate | String | M | Date and time of the submit request in the format: YYYY-MM-DD hh:mm:ss (ISO). **Must be sent in UTC timezone,** |
| transactionType | String | M | Type of transaction .  -REDIRECT\_MIT |
| } |  |  |  |

##### **5.8.1.1 Registration Card Request**

**RegistrationCardRequest** message request example

|  |
| --- |
| {  "merchantOrderID":"testoid",           "merchantOrderAmount":1.00,           "merchantCurrencyCode":941,           "language":1,           "customerId":"123456",           "customerEmail":"test@gmail.com",           "successURL":"https://test.com",           "cancelURL":"https://test.com",           "errorUrl":"https://test.com",           "panAlias":"1234567890",           "requestType":10,           "companyID":123456,           "hash":"hashstring",           "transactionType":"REDIRECT\_MIT",           "rnd":"randomstring",           "currentDate":"2024-02-02 08:38:19"        } |

##### **5.8.1.2 RegistrationCard Response**

**RegistrationCardResponse** message response parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| actionUrl | String | M | Url to call PGW |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| amount | String | M | Total value of the purchase order/purchase for which the payment was initiated |
| currency | String | M | Currency |
| lang | String | M | Language of payment page |
| urlback | String | M | Complete URL to which the user is to be redirected to go to  the store in case  the payment process is cancelled. |
| urldone | String | M | Complete URL to which the customer’s browser is to be  redirected once the transaction has been successfully  completed. |
| urlms | String | M | Callback URL ( It will be PaySpot CallbackURL in that case) |
| page | String | M | For redirect value is „LAND“ |
| options | String | M | It contains the indicators of the additional options to be  activated for the payment. |
| mac | String | M | Hash string |
| email | String | M | Customer’s e-mail address |
| authormode | String | M | Will be „I“ |
| accountingmode | String | M | Type of booking to be used for this order:  - D deferred (Preauth)  - I immediate (Auth) |
| exponent | String | M | Number of decimals for the currency |
| trecurr | String | M | Value „U“ for MIT Unschedule |
| **}** |  |  |  |

**RegistrationCardResponse** message request example

|  |
| --- |
| {      "actionUrl": "https://virtualpostest.sia.eu/vpos/payments/main",      "lang": "EN",      "page": "LAND",      "amount": "100",      "currency": "941",      "orderid": "testoid",      "shopid": "80729SE00124301",      "urlback": "https://test.com",      "urldone": "https://test.com",      "urlms": "https://test.com",      "accountingmode": "D",      "authormode": "I",      "mac": "0da4ffed412c67d67ade613fd6c812d882e523c6f32386fbc46196513be97b13",      "email": "test@gmail.com",      "options": "M",      "exponent": "2",      "trecurr": "U",   } |

##### **5.8.1.3 Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + currentDate + | + merchantOrderID + | + merchantOrderAmount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|2022-10-17 08:38:19|TestGenerate1|100.32|Test123456!

hash = Base64(SHA512(plaintext))

##### **5.8.1.4 Form Example**

 <form

        method="post"

        data-testid="hidden-form"

        action="https://virtualpostest.sia.eu/vpos/payments/main">

        <input type="hidden" name="PAGE" value="LAND" />

        <input type="hidden" name="AMOUNT" value="100" />

        <input type="hidden" name="CURRENCY" value="941" />

        <input type="hidden" name="LANG" value="SR" />

        <input type="hidden" name="SHOPID" value="80729SE00124301" />

        <input type="hidden" name="ORDERID" value="testoid" />

        <input type="hidden" name="URLDONE" value="https://test.com" />

        <input type="hidden" name="URLBACK" value="https://test.com" />

        <input type="hidden" name="URLMS" value="https://test.nsgway.rs/api/Ecommerce/OtpResult" />

        <input type="hidden" name="ACCOUNTINGMODE" value="D" />

        <input type="hidden" name="AUTHORMODE" value="I" />

        <input type="hidden" name="OPTIONS" value="M" />

        <input type="hidden" name="EMAIL" value="test@gmail.com" />

        <input type="hidden" name="TRECURR" value="U" />

        <input type="hidden" name="EXPONENT" value="2" />

        <input

          type="hidden"

          name="MAC"

          value="0da4ffed412c67d67ade613fd6c812d882e523c6f32386fbc46196513be97b13"

        />

        <button

          type="submit"

          <p>Register card</p>

        </button>

      </form>

#### **5.8.2 Authorize Request**

**[POST]: /api/ECommerce/AuthorizeRequest**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ECommerce/AuthorizeRequest**](https://www.nsgway.rs:50010/api/ECommerce/AuthorizeRequest)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/ECommerce/AuthorizeRequest>**

**AuthorizeRequest** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| orderId | String | M | The unique reference of the purchase order, generated in the eCommerce or merchant system. AN(40). |
| amount | Decimal | M | Total value of the purchase order/purchase for which the payment was initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction |
| currency | String | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| customerEmail | String | M | Customer’s e-mail address |
| customerId | String | O | ID which is an alternative to email for CIT/MIT transactions, can be used to store user's saved cards in case email is not provided. |
| panAlias | String | O | Merchant token for payment card |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| transactionType | String | M | Type of transaction ( REDIRECT/REDIRECT\_MIT/CIT/MIT\_UNSC ) |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| requestType | Int | M | Request type in PaySpot System. ( Marketplace platform = 10, Web shop platform =11) |
| hash | String | M | Hash calculated as explained in the section 5.8.2.6. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| currentDate | String | M | Date and time of the submit request in the format: YYYY-MM-DD hh:mm:ss (ISO). **Must be sent in UTC timezone,** |
| } |  |  |  |

##### **5.8.2.1 Authorize Request**

**AuthorizeRequest** message request example

|  |
| --- |
| {        "orderid": "testorder123",        "amount": 100.11,        "currency": "941",        "customerId": "12345",        "customerEmail": "test@gmail.com",        "panAlias": "testPanAlias",        "shopId": "80729SE00124303",  "requestType":11,        "companyID":123456,        "hash":"hashstring",        "rnd":"rnd",        "currentDate":"2024-02-02 08:38:19",        "transactionType": "MIT\_UNSC"      } |

##### **5.8.2.2 Authorize response**

**AuthorizeResponse** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| transactionId | String | Identifier of transaction assigned by the PGW |
| orderId | String | Merchant order unique identifier |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| transactionAmount | String | The transaction amount in currency unit |
| authorizedAmount | String | The authorized amount in currency unit |
| accountedAmount | String | The accounted amount in currency unit |
| refundedAmount | String | The refunfed amount in currency unit |
| transactionStatus | String | Current status of the transaction . Described below in section 5.8.2.3 |
| transactionResult | String | Outcome of transaction. Described below in section 5.8.2.4 |
| authorizationNumber | String | Authorization number.  The value is returned only in case of successful authorization. If authorization is not granted,  the field will be filled in with “NULL” |
| transactionDate | String | Date and time of transaction in yyyy-mm-ggTHH:mm:ss format |
| currency | String | Currency |
| result | String | Result of transaction |
| resultDescription | String | Description of result field. Described below in |
| **}** |  |  |

**AuthorizeResponse** message response example

|  |
| --- |
| {    "transactionId": "testTransactionID",    "orderId": "testOrderID",    "shopId": "testshopID",    "authorizedAmount": "110.32",    "transactionAmount": "110.32",    "accountedAmount": "110.32",    "refundedAmount": "0",    "transactionStatus": "03",    "transactionResult": "00",    "currency": "941",    "authorizationNumber": "123456",    "transactionDate": "2024-01-10T09:22:53",    "result": "00",    "resultDescription": "Success",  } |

##### **5.8.2.3 Transaction Status codes**

The field **transactionStatus** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Preauthorization |
| 01 | Preauthorization denied |
| 02 | Authorization to be processed |
| 03 | Authorization processed by clearing |
| 04 | Refund |
| 21 | Authorization to be reversed due to transaction error |
| 99 | Authorization underway with MyBank or  BancomatPay |

##### **5.8.2.4 Transaction Result codes**

The field **transactionResult** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 01 | Denied due to problems in the request message |
| 02 | Denied due to problems in the store registry |
| 03 | Denied due to communication problems with the authorization circuits |
| 04 | Denied by card issuer |
| 05 | Denied due to incorrect card number |
| 06 | Unforeseen error during processing of request |
| 10 | Card not eligible for Installments |
| 45 | Denied authorization due to failed antifraud check. |
| 51 | Installment number out of bounds (acquirer side) |
| 99 | Authorization underway with MyBank or BancomatPay |

##### **5.8.2.5 Result codes**

The field **result** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 01 | Order or ReqRefNum not found |
| 02 | ReqRefNum duplicated or not valid |
| 03 | Incorrect message format, missing or incorrect field |
| 04 | Incorrect API authentication, incorrect MAC or timestamp exceeding the limit range |
| 05 | Incorrect date, or period indicated is empty |
| 06 | Unforeseen error during processing of request |
| 07 | TransactionID not found |
| 08 | Operator indicated not found |
| 09 | TRANSACTIONID indicated does not make reference to the entered ORDERID |
| 10 | Amount indicated exceeds maximum amount permitted |
| 11 | Incorrect status. Transaction not possible in the current status |
| 12 | Circuit disabled |
| 13 | Duplicated order |
| 16 | Currency not supported or not available for the merchant |
| 17 | Exponent not supported for the chosen currency |
| 20 | The card is VBV/SecureCode/SafeKey-enabled; the reply contains the data for redirection to ACS website |
| 21 | Maximum time-limit for forwarding VBV request step 2 expired |
| 25 | A call to 3DS method must be performed by the Requestor |
| 26 | A challenge flow must be initiated by the Requestor |
| 35 | No payment instrument is acceptable |
| 37 | Missing CVV2: this is compulsory for the circuit selected |
| 38 | Pan alias not found or revoked 40 Empty Xml or missing ‘data’ parameter |
| 41 | Xml not parsable |
| 50 | Installments not available |
| 51 | Installment number out of bounds (client side) |
| 98 | Application error |
| 99 | Transaction failed, see specific outcome attached to the element of the reply. |

##### **5.8.2.6 Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + currentDate + | + orderId + | + amount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|2022-10-17 08:38:19|TestGenerate1|100.32|Test123456!

hash = Base64(SHA512(plaintext))

### **5.9 Pay By Link / Pay Per Link (PPL)**

#### **5.9.1 Generate Link**

**[POST]: api/ECommerce/PayByLink/CreateLink**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/**](https://www.nsgway.rs:50010/api/ECommerce/AuthorizeRequest)**api/ECommerce/PayByLink/CreateLink**

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/ECommerce/PayByLink/CreateLink>**

**GenerateLink** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| sendEmail | String | M | This field indicates if the email should or shouldn't be sent by the payment gateway system. AN(1). |
| linkExpirationDate | String | O | Indication of the date of the end of validity of the link in the format yyyy-MM-ddTHH:mm:ss.SSS, if it has no value, the validity indicated in the store registered data will be used. AN(24) |
| linkAmount | Decimal | M | Link amount in specified currency. Decimal(15.2) |
| linkCurrency | String | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| linkOrderId | String | M | The unique reference of the purchase order for the specified link, generated in the eCommerce or merchant system. Once the link has been paid OrderID is no longer repeatable and can't be used again. AN(40). |
| linkUrlDone | String | M | Complete URL to which the client’s browser is to be redirected upon successful outcome of the transaction (it may include all of the parameters to be passed). AN(200) |
| linkLang | String | O | Language in which the messages of interaction with the final user must be shown. Options are 'EN' and 'IT', with 'EN' being default. AN(2) |
| linkShopEmail | String | O | It contains the email address to which the transaction outcome is to be sent. If it is not present, the one available in the store data registered at payment gateway will be used. AN(50) |
| linkEmail | String | M | Email address of client addressee of the link. AN(50) |
| linkName | String | M | Name of holder of payment instrument. AN(40) |
| linkSurname | String | M | Last name of holder of payment instrument. AN(40) |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| hash | String | M | Hash calculated as explained in the section 5.9.1.3. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| } |  |  |  |

##### **5.9.1.1 Generate Link Request**

GenerateLink message request example

|  |
| --- |
| **{**    "sendEmail": "Y",    "linkExpirationDate": "2024-11-30T22:00:00.000",    "linkAmount": 9900.00,    "linkCurrency": "941",    "linkOrderId": "PBL17",    "linkUrlDone": "https://online-test.payspot.rs/login",    "linkLang": "EN",    "linkShopEmail": "nikolav54@gmail.com",    "linkEmail": "nikola.vukovic@payspot.co.rs",    "linkName": "Nikola",    "linkSurname": "Vukovic",    "shopId": "80729SE00124301",    "companyID": 99019,    "rnd": "string",    "hash": "Bn+wuilTgrYjr1Rgz3pgE54lefSUjgAPQkk7JEvACbaK9A2ELgnNny7p2XuIcldpEswdKyZt2chIAizk0p3gIQ=="  **}** |

##### **5.9.1.2 Generate Link Response**

**GenerateLink** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| result | String | Result of transaction. Possible values of this field are listed in the section 5.9.1.4 |
| timestamp | String | Timestamp of the response in format: yyyy-MM-ddThh:mm:ss |
| mac | String | Hash from the payment gateway that is used for checking the integrity of the transaction. |
| completeLink | String | Generated link that can be sent to the client for payment. |
| token | String | This represents the unique token for this specific link, it is also included in the completeLink field itself. |
| creationDate | String | Timestamp of the link's creation date in format: yyyy-MM-ddThh:mm:ss |
| status | String | Current status of the generated link, it can have the following values: **00** - Created The link has been created correctly (technical status, not visible from the outside) **01** - Returned The link has been communicated to the operator **02** -Sent The link has been sent to the cardholder **03** - Used The link has been used at least once **04** - Paid The payment tied to the link has been completed **05** - Revoked The link has been revoked |
| expirationDate | String | This represents the date until which the created link is active and payable. After this date has passed the link can no longer be paid. Format: yyyy-MM-ddThh:mm:ss |
| orderId | String | The unique reference of the purchase order for the specified link, generated in the eCommerce or merchant system. Once the link has been paid OrderID is no longer repeatable and can't be used again. AN(40). |
| linkOptions | String | It contains the indicators of the additional options that are to be activated for the payment under way. The order in which the options appear is irrelevant. |
| **}** |  |  |

**GenerateLink** message response example

|  |
| --- |
| **{**      "result": "00",      "timestamp": "2025-04-03T14:06:35",      "mac": "5a84e41c998e2c6e50f69887b57b51d821d9f6985b2c99db519fb6b7b1473571",      "completeLink": "https://virtualpostest.sia.eu/vpos/payments/main?PAGE=PBL&TOKEN=ovj5w4flcofu5c132gpjk6g92",      "token": "ovj5w4flcofu5c132gpjk6g92",      "creationDate": "2025-04-03T13:58:12.274",      "status": "02",      "expirationDate": "2024-11-30T22:00:00.000",      "orderId": "PBL17",      "linkOptions": null  **}** |

##### **5.9.1.3 Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + linkAmount + | + linkOrderId + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= **BrHklmcUE67kV0oK2oQT|9900.00|PBL17| ZFdYCZ5d8k5**

hash = Base64(SHA512(plaintext))

##### **5.9.1.4 Result codes**

The field **result** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 02 | ReqRefNum duplicated or incorrect |
| 03 | Incorrect message format, missing or incorrect field |
| 04 | Incorrect API authentication, incorrect MAC |
| 06 | Unforeseen error during processing of request |
| 13 | Duplicated order number |
| 40 | Empty xml or missing ‘date’ parameter |
| 41 | Xml not parsable |
| 98 | Application error |
| 99 | Transaction failed, see specific outcome attached to the element of the reply. |

#### **5.9.2 List All Links**

**[POST]: api/ECommerce/PayByLink/ListLinks**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/**](https://www.nsgway.rs:50010/api/ECommerce/AuthorizeRequest)**api/ECommerce/PayByLink/ListLinks**

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/ECommerce/PayByLink/ListLinks>**

**ListLinks** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| startDate | String | M | Search start date, yyyy-MM-dd format. AN(10) |
| endDate | String | M | Search end date, yyyy-MM-dd format. AN(10) |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| orderId | String | O | The unique reference of the purchase order for the specified link, generated in the eCommerce or merchant system. You can search by this parameter if you want to AN(40). |
| hash | String | M | Hash calculated as explained in the section 5.9.2.3. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| } |  |  |  |

##### **5.9.2.1 List Links Request**

**ListLinks** message request example

|  |
| --- |
| **{**    "startDate": "2024-05-27",    "endDate": "2024-11-27",    "shopId": "80729SE00124301",    "companyID": 99019,    "orderID": "PBL3",    "rnd": "string",    "hash": "dTK4AuEc5iMszh8iN64ydr08noKj8+4kVdKw9EHd3FybuyWb7TvbbfMzKuTpApxC5gb3eJ/u4nOBnqArfE9njQ=="  **}** |

##### **5.9.2.2 List Links Response**

**ListLinks** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| result | String | Result of transaction. Possible values of this field are listed in the section 5.9.2.4 |
| timestamp | String | Timestamp of the response in format: yyyy-MM-ddThh:mm:ss |
| mac | String | Hash from the payment gateway that is used for checking the integrity of the transaction. |
| linksCreated | Array | Array of created links. |
| **[** |  |  |
| completeLink | String | Generated link that can be sent to the client for payment. |
| token | String | This represents the unique token for this specific link, it is also included in the completeLink field itself. |
| creationDate | String | Timestamp of the link's creation date in format: yyyy-MM-ddThh:mm:ss |
| status | String | Current status of the generated link, it can have the following values: **00** - Created The link has been created correctly (technical status, not visible from the outside) **01** - Returned The link has been communicated to the operator **02** -Sent The link has been sent to the cardholder **03** - Used The link has been used at least once **04** - Paid The payment tied to the link has been completed **05** - Revoked The link has been revoked |
| lastUseDate | String | Timestamp of the last time that the link has been used in format: yyyy-MM-ddThh:mm:ss |
| expirationDate | String | This represents the date until which the created link is active and payable. After this date has passed the link can no longer be paid. Format: yyyy-MM-ddThh:mm:ss |
| revokeDate | String | Timestamp of date when the link was revoked in format: yyyy-MM-ddThh:mm:ss |
| orderId | String | The unique reference of the purchase order for the specified link, generated in the eCommerce or merchant system. Once the link has been paid OrderID is no longer repeatable and can't be used again. AN(40). |
| mac | String | Hash from the payment gateway that is used for checking the integrity of the transaction. |
| linksCreated | Array | Array of created links. |
| **]** |  |  |
| **}** |  |  |

**ListLinks** message response example

|  |
| --- |
| **{**      "result": "00",      "timestamp": "2025-04-03T14:56:07",      "mac": "9124d26fc44a84692fb4dd7ec16a9a4ee67c49a3a39147f3ebbe60532cb96738",      "linksCreated": **[**  **{**              "completeLink": "https://virtualpostest.sia.eu/vpos/payments/main?PAGE=PBL&TOKEN=1gsfg1np3t5qvs14q8tfyv881",              "token": "1gsfg1np3t5qvs14q8tfyv881",              "creationDate": "2024-05-27T13:17:42",              "status": "05",              "lastUseDate": "2024-05-28T22:00:00",              "expirationDate": "2024-05-30T22:00:00",              "revokeDate": "2024-05-27T13:25:43",              "orderId": "PBL3",              "mac": "7f90cbaeb73d13b48f0dc47d1452da3993b567774d22769bc6b61dde9e3c0808"  **}**  **]**  **}** |

##### **5.9.2.3 Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + shopId + | + endDate+ | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= **BrHklmcUE67kV0oK2oQT|80729SE00124301|2024-11-27| ZFdYCZ5d8k5**

hash = Base64(SHA512(plaintext))

##### **5.9.2.4 Result codes**

The field **result** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 02 | ReqRefNum duplicated or incorrect |
| 03 | Incorrect message format, missing or incorrect field |
| 04 | Incorrect API authentication, incorrect MAC |
| 06 | Unforeseen error during processing of request |
| 40 | Empty xml or missing ‘date’ parameter |
| 41 | Xml not parsable |
| 52 | No link found with the preset search criteria |
| 98 | Application error |
| 99 | Transaction failed, see specific outcome attached to the element of the reply. |

#### **5.9.3 Revoke Link**

**[POST]: api/ECommerce/PayByLink/RevokeLink**

**REQUEST PRODUCTION URL:**[**https://www.nsgway.rs:50010/**](https://www.nsgway.rs:50010/api/ECommerce/AuthorizeRequest)**api/ECommerce/PayByLink/RevokeLink**

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/ECommerce/PayByLink/RevokeLink>**

**RevokeLink** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| token | String | M | This represents the unique token for this specific link that is being revoked. AN(25) |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| hash | String | M | Hash calculated as explained in the section 5.9.3.3. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| } |  |  |  |

##### **5.9.3.1 Revoke Link Request**

**RevokeLink** message request example

|  |
| --- |
| **{**    "token": "l1s6jfco8mm543ja6xcv1mp81",    "shopId": "80729SE00124301",    "companyID": 99019,    "rnd": "string",    "hash": "nKj9sABDxmgtLHGMSm3E2AM3w/DQ4mV5WnzR7MiNw3bysHijr8o5I5/UKnVzLWdANCSpVRgYfvM5/qKtWdtbPw=="  **}** |

##### **5.9.3.2 Revoke Link Response**

**RevokeLink** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| result | String | Result of transaction. Possible values of this field are listed in the section 5.9.3.4 |
| timestamp | String | Timestamp of the response in format: yyyy-MM-ddThh:mm:ss |
| mac | String | Hash from the payment gateway that is used for checking the integrity of the transaction. |
| token | String | This represents the unique token for this specific link that is being revoked. |
| **}** |  |  |

**RevokeLink** message response example

|  |
| --- |
| **{**  "result": "51",      "timestamp": "2025-04-03T15:57:49",      "mac": "259ee5faa596817b57305980fc483724e91c104f3cd88f4008482ccbcfcf7cad",      "token": null  **}** |

##### **5.9.3.3 Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + companyId + | + token + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext=**BrHklmcUE67kV0oK2oQT|99019|l1s6jfco8mm543ja6xcv1mp81| ZFdYCZ5d8k5**

hash = Base64(SHA512(plaintext))

##### **5.9.2.4 Result codes**

The field **result** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 02 | ReqRefNum duplicated or incorrect |
| 03 | Incorrect message format, missing or incorrect field |
| 04 | Incorrect API authentication, incorrect MAC |
| 06 | Unforeseen error during processing of request |
| 40 | Empty xml or missing ‘date’ parameter |
| 41 | Xml not parsable |
| 50 | Token not found |
| 51 | Status of link not valid (link cannot be revoked) |
| 52 | No link found with the preset search criteria |
| 98 | Application error |
| 99 | Transaction failed, see specific outcome attached to the element of the reply. |

# **6. Integration with PaySpot Payment methods web page from eCommerce web site (UPC)**

### **Form submit**

**[POST]: /api/Ecommerce/submit**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ecommerce/submit**](https://www.nsgway.rs:50010/api/ecommerce/submit)

**REQUEST TEST URL:** [**https://test.nsgway.rs:50009/api/ecommerce/submit**](https://test.nsgway.rs:50009/api/ecommerce/submit)

#### **Form submit input parameters**

**Form submit** input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| merchantOrderID | String | M | The unique reference of the purchase order, generated in the eCommerce or merchant system. AN(40). |
| merchantOrderAmount | Decimal | M | Total value of the purchase order/purchase for which the payment was initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction |
| merchantCurrencyCode | Int | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| language | Int | O | Language ID (1=default (sr), 2=eng ... ) |
| email | String | M | Customer’s e-mail address |
| customerId | String | O | ID which is an alternative to email for CIT transactions, can be used to store user's saved cards in case email is not provided. |
| successURL | String | O | eCommerce has to provide an URL endpoint where the customer browser will be redirected after successful payment |
| cancelURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected if customer quits purchase before payment |
| errorURL | String | O | eCommerce has to provide an URL endpoint where the customer browser will be redirected in the case of unsuccessful payment |
| hash | String | M | Hash calculated as explained in the section 6.1.2. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| currentDate | String | M | Date and time of the submit request in the format: YYYY-MM-DD hh:mm:ss (ISO). **Must be sent in UTC timezone,** |
| requestType | Int | M | Request type in PaySpot System. ( Marketplace platform = 10, Web shop platform =11) |
| paymentPurpose | String | O | Payment purpose for IPS payment. AN(35) |
| timeout | Int | O | Redirect User on Cancel URL aftter timeout ( value in seconds ). Default value = 300 |

Html example for integration with PaySpot Payment Methods web page:

      <form

        method="post"

        action='https://test.nsgway.rs:50009/api/ecommerce/submit'

        target="output\_frame">

        <input type="hidden" name="companyId" value=123456 />

        <input type="hidden" name="merchantOrderID" value='Order123' />

        <input type="hidden" name="merchantOrderAmount" value=100.32 />

        <input type="hidden" name="merchantCurrencyCode" value=941 />

        <input type="hidden" name="language" value=1 />

        <input type="hidden" name="successURL" value='https://successUrl.com' />

        <input type="hidden" name="cancelURL" value='https://cancelUrl.com' />

        <input type="hidden" name="errorURL" value='https://failUrl.com' />

        <input type="hidden" name="email" value='test@gmail.com' /> <input type="hidden" name="customerId" value='123456789' />

        <input type="hidden" name="requestType" value=11/>

        <input type="hidden" name="hash" value= '4Oav8Pg9qfHWitVAk/BJOx/cujvdQfNV5tH07VvWPYxuT9nX3NuJAFrZCcdo7D28WeB92TzmB/R3xnFW43KkjQ==' />

        <input type="hidden" name="rnd" value='mIlyKRws6GHHi8mlJtg6' />

<input type="hidden" name="timeout" value='600' />

        <input type="hidden" name="currentDate" value=new Date().toISOString().replace('T', ' ').substring(0, 16) />

      </form>

Optional iframe (if you want to display PaySpot Payment Methods page within iframe)

<iframe name="output\_frame" src="" id="output\_frame" width="100%" height="100%"></iframe>

#### **6.1.2 Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + currentDate + | + merchantOrderID + | + merchantOrderAmount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

\*Difference between CurrentDate parameter (**in UTC**) and time when the request is called can't be more than **20min**

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|2022-10-17 08:38:19|TestGenerate1|100.32|Test123456!

hash = Base64(SHA512(plaintext))

### **Callback URL Data**

ECommerce needs to predefined an URL endpoint where transaction status will be sent using HTTP POST method.

**CallbackURL** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| orderID | String | M | Merchant order from initial request |
| shopID | String | O(only for payment cards) | Identifier of the merchant’s shop assigned by Payment Gateway |
| authNumber | String | O(only for payment cards) | Authorization number.  The value is returned only in case of successful authorization. If authorization is not granted,  the field will be filled in with “NULL” |
| amount | String | M | Total value of the purchase order/purchase for which the payment was initiated |
| currency | String | M | Currency |
| transactionID | String | O(only for payment cards) | Identifier of transaction assigned by the PGW |
| result | String | M | Result of the transaction. Described below in section 6.4 |
| transactionDate | String | O(only for payment cards) | Date and time of the transaction. Format:YYMMDDhhmmss |
| paySpotOrderID | String | O(only for IPS) | Unique IPS reference |
| rnd | String | O(only for IPS) | Random string used for hash calculation |
| hash | String | M | Hash calculated as explained in the sections below depending on payment method. **It is mandatory to calculate the hash on the eCommerce server.** |
| maskedPan | String | O(only for payment cards) | Masked Pan of card |
| expiryDate | String | O(only for payment cards) | Expiry date of card |
| cardBrand | String | O(only for payment cards) | Brand of card ( VISA,MASTERCARD,DINA, MAESTRO) |
| panAlias | String | O(only for payment cards) | Token of card |
| responseCode | String | O(only for eMoney) | Represents authorization code for eMoney transaction |
| responseMsg | String | O(only for eMoney) | Represents description of the authorization code for eMoney transaction |
| **}** |  |  |  |

#### **6.2.1 Hash Calculation for Payment by card**

This section explains how eCommerce needs to generate the hash to know that request come from PaySpot Payment Service.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = orderID + | + shopID + | + amount + | + result + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKeyCallback will be delivered by the PaySpot system.

**Example:**

plaintext = order1234567890|shopIDTest|100.32|00|Test123456!

hash = Base64(SHA512(plaintext))

#### **6.2.2 Hash Calculation for Payment by IPS**

This section explains how eCommerce needs to generate the hash to know that request come from PaySpot Payment Service.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + paySpotOrderID + | + orderID + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|I000009522290000001|TestGenerate1|Test123456!

hash = Base64(SHA512(plaintext))

### **API Completion Request**

**[POST]: /api/UPC/Completion**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/UPC/Completion**](https://www.nsgway.rs:50010/api/UPC/Completion)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/UPC/Completion>**

Authorized (Pre-authorized) transactions can be completed using Web API service.  
If the authorization was successful, the values of parameters used for sending Completion request are  
obtained from the previous authorization step.  
If the authorization is not successful, it is impossible to make the  
completion.  
The transaction can be completed to the maximum extent of 30 days from the moment of  
purchase/pre-authorization. Beware that Voiding purchase/pre-authorization transaction is not available after 5 days have passed from the moment of purchase/pre-authorization, which means that every transaction that is not completed in that time period will only have Refund option and Void won't be available.

**AuthCompletionRequest** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| transactionId | String | M | Identifier of transaction assigned by the PGW |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| terminalId |  | M | POS terminal ID where the payment transaction was made with a payment card |
| amount | String | M | Total value of the purchase order/purchase for which the payment was initiated |
| initialAmount | String | M | Initial amount of the transaction |
| authorizationNumber | String | M | Authorization number received in callback request from PaySpot service |
| transactionDate | String | M | Transaction date in format YYMMDDhhmmss |
| currency | String | M | Currency |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| hash | String | M | Hash calculated as explained in the section 6.3.1. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| **}** |  |  |  |

**AuthCompletionRequest** message request example

|  |
| --- |
| {    "transactionDate": "250131114651",    "transactionId": "503112252554",    "amount": "99.77",    "orderId": "wdx7gc5c",    "initialAmount": "99.77",    "terminalId": "E7058775",    "authorizationNumber": 461646,    "shopId": "1732150",  "currency": "941",    "companyID": 123456,    "rnd": "string",    "hash": "FCCb6o8R8vZWgmCaC2KSGxhS5got1GF5s40KHyeSJJ4oyGHhaLi3wfCodLZ4+aI3+krRBy6d3UFs3nF/lnH2ZQ=="  } |

#### **6.3.1** **Hash calculation**

This section explains how eCommerce marketplace needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + orderId + | + amount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|1zd9k0o9|100.32|Test123456!

hash = Base64(SHA512(plaintext))

#### **6.3.2** **API Completion Response**

**AuthCompletionResponse** message response parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| terminalId | String | M | POS terminal ID where the payment transaction was made with a payment card |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| amount | Decimal | M | Completion value of the order/purchase for which the payment was initiated |
| currency | String | M | Currency |
| result | String | M | Result of the transaction. Described below in section 6.4 |
| **}** |  |  |  |

**AuthCompletionResponse** message request example

|  |
| --- |
| {      "amount": 99.77,      "orderId": "0huqpxi2",      "terminalId": "E7058775",      "shopId": "1732150",      "companyID": 1,      "result": "000"  } |

### **Response Result Field**

#### **6.4.1 Card Payment**

The field **RESULT** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 000 | Success |
| 101 | Invalid card expiration date |
| 105 | The transaction is not allowed by the issuing bank |
| 108 | Lost or stolen card |
| 111 | Non-existent card |
| 116 | Insufficient funds |
| 130 | Exceeded the allowable spending limit |
| 131 | Additional customer authentication required |
| 290 | Issuer is not accessible |
| 291 | Technical or communication problem |
| 401 | Wrong format |
| 402 | Invalid acquirer / seller details |
| 403 | Component communication failure |
| 404 | Authentication error |
| 405 | Signature is invalid |
| 406 | Transaction quota exceeded |
| 407 | Seller is not active |
| 408 | Transaction not found |
| 409 | Too many transactions detected |
| 410 | Order paid (repeat possible) |
| 411 | Order request time outdated |
| 412 | Replay order condition |
| 413 | Unknown card type |
| 414 | CVC required |
| 420 | The total number of successful transactions per day is limited |
| 421 | Limit transaction amount (without full 3-D Secure authentication) |
| 430 | Transaction denied by gateway |
| 431 | Attempt 3D-Secure is not accepted |
| 432 | Card in the stop list |
| 433 | The number of transactions has exceeded the limit |
| 434 | The store does not accept cards from the country |
| 435 | Client IP address in the stop list |
| 436 | The amount of transactions has exceeded the limit |
| 437 | The limit for entering the number of cards has been exceeded |
| 438 | Invalid currency code |
| 439 | Time limit from request to authorization exceeded |
| 440 | Authorization time limit exceeded |
| 441 | MPI interoperability problem |
| 442 | ACS communication problem |
| 450 | Recurring payments are prohibited |
| 451 | MPI service not enabled |
| 452 | Payment from card to card is not included |
| 460 | Token service not included |
| 501 | Canceled by user |
| 502 | The web session has expired |
| 503 | The transaction was canceled by the seller |
| 504 | Transaction was canceled by the cancellation gateway |
| 505 | Incorrect sequence of operations |
| 506 | Pre-authorization has expired |
| 507 | Pre-authorized transaction already processed with payment |
| 508 | Invalid amount to pay for a pre-authorized transaction |
| 509 | Not able to trace back to original transaction |
| 510 | Refund is expired |
| 511 | Transaction canceled by settlement action |
| 512 | Repeated cancellation or refund |
| 601 | Not completed |
| 602 | Waiting for confirmation of payment |
| 701 | Restricted by payment host/schema |
| 902 | Unable to process transaction |
| 904 | Formar error |
| 909 | Can not process transaction |

#### **6.4.2 IPS Payment**

The field **RESULT** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| -1 | Denied |
| 82 | Timeout |

### **6.5 Get Order Status**

**[POST]: /api/UPC/Status**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/UPC/Status**](https://www.nsgway.rs:50010/api/UPC/Status)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/UPC/Status>**

The service is provided for merchants who want to check the status of the transaction.

**GetOrderStatus** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| amount | String | M | Amount of transaction |
| transactionDate | String | M | Transaction date in format YYMMDDhhmmss |
| terminalId | String | M | POS terminal ID where the payment transaction was made with a payment card |
| hash | String | M | Hash calculated as explained in the section 6.5.1. **It is mandatory to calculate the hash on the eCommerce server.** |
| currency | String | M | Currency |
| rnd | String | M | Random string used for hash calculation |
| **}** |  |  |  |

**GetOrderStatus** message request example

|  |
| --- |
| {    "transactionDate": "250205120008",    "orderId": "0huqpxi2",    "amount": "99.77",  "currency": "941",    "terminalId": "E7058775",    "shopId": "1732150",    "companyID": 12345,    "rnd": "string",    "hash": "WfEf4p7S2jjp5kcEX5AZdNyBAZQ5NxTKVtUyzKRDEImK0LYt66y/ZilszlbTTkUZ3Ef+0SQZ7IMGRw6v2qob9g=="  } |

#### **6.5.1** **Hash calculation**

This section explains how eCommerce marketplace needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + orderId + | + amount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|1zd9k0o9|100.32|Test123456!

hash = Base64(SHA512(plaintext))

#### **6.5.2** **Get Order Status response**

**GetOrderStatus** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| transactionId | String | Identifier of transaction assigned by the PGW |
| orderId | String | Merchant order unique identifier |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| transactionAmount | String | The transaction amount in currency unit |
| maskedPan | String | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| transactionResult | String | Outcome of transaction. Described below in section 6.5.3.2 |
| transactionStatus | String | Current status of the transaction . Described below in section 6.5.3.1 |
| authorizationNumber | String | Authorization number.  The value is returned only in case of successful authorization. If authorization is not granted,  the field will be filled in with “NULL” |
| transactionDate | String | Date and time of transaction in yyyy-mm-gg HH:mm:ss.mss format |
| currency | String | Currency |
| **}** |  |  |

**GetOrderStatus**message response example

|  |
| --- |
| {      "shopId": "1732150",      "terminalId": "E7058775",      "authorizationNumber": "555500",      "transactionId": "503613260328",      "maskedPan": "499999\*\*\*\*\*\*0011",      "transactionDate": "2025-02-05 12:10:09.631",      "transactionAmount": "99.77",      "currency": "941",      "transactionStatus": "04",      "transactionResult": "000"  } |

#### **6.5.3.1 Transaction Status codes**

The field **transactionStatus** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | PREAUTHORIZATION |
| 02 | POSTAUTHORIZATION |
| 03 | PURCHASE |
| 04 | REVERSAL |

#### **6.5.3.2 Transaction Result codes**

The field **transactionResult** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 000 | Success |
| 101 | Invalid card expiration date |
| 105 | The transaction is not allowed by the issuing bank |
| 108 | Lost or stolen card |
| 111 | Non-existent card |
| 116 | Insufficient funds |
| 130 | Exceeded the allowable spending limit |
| 131 | Additional customer authentication required |
| 290 | Issuer is not accessible |
| 291 | Technical or communication problem |
| 401 | Wrong format |
| 402 | Invalid acquirer / seller details |
| 403 | Component communication failure |
| 404 | Authentication error |
| 405 | Signature is invalid |
| 406 | Transaction quota exceeded |
| 407 | Seller is not active |
| 408 | Transaction not found |
| 409 | Too many transactions detected |
| 410 | Order paid (repeat possible) |
| 411 | Order request time outdated |
| 412 | Replay order condition |
| 413 | Unknown card type |
| 414 | CVC required |
| 420 | The total number of successful transactions per day is limited |
| 421 | Limit transaction amount (without full 3-D Secure authentication) |
| 430 | Transaction denied by gateway |
| 431 | Attempt 3D-Secure is not accepted |
| 432 | Card in the stop list |
| 433 | The number of transactions has exceeded the limit |
| 434 | The store does not accept cards from the country |
| 435 | Client IP address in the stop list |
| 436 | The amount of transactions has exceeded the limit |
| 437 | The limit for entering the number of cards has been exceeded |
| 438 | Invalid currency code |
| 439 | Time limit from request to authorization exceeded |
| 440 | Authorization time limit exceeded |
| 441 | MPI interoperability problem |
| 442 | ACS communication problem |
| 450 | Recurring payments are prohibited |
| 451 | MPI service not enabled |
| 452 | Payment from card to card is not included |
| 460 | Token service not included |
| 501 | Canceled by user |
| 502 | The web session has expired |
| 503 | The transaction was canceled by the seller |
| 504 | Transaction was canceled by the cancellation gateway |
| 505 | Incorrect sequence of operations |
| 506 | Pre-authorization has expired |
| 507 | Pre-authorized transaction already processed with payment |
| 508 | Invalid amount to pay for a pre-authorized transaction |
| 509 | Not able to trace back to original transaction |
| 510 | Refund is expired |
| 511 | Transaction canceled by settlement action |
| 512 | Repeated cancellation or refund |
| 601 | Not completed |
| 602 | Waiting for confirmation of payment |
| 701 | Restricted by payment host/schema |
| 902 | Unable to process transaction |
| 904 | Formar error |
| 909 | Can not process transaction |

### **6.6 Refund / Void Transaction**

**[POST]: /api/UPC/Refund**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/UPC/Refund**](https://www.nsgway.rs:50010/api/UPC/Refund)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/UPC/Refund>**

The service is provided for merchants who want to void the transaction before the transaction was accounted (before financial transaction happened in bank). This window for Auth transactions is day of the transaction until midnight, while for PreAuthorized transaction the window for voiding the transaction is 5 days from the day since transaction happened. Transactions can be voided only for the full amount, there is no partial void therefore Amount field plays no role in Void transactions only in Refund. All transactions sent to this endpoint that can't be processed as Void will be saved in our system and processed as Refund transactions which are done through our Call Center. These Refund transactions can be partial and time window is declared by the issuing bank.

**RefundTransaction** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| transactionId | String | M | Identifier of transaction assigned by the PGW |
| orderId | String | M | Order unique identifier |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| terminalId | String | M | POS terminal ID where the payment transaction was made with a payment card |
| amount | String | M | Amount that is going to be refunded (in case of Void it will always be full amount of the transaction as there is no partial Void transaction). |
| initialAmount | String | M | Initial amount of the transaction |
| authorizationNumber | String | M | Authorization number. |
| transactionDate | String | M | Date and time of transaction in YYMMDDhhmmss format |
| currency | String | M | Currency |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| hash | String | M | Hash calculated as explained in the section 6.3.1. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| **}** |  |  |  |

**RefundTransaction** message request example

|  |
| --- |
| {    "transactionDate": "250205120008",    "transactionId": "503613260328",    "amount": "99.77",    "orderId": "0huqpxi2",    "initialAmount": "99.77",  "currency": "941",    "terminalId": "E7058775",    "authorizationNumber": 906535,  "shopId": "1732150",    "companyID": 12345,    "rnd": "string",    "hash": "WfEf4p7S2jjp5kcEX5AZdNyBAZQ5NxTKVtUyzKRDEImK0LYt66y/ZilszlbTTkUZ3Ef+0SQZ7IMGRw6v2qob9g=="  } |

#### **6.6.1** **Hash calculation**

This section explains how eCommerce marketplace needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + orderId + | + amount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|1zd9k0o9|100.32|Test123456!

hash = Base64(SHA512(plaintext))

#### **6.6.2** **Void / Refund Transaction Response**

**RefundTransaction** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| companyID | String | Unambiguous identification of the external system that creates the PaySpot web service call |
| orderId | String | Merchant order unique identifier |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| terminalId | String | POS terminal ID where the payment transaction was made with a payment card |
| amount | Decimal | The transaction amount in currency unit |
| result | String | Outcome of transaction. Described below in section 4.3.3.2 |
| currency | String | Currency |
| **}** |  |  |

**RefundTransaction**message response example

|  |
| --- |
| {      "amount": 99.77,      "orderId": "0huqpxi2",      "terminalId": "E7058775",      "shopId": "1732150",      "companyID": 1,      "result": "000",      "currency": "941"  } |

### **6.7 Client Delete Saved Card Data**

**[POST]: /api/ECommerce/ClientDeleteSavedCardData**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/ECommerce/ClientDeleteSavedCardData**](https://www.nsgway.rs:50010/api/ECommerce/ClientDeleteSavedCardData)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/ECommerce/ClientDeleteSavedCardData>**

The service is provided for merchants who are using our CIT (Client Initiated Transaction) flow which includes saving the card token (tokenization) on the client side for further payments. This service deletes the tokenized data stored on our servers and removes the card from our frontend meaning that user can't use it for payments anymore.

**ClientDeleteSavedCardData** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| panAlias | String | M | Represents a card token |
| maskedPan | String | M | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| customerId | String | O | ID which is an alternative to email for CIT transactions, can be used to store user's saved cards in case email is not provided. |
| customerEmail | String | O | User email which is used to store tokens, either customerId or customerEmail must be sent |
| amount | String | M | Amount that is going to be refunded (in case of Void it will always be full amount of the transaction as there is no partial Void transaction). |
| hash | String | M | Hash calculated as explained in the section 5.5.1. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| **}** |  |  |  |

**ClientDeleteSavedCardData** message request example

|  |
| --- |
| {    "PanAlias": "1234567890",  "maskedPan": "534223xxxxxx1234",    "shopId": "testShopID",    "companyID": 123456,  "clientId": "123456",    "rnd": "mIlyKRws6GHHi8mlJtg6",    "hash": "4Oav8Pg9qfHWitVAk/BJOx/cujvdQfNV5tH07VvWPYxuT9nX3NuJAFrZCcdo7D28WeB92TzmB/R3xnFW43KkjQ=="  } |

#### **6.7.1** **Hash calculation**

This section explains how eCommerce marketplace needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + panAlias + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= mIlyKRws6GHHi8mlJtg6|01231231231|Test123456!

hash = Base64(SHA512(plaintext))

#### **6.7.2** **Client Delete Saved Card Data Response**

**ClientDeleteSavedCardData** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| panAlias | String | Represents a card token that was deleted |
| maskedPan | String | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN that was deleted |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| companyId | String | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| customerId | String | ID which is an alternative to email for CIT transactions, can be used to store user's saved cards in case email is not provided. |
| customerEmail | String | User email which is used to store tokens, either customerId or customerEmail must be sent |
| errorCode | Int | Error code |
| errorMessage | String | Description of the Error code |
| statusAlias | String | The current status of the saved token |
| **savedCards [ {** |  | Array of saved cards |
| panAlias | String | Represents a card token |
| maskedPan | String | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| panExpiryDate | String | Date of expiration of the tokenized card in format YYMM |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| treCurr | String | Type of recurring transaction, **C**-Client Initiated Transaction, **U**-Unscheduled Merchant initiated recurring transaction and **R**-Recurring Merchant initiated transaction |
| creCurr | String | Identifier that connects initial recurring tansaction with following recurring transactions |
| **] }** |  |  |
| hash | String | Hash that is used to verify that the response is actually comming from our system, it's calculated according to specification in section 5.8.1 |

**ClientDeleteSavedCardData** message response example

|  |
| --- |
| {    "panAlias": "1234567890",    "maskedPan": "534223xxxxxx1234",  "companyId": 123456,  "customerId": "7890123",  "customerEmail": "test@gmail.com",    "shopId": "testshopID",    "errorCode": 0,    "errorMessage": "OK",    "statusAlias": 0,    "savedCards": [          {              "panAlias": "0000487552113990718",              "maskedPan": "534223xxxxxx1234",              "panExpiryDate": "2801",              "shopID": "80729SE00124302",              "treCurr": "C",              "creCurr": "COF0123456789"          },          {              "panAlias": "0000700670416298520",              "maskedPan": "534223xxxxxx1234",              "panExpiryDate": "3512",              "shopID": "80729SE00124302",              "treCurr": "C",              "creCurr": "COF0123456789"          }      ],  "hash": "aVdkL3zechCDz5FJJZKaP9cYTk7jVsLUWEdVBmw71zKbIBGM9pOsAGk1htg=="  } |

#### **6.7.3** **Client Delete Saved Card Callback URL**

ECommerce needs to predefined an URL endpoint where deleted credit card info will be sent using HTTP POST method.

**Client Delete Saved Card Callback** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| panAlias | String | M | Token of card |
| maskedPan | String | M | Masked PAN number of the card which represents first 6 and the last 4 digits of the card's PAN |
| companyID | String | M | Customer identifier that is used to link the PAN and Card to specific user |
| shopID | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| customerId | String | O | ID which is an alternative to email for CIT transactions, can be used to store user's saved cards in case email is not provided. |
| customerEmail | String | O | User email which is used to store tokens, either customerId or customerEmail must be sent |
| errorCode | Int | M | Error code |
| errorMessage | String | M | Description of the Error code |
| statusAlias | String | M | The current status of the saved token |
| **savedCards [ {** |  | M | Array of saved cards |
| panAlias | String | M | Token of card |
| maskedPan | String | M | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| panExpiryDate | String | M | Date of expiration of the tokenized card in format YYMM |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway for this specific token |
| treCurr | String | M | Type of recurring transaction, **C**-Client Initiated Transaction, **U**-Unscheduled Merchant initiated recurring transaction and **R**-Recurring Merchant initiated transaction |
| creCurr | String | M | Identifier that connects initial recurring transaction with following recurring transactions |
| **] }** |  |  |  |
| hash | String | M | Hash calculated as explained in the section 5.8.1. **It is mandatory to calculate the hash on the eCommerce server.** |

##### **6.7.3.1 Hash Calculation for Client Delete saved Card Callback**

This section explains how eCommerce needs to generate the hash to know that request come from PaySpot Payment Service.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = shopID + | + panAlias + | + maskedPan + | + statusAlias + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKeyCallback will be delivered by the PaySpot system.

**Example:**

plaintext = shopIDTest|0000624648507414609|534223xxxxxx1234|0|Test123456!

hash = Base64(SHA512(plaintext))

### **6.8 Merchant Initiate Transactions (MIT)**

#### **6.8.1 Registration card Request**

**[POST]: /api/ECommerce/GetPaymentParams**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/UPC/GetPaymentParams**](https://www.nsgway.rs:50010/api/UPC/GetPaymentParams)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/UPC/GetPaymentParams>**

**RegistrationCard** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| merchantOrderID | String | M | The unique reference of the purchase order, generated in the eCommerce or merchant system. AN(40). |
| merchantOrderAmount | Decimal | M | Total value of the purchase order/purchase for which the payment was initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction |
| merchantCurrencyCode | Int | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| language | Int | O | Language ID (1=default (sr), 2=eng ... ) |
| customerEmail | String | M | Customer’s e-mail address |
| customerId | String | O | ID which is an alternative to email for CIT/MIT transactions, can be used to store user's saved cards in case email is not provided. |
| panAlias | String | O | Merchant token for payment card |
| successURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected after successful payment |
| cancelURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected if customer quits purchase before payment |
| errorURL | String | M | eCommerce has to provide an URL endpoint where the customer browser will be redirected in the case of unsuccessful payment |
| requestType | Int | M | Request type in PaySpot System. ( Marketplace platform = 10, Web shop platform =11) |
| companyID | Int | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| hash | String | M | Hash calculated as explained in the section 5.8.1.3. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| currentDate | String | M | Date and time of the submit request in the format: YYYY-MM-DD hh:mm:ss (ISO). **Must be sent in UTC timezone,** |
| transactionType | String | M | Type of transaction .  -REDIRECT\_MIT |
| } |  |  |  |

##### **6.8.1.1 Registration Card Request**

**RegistrationCardRequest** message request example

|  |
| --- |
| {  "merchantOrderID":"testoid",           "merchantOrderAmount":1.00,           "merchantCurrencyCode":941,           "language":1,           "customerId":"123456",           "customerEmail":"test@gmail.com",           "successURL":"https://test.com",           "cancelURL":"https://test.com",           "errorUrl":"https://test.com",           "panAlias":"1234567890",           "requestType":10,           "companyID":123456,           "hash":"hashstring",           "transactionType":"REDIRECT\_MIT",           "rnd":"randomstring",           "currentDate":"2024-02-02 08:38:19"        } |

##### **6.8.1.2 RegistrationCard Response**

**RegistrationCardResponse** message response parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| action | String | M | Url to call PGW |
| orderID | String | M | Order unique identifier |
| version | String | M | Version, always 1 |
| merchantID | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| terminalID | String | M | POS terminal ID where the payment transaction will be proceed with a payment card |
| totalAmount | String | M | Total value of the purchase order/purchase for which the payment was initiated |
| currency | String | M | Currency |
| locale | String | M | Language of payment page |
| purchaseTime | String | M | Transaction date in format YYMMDDhhmmss |
| signature | String | M | Hash string |
| **}** |  |  |  |

**RegistrationCardResponse** message request example

|  |
| --- |
| {      "action": "https://ecg.test.upc.ua/rbrs/enter",      "Version": "1",      "MerchantID": "1732150",      "TerminalID": "E7058775",      "PurchaseTime": "250401120824",      "OrderID": "testoid",      "Currency": "941",      "TotalAmount": "100",      "Locale": "SR",      "Signature": "bOWjSaXRuOZ8rUXv6F133c+orqAKT76jGPAjFEPhukwPKa4w9gNuUbDL7jtbr7wqeTS1UjFENTBnBksIPJKMsLvCw4mhH0PAj/1adQlVEii56pEEZLeADBOsRLqGsPjl2ezmlfLpjEdHxzCvlZ0aw1MKzLKFzdzQa5AKSCqXSXA=",      "Recurrent": "true",      "errorCode": 0,      "errorMessage": "OK"  } |

##### **6.8.1.3 Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + currentDate + | + merchantOrderID + | + merchantOrderAmount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|2022-10-17 08:38:19|TestGenerate1|100.32|Test123456!

hash = Base64(SHA512(plaintext))

##### **6.8.1.4 Form Example**

  <form action="https://ecg.test.upc.ua/rbrs/enter" method="post">

    <input name="Version" type="hidden" value="1">

    <input name="MerchantID" type="hidden" value="1732150">

    <input name="TerminalID" type="hidden" value="E7058775">

    <input name="TotalAmount" type="hidden" value="132">

    <input name="Currency" type="hidden" value="941">

    <input name="Locale" type="hidden" value="SR">

    <input name="PurchaseTime" type="hidden" value="241129150000">

    <input name="OrderID" type="hidden" value="123456">

    <input name="Signature" type="hidden" value="zahCwW0epD0UJJz26zEc82v5MwWP4xXAhRbSKv7R//c2wjm6wPfq/DHUPLlwbw8bwI2S6Jf9jM82bDs1R2mHTvYEDfRv7DnB1jZPCxdHbFaWqJwbG93729ytUxOCyMKLxD/iqHIV3A1amR/mPpIgUStfqUD9x2syrsx9LWBEU5Q=">

    <button class="btn btn\_\_primary green" type="submit">

      <p>Register card </p>

    </button>

  </form>

#### **6.8.2 Authorize Request**

**[POST]: /api/ECommerce/AuthorizeRequest**

**REQUEST PRODUCTION URL:** [**https://www.nsgway.rs:50010/api/UPC/AuthorizeRequest**](https://www.nsgway.rs:50010/api/UPC/AuthorizeRequest)

**REQUEST TEST URL:**

**<https://test.nsgway.rs:50009/api/UPC/AuthorizeRequest>**

**AuthorizeRequest** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| orderId | String | M | The unique reference of the purchase order, generated in the eCommerce or merchant system. AN(40). |
| amount | Decimal | M | Total value of the purchase order/purchase for which the payment was initiated. D (15.2)  Contains the total value of goods and/or services + the amount of additional fee that the external partner system may charge for a transaction |
| currency | String | M | Currency code for purchase order. ISO numeric code. The default is the national currency (941 for RSD) |
| customerEmail | String | M | Customer’s e-mail address |
| customerId | String | O | ID which is an alternative to email for CIT/MIT transactions, can be used to store user's saved cards in case email is not provided. |
| panAlias | String | O | Merchant token for payment card |
| shopId | String | M | Identifier of the merchant’s shop assigned by Payment Gateway |
| transactionType | String | M | Type of transaction ( REDIRECT/REDIRECT\_MIT/CIT/MIT\_UNSC ) |
| companyID | String | M | Unambiguous identification of the external system that executes the PaySpot web service call.  \*Will be delivered by the PaySpot system. |
| requestType | Int | M | Request type in PaySpot System. ( Marketplace platform = 10, Web shop platform =11) |
| hash | String | M | Hash calculated as explained in the section 5.8.2.6. **It is mandatory to calculate the hash on the eCommerce server.** |
| rnd | String | M | Random string used for hash calculation |
| currentDate | String | M | Date and time of the submit request in the format: YYYY-MM-DD hh:mm:ss (ISO). **Must be sent in UTC timezone,** |
| } |  |  |  |

##### **6.8.2.1 Authorize Request**

**AuthorizeRequest** message request example

|  |
| --- |
| {    "orderId": "Test123",    "amount": 123.25,    "currency": "941",    "customerId": "1234567",    "customerEmail": "test@gmail.com",    "panAlias": "D0AF93D6C03EF3E364620F41CC7109C4",    "shopId": "ShopIdTest",    "companyID": 1,    "rnd": "string",    "hash": "BtvO8kFlu2cVaYWyqbeRtLf8Tzt5VfsqKAZHC6p4EMJRhvYAxpdK+HC0ZZR6E//xJ982el480wzsCCNa8jyYpQ==",    "transactionType": "MIT\_UNSC",    "requestType": 11,    "currentDate": "2025-03-01 13:17:19"  } |

##### **6.8.2.2 Authorize response**

**AuthorizeResponse** message output parameters

|  |  |  |
| --- | --- | --- |
| **Parametar** | **Type** | **Description** |
| **{** |  |  |
| transactionId | String | Identifier of transaction assigned by the PGW |
| orderId | String | Merchant order unique identifier |
| shopId | String | Identifier of the merchant’s shop assigned by Payment Gateway |
| transactionAmount | String | The transaction amount in currency unit |
| transactionResult | String | Outcome of transaction. |
| transactionResultDescription | String | Description of transaction result |
| authorizationNumber | String | Authorization number.  The value is returned only in case of successful authorization. If authorization is not granted,  the field will be filled in with “NULL” |
| transactionDate | String | Date and time of transaction in yyyy-mm-ggTHH:mm:ss format |
| currency | String | Currency |
| **}** |  |  |

**AuthorizeResponse** message response example

|  |
| --- |
| {              "transactionId": "509112413280",              "shopId": "1732150",              "orderId": "Test011211",              "transactionAmount": "123.25",              "currency": "941",              "authorizationNumber": "075621",              "transactionDate": "2025-04-01T11:20:45",              "transactionResult": "000",              "transactionResultDescription": "Approved"  } |

##### **6.8.2.3 Transaction Status codes**

The field **transactionStatus** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Preauthorization |
| 01 | Preauthorization denied |
| 02 | Authorization to be processed |
| 03 | Authorization processed by clearing |
| 04 | Refund |
| 21 | Authorization to be reversed due to transaction error |
| 99 | Authorization underway with MyBank or  BancomatPay |

##### **6.8.2.4 Transaction Result codes**

The field **transactionResult** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 01 | Denied due to problems in the request message |
| 02 | Denied due to problems in the store registry |
| 03 | Denied due to communication problems with the authorization circuits |
| 04 | Denied by card issuer |
| 05 | Denied due to incorrect card number |
| 06 | Unforeseen error during processing of request |
| 10 | Card not eligible for Installments |
| 45 | Denied authorization due to failed antifraud check. |
| 51 | Installment number out of bounds (acquirer side) |
| 99 | Authorization underway with MyBank or BancomatPay |

##### **6.8.2.5 Result codes**

The field **result** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 00 | Success |
| 01 | Order or ReqRefNum not found |
| 02 | ReqRefNum duplicated or not valid |
| 03 | Incorrect message format, missing or incorrect field |
| 04 | Incorrect API authentication, incorrect MAC or timestamp exceeding the limit range |
| 05 | Incorrect date, or period indicated is empty |
| 06 | Unforeseen error during processing of request |
| 07 | TransactionID not found |
| 08 | Operator indicated not found |
| 09 | TRANSACTIONID indicated does not make reference to the entered ORDERID |
| 10 | Amount indicated exceeds maximum amount permitted |
| 11 | Incorrect status. Transaction not possible in the current status |
| 12 | Circuit disabled |
| 13 | Duplicated order |
| 16 | Currency not supported or not available for the merchant |
| 17 | Exponent not supported for the chosen currency |
| 20 | The card is VBV/SecureCode/SafeKey-enabled; the reply contains the data for redirection to ACS website |
| 21 | Maximum time-limit for forwarding VBV request step 2 expired |
| 25 | A call to 3DS method must be performed by the Requestor |
| 26 | A challenge flow must be initiated by the Requestor |
| 35 | No payment instrument is acceptable |
| 37 | Missing CVV2: this is compulsory for the circuit selected |
| 38 | Pan alias not found or revoked 40 Empty Xml or missing ‘data’ parameter |
| 41 | Xml not parsable |
| 50 | Installments not available |
| 51 | Installment number out of bounds (client side) |
| 98 | Application error |
| 99 | Transaction failed, see specific outcome attached to the element of the reply. |

##### **6.8.2.6 Hash calculation**

This section explains how eCommerce needs to generate the hash for submit request from eCommerce web site.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = rnd + | + currentDate + | + orderId + | + amount + | + secretKey**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKey will be delivered by the PaySpot system.

**Example:**

plaintext= BrHklmcUE67kV0oK2oQT|2022-10-17 08:38:19|TestGenerate1|100.32|Test123456!

hash = Base64(SHA512(plaintext))

# **Card payments**

### **Card payments messages**

### **Marketplace card transaction (msgType 62)**

**[POST]: /api/marketplacetransactions**

**REQUEST URL PRODUCTION:**[**https://www.nsgway.rs:50010/api/marketplacetransactions**](https://www.nsgway.rs:50010/api/marketplacetransactions%20)**REQUEST URL TEST:** [**https://test.nsgway.rs:50009/api/marketplacetransactions**](https://test.nsgway.rs:50009/api/marketplacetransactions)

Message type ***MsgType=62 MarketplaceTransactions*** is used to send data related to card transaction status.

#### **MarketplaceTransactions input parameters**

**MarketplaceTransactions**message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| gatewayOrderId | String | M | Card transaction unique ID in the payment gateway system. Transaction ID returned by PGW should be sent in this field. Some gateways named that ID as OrderId or TransId. If you are not sure what to send in this field please consult PaySpot experts. |
| STAN | String | O | Alphanumeric field that indicates the sequence of transaction. |
| approvalCode | String | M | Transaction approval/authorization code. |
| shopID | String | M | Represents a unique identification of web shop assigned to marketplace either by PGW or PaySpot. |
| merchantOrderID | String | M | Unique identifier of the order received from merchant |
| amount | Decimal | M | Charging amount.  **Note**: for the refund the amount should be the amount which is due to be held by the cardholder. Example: if the original amount was 1000, and 100 should be refunded, the amount in the refund message should be 900 |
| currencyCode | Integer | M | Transaction currency represented in ISO 4217 numeric code. |
| actionSuccess | String | M | ActionSuccess parameter represents status of this action. In the event of successful action ActionSuccess value will be 1, and if the action was unsuccessful the parameter will be 0. |
| authorized | String | M | Authorized parameter can have two possible values: 1 or 0. 1 means that transaction was authorized, 0 means that transaction was not authorized. |
| completed | String | M | Completed parameter can have two possible values: 1 or 0. 1 means that transaction is completed, 0 means that transaction is incomplete. |
| voided | String | M | Voided parameter can have two possible values: 1 or 0. 1 means that transaction is voided, 0 means that transaction is not voided. |
| refunded | String | M | Refunded parameter can have two possible values: 1 or 0. 1 means that transaction is refunded, 0 means that transaction is not refunded. |
| creditCardName | String | M | Name of card brand that was be used for this transaction. |
| creditCardNumber | String | M | Masked number of credit card used for this transaction. |
| transactionDateTime | String | M | Date and time of transaction.  For Completion, Void and Refund the value has to be the date and time when the corresponding action is performed, not the date and time of the original transaction (Authorization).Format:  YYYY-MM-DD hh:mm:ss |
| Partner | String | O | Represents a partner who has processed the transaction. |
| ECI | String | O | Represents result of 3D Secure authentication (Electronic Commerce Indicator). |
| expirationDate | String | O | Expiration date of credit card used for this transaction. (YYMM format). |

**MarketplaceTransactions** message request example

|  |
| --- |
| {     "data": {        "header": {           "companyID": 123456,           "requestDateTime": "2022-02-04 12:33:12",           "msgType": 62,           "rnd": "X5pGjoNkeSCHa4v80KtF",           "hash":"kolW0q5MoPBOIYXgyh0ymKzKsfXiQ8j356eOKicoaNmsSW3fj+43UEpqYu95Bjh73Ugdg54yIIiB35sL4uzHoQ==",  "language": 2        },        "body": {           "gatewayOrderId": "64c8cec9-fbb9-4e53-9b7c-test",           "STAN": "673700",           "approvalCode": "817646",           "shopID": "Shop123",           "merchantOrderID": "Order123",           "amount": 1000,           "currencyCode": 941,           "actionSuccess": "1",           "authorized": "1",           "completed": "1",           "voided": "0",           "refunded": "0",           "creditCardName": "VISA",           "creditCardNumber": "487077\*\*\*\*\*\*6558",           "transactionDateTime": "2022-02-04 12:33:16",           "partner": "Bib",           "ECI": "5",           "expirationDate": "2410"        }     }  } |

#### **MarketplaceTransactions output parameters**

**MarketplaceTransactions**message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| errorCode | Integer | M | Error code |
| errorMessage | String | M | Description of errorCode |

**MarketplaceTransactions** message response example

|  |
| --- |
| {     "data": {        "header": {           "companyID": 123456,           "responseDateTime": "2022-02-04T12:07:46.080927",           "msgType": 62,  "language": 2        },        "body": {           "errorCode": 0,           "errorMessage": "OK"        },        "status": {           "errorCode": 0,           "errorMessage": "OK",           "dateTime": "2022-02-04T12:07:46.080927"        }     }  } |

# **PaySpot e-money payments**

### **PaySpot e-money messages**

### **E-money payment authorization (msgType 72)**

**[POST]: /api/payspotemoney/payment**

**REQUEST URL PRODUCTION:**[**https://www.nsgway.rs:50010/api/payspotemoney/payment**](https://www.nsgway.rs:50010/api/payspotemoney/payment)**REQUEST URL TEST:** [**https://test.nsgway.rs:50009/api/payspotemoney/payment**](https://test.nsgway.rs:50009/api/payspotemoney/payment)

Message type ***MsgType=72 emoney payment authorization*** is used to send data related to payment authorization.

#### **Emoney payment authorization input parameters**

**Emoney payment authorization**message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| pan | String | M | PaySpot unique emoney identificator/number. For vouchers a barcode number needs to be entered or scanned. |
| panAlias | String | M | PaySpot token for emoney instrument |
| secureCode | String | M | PaySpot emoney secure code. |
| amount | Decimal | M | Charging amount. |
| merchantOrderID | String | M | Unique identifier of the order received from merchant. |
| expiryDate | String | M | PaySpot emoney expiry date |
| currency | String | M | Currency code |
| customerEmail | String | M | The email of the customer who owns the e-money instrument, mandatory if customerId is empty |
| customerId | String | M | A unique reference of the e-money instrument user in the merchant's system, mandatory if customerEmail is empty |

**Emoney payment authorization** message request example

|  |
| --- |
| {     "data": {        "header": {           "companyID": 123456,           "requestDateTime": "2022-02-04 12:33:12",           "msgType": 72,           "rnd": "X5pGjoNkeSCHa4v80KtF",           "hash":"kolW0q5MoPBOIYXgyh0ymKzKsfXiQ8j356eOKicoaNmsSW3fj+43UEpqYu95Bjh73Ugdg54yIIiB35sL4uzHoQ==",  "language": 2        },        "body": {           "pan": "1234567890",           "panAlias": "123-test-123",           "secureCode": "6677",           "amount": 1000,           "merchantOrderID": "Order123",           "expiryDate": "03/25",           "currency": "941",  "customerEmail": "customerEmail@gmail.com",  "customerId": "test123"        }     }  } |

#### **Emoney payment authorization output parameters**

**Emoney payment auhorization**message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| authorizationId | String | M | Unique authorization ID in the PaySpot system if authorization is successful, otherwise NULL |
| authorizationDateTime | Sring | M | Date and time of authorization in format YYYY-MM-DD hh:mm:ss |
| amount | Decimal | M | Authorization amount if authorization successful, otherwise 0. |
| result | Integer | M | 1 – Successful authorization  -1 – Failed authorization |
| authNumber | String | M | Authorization number |
| transactionID | String | M | Transaction number in PaySpot system |
| orderId | String | M | Merchant order number |
| shopId | String | M | Represents a unique identification of web shop assigned to marketplace either by PGW or PaySpot. |
| currency | String | M | Currency code |
| responseCode | Integer | M | Response code |
| responseMsg | String | M | Response message |
| panAlias | String | M | PaySpot token for emoney instrument |
| redemptionCode | String | M | Redemption code for emoney instrument |
| maskedPan | String | M | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| expiryDate | String | M | Expiry date of emoney instrument |
| customerEmail | String | M | Customer Emai from request |
| customerId | String | M | Customer ID from request |
| errorCode | Integer | M | Error code |
| errorMessage | String | M | Description of errorCode |

**Emoney payment authorization** message response example

|  |
| --- |
| {     "data": {        "header": {           "companyID": 123456,           "responseDateTime": "2022-02-04T12:07:46.080927",           "msgType": 72,  "language": 2        },        "body": {           "authorizationId": "authorization122345",           "authorizationDateTime": "2024-03-12T15:47:05.367323",           "amount": 1000.00,           "result": "00",           "currency": ”941”,           "transactionID": "12345",           "shopId": "803123451",           "panAlias": "123-test-123",  "redemptionCode": "524715",  "maskedPan": "1725\*\*\*\*\*\*8196",  "expiryDate": "03/25",  "authNumber": "306589",  "customerEmail": "customerEmail@gmail.com",  "customerId": "test123",           "responseCode": 0,           "responseMessage": "OK"           "errorCode": 0,           "errorMessage": "OK"        },        "status": {           "errorCode": 0,           "errorMessage": "OK",           "dateTime": "2022-02-04T12:07:46.080927"        }     }  } |

#### **Response code**

The field **ResponseCode** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 1 | Kreiran |
| 2 | Aktivan |
| 3 | Privremena blokada |
| 4 | Interna privremena bokada |
| 5 | Interna trajna blokada |
| 6 | Istekao |
| 7 | Storniran |
| 8 | Ugašen |
| 9 | Storno blokada |
| 10 | Obrisan |

### **E-money details (msgType 74)**

**[POST]: /api/payspotemoney/details**

**REQUEST URL PRODUCTION:**[**https://www.nsgway.rs:50010/api/payspotemoney/details**](https://www.nsgway.rs:50010/api/payspotemoney/details)**REQUEST URL TEST:** [**https://test.nsgway.rs:50009/api/payspotemoney/details**](https://test.nsgway.rs:50009/api/payspotemoney/details)

Message type ***MsgType=74 emoney details*** is used to get data related to PaySpot emoney.

#### **Emoney details input parameters**

**Emoney details**message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| pan | String | M | PaySpot unique emoney identificator/number. For vouchers a barcode number needs to be entered or scanned. |
| panAlias | String | M | PaySpot token for emoney instrument |
| secureCode | String | M | PaySpot emoney secure code. |
| expiryDate | String | M | Expiry date of emoney vouher |

**Emoney payment authorization** message request example

|  |
| --- |
| {     "data": {        "header": {           "companyID": 123456,           "requestDateTime": "2022-02-04 12:33:12",           "msgType": 74,           "rnd": "X5pGjoNkeSCHa4v80KtF",           "hash":"kolW0q5MoPBOIYXgyh0ymKzKsfXiQ8j356eOKicoaNmsSW3fj+43UEpqYu95Bjh73Ugdg54yIIiB35sL4uzHoQ==",  "language": 2        },        "body": {           "pan": "1234567890",           "panAlias": "123-test-123",           "secureCode": "6677"           "expiryDate": "03/25"        }     }  } |

#### **Emoney details output parameters**

**Emoney details**message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| availableAmount | Decimal | M | Available amount |
| initialAmount | Decimal | M | Initial amount (amount when emoney was purchased) |
| validUntil | String | M | ISO datetime string representing until emoney is valid |
| cardStatus | Integer | M | Card status code, described below |
| cardStatusDescr | String | M | Description of cardStatus |
| errorCode | Integer | M | Error code |
| errorMessage | String | M | Description of errorCode |

**Emoney details** message response example

|  |
| --- |
| {     "data": {        "header": {           "companyID": 123456,           "responseDateTime": "2022-02-04T12:07:46.080927",           "msgType": 74,  "language": 2        },        "body": {           "availableAmount": 432.00,           "initialAmount": 1000.00,           "validUntil": "2024-02-04T12:07:46.080927",           "cardStatus": 1,           "cardStatusDescr": “Active”,           "errorCode": 0,           "errorMessage": "OK"        },        "status": {           "errorCode": 0,           "errorMessage": "OK",           "dateTime": "2022-02-04T12:07:46.080927"        }     }  } |

#### **Card status codes**

The field **cardCode** can have the following values:

|  |  |
| --- | --- |
| Value | Description |
| 1 | Kreiran |
| 2 | Aktivan |
| 3 | Privremena blokada |
| 4 | Interna privremena bokada |
| 5 | Interna trajna blokada |
| 6 | Istekao |
| 7 | Storniran |
| 8 | Ugašen |
| 9 | Storno blokada |
| 10 | Obrisan |

### **Emoney voucher list (msgType 73)**

**[POST]: /api/payspotemoney/voucherList**

**REQUEST URL PRODUCTION:**[**https://www.nsgway.rs:50010/api/payspotemoney/voucherList**](https://www.nsgway.rs:50010/api/payspotemoney/voucherList)**REQUEST URL TEST:** [**https://test.nsgway.rs:50009/api/payspotemoney/voucherList**](https://test.nsgway.rs:50009/api/payspotemoney/voucherList)

Message type ***MsgType=73 emoney voucher list*** is used to get data related to PaySpot emoney vouchers for specific customer.

#### **8.1.3.1 Emoney voucher list input parameters**

**Emoney voucher list** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| customerEmail | String | M | The email of the customer who owns the e-money instrument, mandatory if customerId is empty |
| customerId | String | M | A unique reference of the e-money instrument user in the merchant's system, mandatory if customerEmail is empty |

**Emoney voucher list** message request example

|  |
| --- |
| {     "data": {        "header": {           "companyID": 123456,           "requestDateTime": "2022-02-04 12:33:12",           "msgType": 73,           "rnd": "X5pGjoNkeSCHa4v80KtF",           "hash":"kolW0q5MoPBOIYXgyh0ymKzKsfXiQ8j356eOKicoaNmsSW3fj+43UEpqYu95Bjh73Ugdg54yIIiB35sL4uzHoQ==",           "language": 2        },        "body": {           "customerEmail": "customerEmail@gmail.com",           "customerId": "test123"        }     }  } |

#### **Emoney voucher list output parameters**

**Emoney voucher list**message output parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parameter** | **Type** |  | **Description** |
| availableAmount | Decimal | M | Available amount |
| initialAmount | Decimal | M | Initial amount (amount when emoney was purchased) |
| validUntil | String | M | ISO datetime string representing until emoney is valid |
| cardStatus | Integer | M | Card status code, described below |
| cardStatusDescr | String | M | Description of cardStatus |
| panAlias | String | M | PaySpot token for emoney instrument |
| redemptionCode | String | M | Redemption code for emoney instrument |
| maskedPan | String | M | Represents a masked version of full card PAN, it includes first 6 and last 4 digits of the card PAN |
| expiryDate | String | M | Expiry date of emoney instrument |
| customerEmail | String | M | Customer Emai from request |
| customerId | String | M | Customer ID from request |
| errorCode | Integer | M | Error code |
| errorMessage | String | M | Description of errorCode |

**Emoney voucher list** message response example

|  |
| --- |
| {    "data": {      "header": {        "companyID": 123456,        "externalRequestID": null,        "responseDateTime": "2025-02-25T13:12:27.686547",        "msgType": 73,        "language": 1      },      "body": {        "voucherDetails": [          {            "availableAmount": 0,            "initialAmount": 600,            "validUntil": "2026-02-28T00:00:00",            "cardStatus": 2,            "cardStatusDescr": "Aktivan",            "maskedPan": "1725\*\*\*\*\*\*2069",            "panAlias": "2f434568-123d-4f5f-84d3-ac55b71555fe",            "redemptionCode": "621579",            "expiryDate": "2026-02-2",            "customerEmail": "customerEmail@gmail.com",            "customerId": "test123"          },          {            "availableAmount": 0,            "initialAmount": 600,            "validUntil": "2026-02-28T00:00:00",            "cardStatus": 2,            "cardStatusDescr": "Aktivan",            "maskedPan": "1725\*\*\*\*\*\*8213",            "panAlias": "483ae115-ed67-4e9f-a963-79803555ffb4",            "redemptionCode": "580338",            "expiryDate": "2026-02-2",            "customerEmail": "customerEmail@gmail.com ",            "customerId": "test123"          }        ],        "errorCode": 0,        "errorMessage": "OK"      },      "status": {        "errorCode": 0,        "errorMessage": "OK",        "dateTime": "2025-02-25T13:12:27.686547"      }    }  } |

### **Emoney Purchase Callback URL Data**

ECommerce needs to have predefined an URL endpoint where transaction data and EMoney instrument data will be sent, after the purchase of the instrument, using HTTP POST method.

**CallbackURL** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| rnd | String | M | Random string used for hash calculation |
| hash | String | M | Hash calculated as explained in the section below. **It is mandatory to calculate the hash on the eCommerce server.** |
| maskedPan | String | M | Masked Pan of emoney |
| expiryDate | String | M | Expiry date of emoney |
| panAlias | String | M | Token of emoney |
| redemptionToken | String | M | Redemption token |
| orderID | String | M | Merchant unique order id |
| **}** |  |  |  |

#### **8.2.1 Hash Calculation**

This section explains how eCommerce needs to generate the hash to know that request come from PaySpot Payment Service.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = panAlias + | + rnd + | + redemptionToken + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKeyCallback will be delivered by the PaySpot system.

**Example:**

plaintext = order1234567890|shopIDTest|100.32|00|Test123456!

hash = Base64(SHA512(plaintext))

### **8.3 Emoney Payment Callback URL Data**

ECommerce needs to predefined an URL endpoint where EMoney transaction status will be sent using HTTP POST method. This callback is sent to a separate URL from the Emoney purchase callback, therefore you need to provide one URL for purchase and another URL for payment callback.

**CallbackURL** message input parameters

|  |  |  |  |
| --- | --- | --- | --- |
| **Parametar** | **Type** |  | **Description** |
| **{** |  |  |  |
| orderID | String | M | Merchant order from initial request |
| amount | String | M | Total value of the purchase order/purchase for which the payment was initiated |
| currency | String | M | Currency |
| result | String | M | Result of the transaction. Described below in section 5.4 |
| hash | String | M | Hash calculated as explained in the sections below depending on payment method. **It is mandatory to calculate the hash on the eCommerce server.** |
| maskedPan | String | M | Masked Pan of emoney instrument |
| expiryDate | String | M | Expiry date of emoney instrument |
| panAlias | String | M | Token of emoney instrument |
| customerEmail | String | M | The email of the customer who owns the e-money instrument |
| customerId | String | M | A unique reference of the e-money instrument user in the merchant's system |
| redemptionCode | String | M | Redemption code |
| responseCode | String | M | Represents authorization code for emoney transaction |
| responseMsg | String | M | Represents description of the authorization code for emoney transaction |
| **}** |  |  |  |

#### **8.3.1 Hash Calculation for Emoney Payment**

This section explains how eCommerce needs to generate the hash to know that request come from PaySpot Payment Service.

**Hash – SHA 512 Algorithm**

The hash is created by doing the SHA512 algorithm from the given string, then doing base64 encoding. Parameters in the hash string must be separated by “|”.

**plaintext = orderID + | + amount + | + result + | + secretKeyCallback**

\*Parameters within the hash string must not contain backslash ("\") and pipeline ("|") characters.

\*secretKeyCallback will be delivered by the PaySpot system.

**Example:**

plaintext = order1234567890 |100.32|00|Test123456!

hash = Base64(SHA512(plaintext))

# **9. Appendix**

### **9.1 Workflows**

### **9.1.1 Payment order request**
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