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# 1. Análise dos dados da Steam

## 1.1 Introdução

A ideia desta análise é ilustrar os conhecimentos adquiridos em R, começando com uma análise exploratória dos dados e tentando trazer alguns insights relacionados à jogos de sucesso no mercado. Para isso vou passar pelas etapas de elaboração do objetivo, trabalho no tratamento e limpeza dos dados, fazer análises de variáveis de interesse individualmente e depois cruzando algumas delas para tentar traçar algumas conclusões, que, por fim, podem sugerir alguns caminhos para empresas que pretendem lançar seus jogos terem sucesso na Steam.

## 1.2 O objetivo

Somos um estúdio de jogos e queremos analisar:

1. Qual gênero/categoria de jogo tem mais sucesso na steam, definindo sucesso como melhores avaliações;
2. Também queremos analisar qual faixa de preço é mais interessante para o lançamento desse novo jogo, como a faixa de preço se relaciona com o número de vendas e com a categoria.

## 1.3 Análise exploratória das bases de dados

Inicialmente irei fazer uma análise exploratória de algumas bases de dados e suas variáveis que podem ser interessantes para determinar sucesso de um jogo, a faixa de preço, a quantidade de vendas e relacionar essas questões aos gêneros e categorias. Foram feitas análises de três bases de dados, a primeira mais completa, e as duas seguintes mais focadas em reviews de usuários. São bases de dadas extraídas do Kaggle que serão utilizadas para o estudo.

### 1.3.1 Base de dados - 1

### 1.3.2 Base de dados - 2

### 1.3.3 Base de dados - 3

### 1.3.4 Diferenças entre base 1 e 3

## 1.4 Unindo as bases

## 1.5 Analisando dados

Agora que já uni as duas bases, e tenho uma quantidade mais razoável de jogos a serem analisados, precisarei definir qual será a forma de avaliar os estilos/gêneros/categorias dos jogos, por ser uma coluna presente em ambas as bases, a variável tags é uma ótima candidata, porém ela apresenta um número de possibilidades bastante grande e distinta, o que poderia ser prejudicial à análise. Já as outras variáveis categories e genres que são mais específicas, não estão presentes em boa parte dos dados. A análise será feita inicialmente nas três para posterior decisão de qual ou quais usar.

### 1.5.1 Categorias

if(params$run\_all\_code == "F"){  
 df\_all\_games <- data.table::fread(here::here("data-raw/created-tables/db-all-games-tags-all.csv"))  
}  
rows\_categ <- df\_all\_games |>   
 dplyr::filter(!(is.na(categories)) & categories != "") |>   
 nrow()

Ou seja, na base de dados aproximadamente 60% das linhas não tem informação de categorias, a variável poderia ser utilizada, porém com algumas ressalvas.

### 1.5.2 Gêneros

rows\_genres <- df\_all\_games |>   
 dplyr::filter(!(is.na(genres)) & genres != "") |>   
 nrow()

Novamente, cerca de 60% da base não possui informações de gênero.

### 1.5.3 Categorias e Gênero

rows\_gen\_cat <- df\_all\_games |>   
 dplyr::filter(!(is.na(categories)) & categories != "") |>   
 dplyr::filter(!(is.na(genres)) & genres != "") |>   
 nrow()

E, para efeito de comparação, podemos ver que os valores sem categorias e gênero tem o mesmo percentual (60%), o que faz bastante sentido já essas informações faltantes vem da primeira base que não possuía essas colunas, os valores que temos, os 40%, são dos jogos adicionados pela base 1.

### 1.5.4 Tags

if(params$run\_all\_code == "F"){  
 rows\_tags <- df\_all\_games |>   
 dplyr::filter(!(is.na(tags\_all)) & tags\_all != "") |>   
 nrow()  
}else{  
 rows\_tags <- df\_all\_games |>   
 dplyr::filter(!(is.na(tags)) & tags != "" ||  
 (is.na(tags\_extra)) & tags\_extra != "") |>   
 nrow()  
}

Já no caso das tags, 100% das observações possuem alguma informação nas variáveis tags ou tags\_extra (o que também faz sentido, já que unimos duas bases diferentes e uma delas possuia a coluna tags e a outra tags\_extra).

Portanto, farei uma análise mais aprofundada desta variável para gerar uma única coluna que possa ser analisada.

Como uni duas bases de dados, precisamos tratar e unificar a nossa coluna que será definida como classificadora dos jogos. A base 1 possuía dados nas colunas genres, categories e tags, já a base 3 apenas em tags.

A coluna que se adequava melhor aos objetivos no caso da base 1, era a variável tags, já que possuía mais classificações para os jogos que a variável genres, normalmente possuindo tudo que estava presente nela e mais algumas outras características. E a variável Categories estava mais associada ao modo de jogo e informações da Steam, como se possuía *Achievements*, conquistas nos jogos, se tinha suporte a controle pela Steam, etc.

Como alguns jogos estavam em ambas as bases de dados, por fim acabei ficando com duas colunas de classificação, e para não perder nenhuma classificação, achei interessante comparar as características e adicionar as faltantes, fazendo uma união de tudo que aparecia em ambas as variáveis.

##### 1.5.4.0.1 Separação de tags

teste\_interno <- T  
if(teste\_interno){  
df\_all\_games <- data.table::fread(here::here("data-raw/created-tables/db-reviews-join.csv")) |>   
 dplyr::mutate(tags = ifelse(tags == "", NA, tags),  
 categories = ifelse(categories == "", NA, categories),  
 genres = ifelse(genres == "", NA, genres),  
 tags\_extra = ifelse(tags\_extra == "", NA, tags\_extra))  
}  
  
## Verificando as diferenças entre tags de um df e do outro (tags e tags\_extra)  
df\_tags <- dplyr::select(df\_all\_games,   
 app\_id, title, tags, tags\_extra) |>   
 dplyr::filter(!is.na(tags) | !is.na(tags\_extra))  
  
df\_tags\_equal <- df\_tags[tags == tags\_extra,]  
df\_tags\_not\_equal <- df\_tags[tags != tags\_extra,]  
  
## Primeiro check será em jogos que possuem números de tags diferentes  
tags\_dif\_ids <- df\_tags\_not\_equal |>   
 dplyr::select(app\_id, tags, tags\_extra) |>   
 dplyr::mutate(check\_lenght = ifelse(stringr::str\_length(tags) == stringr::str\_length(tags\_extra), T, F))

##### 1.5.4.0.2 Analisando tags diferentes

Então, será criado uma nova coluna para as tags diferentes. É feita uma comparação, entre as duas colunas, e é mantido em um vetor o que temos de elementos iguais (equal), depois em outro vetor o que temos a mais em uma coluna (diff1) e no terceiro o que temos a mais na outra coluna (diff2).

Depois transformei novamente estes vetores em colunas para poder inspecionar como ficaram as novas colunas. E nesse momento verifiquei que por serem bases diferentes, em alguns casos existiam pequenas variações no nome da classificação, que foram ajustados para que não influênciassem na contagem final. Um exemplo destes casos era a categorização “Rogue like”, que em uma base estava definida como “Rogue like” e na outra “Rogue-like”, isso e mais algumas outras categorizações foram normalizadas.

### XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX ####  
### ALTERAR TAGS ALL, usar tidyr e dplyr (consultar fct\_ajustando\_tags)  
### não é possível de forma tão simples, talvez usando trible? (lista dentro do df)  
### Gerar uma lista com os elementos e fazer um "union" entre elas e um "intersect"  
### XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX ####  
  
vector\_tags <- df\_tags\_not\_equal$tags |>   
 purrr::map(\(x) stringr::str\_sort(stringr::str\_split\_1(x, pattern = ",")))  
  
vector\_tags\_ex <- df\_tags\_not\_equal$tags\_extra |>   
 purrr::map(\(x) stringr::str\_sort(stringr::str\_split\_1(x, pattern = ",")))  
  
# vector\_tags\_aux <- vector\_tags[1:5]  
# vector\_tags\_ex\_aux <- vector\_tags\_ex[1:5]  
  
## Criando uma lista com todas as tags q estão presentes em uma coluna e não na outra   
## (estão em tags e não estão em tags\_extra, estão em tags\_extra e não estão em tags)  
diff\_elem <- NULL  
for(i in 1:length(vector\_tags)){  
 elem\_1 <- pluck(vector\_tags, i)  
 elem\_2 <- pluck(vector\_tags\_ex, i)  
   
 diff1 <- setdiff(elem\_1, elem\_2)  
 diff2 <- setdiff(elem\_2, elem\_1)  
 equal <- intersect(elem\_1, elem\_2)  
   
 pluck(diff\_elem, i, 1) <- paste0(equal, collapse = ",")  
 pluck(diff\_elem, i, 2) <- paste0("1 - ", paste0(diff1, collapse = ","), ". 2 - ", paste0(diff2, collapse = ","))  
 pluck(diff\_elem, i, 3) <- pluck(df\_tags\_not\_equal, 1, i)  
}  
  
## Alterando para DF, para melhor visualização  
df\_diff <- data.frame(t(sapply(diff\_elem, c)))  
colnames(df\_diff) <- c("equal", "diff", "id")  
  
df\_diff <- df\_diff |>   
 tidyr::separate\_wider\_delim(diff, ". 2", names = c("first", "seccond")) |>   
 dplyr::mutate(seccond = paste0("2", seccond)) |>   
 dplyr::mutate(equal = as.character(equal),  
 id = as.integer(id))  
  
## Investigando tags com mesmo tamanho, buscando pequenas alterações na escrita  
df\_diff\_ <- df\_diff |>   
 dplyr::filter(!(first == "1 - ") & !(seccond == "2 - ")) |>   
 dplyr::filter(stringr::str\_length(first) == stringr::str\_length(seccond))  
  
## Palavras com grafias levemente diferentes serão alteradas  
## Roguelike e Roguelite para Rogue-like e Rogue-lite,  
## Base Building para Base-Building  
## e-sports para eSports  
## Football (Soccer) para Soccer  
## Football (American) para Football  
## Puzzle Platformer para Puzzle-Platformer  
  
df\_diff <- func\_ajustando\_tags(df\_diff, debug)  
  
  
df\_diff <- df\_diff |>   
 dplyr::select(id, tags)

##### 1.5.4.0.3 Tags NA

Após a separação e tratamento de ambas os conjuntos de dados, observei um número grande de dados que não havia sido incluído em nenhuma base, nem no que possuía as tags iguais nem nos que possuíam as tags diferentes. Descobri que isso foi causado pela forma como o R trata NA, as colunas que possuem NA não são comparadas diretamente, então elas ficaram excluídas da junção anterior. Portanto, tratei de forma que também adicionasse estes casos de forma simples, copiando os dados de uma coluna à outra, para tratar de forma similar à que seria tratado o conjunto de dados que possuía as colunas iguais.

## Como ainda possuíamos um número grande de NAs em uma das duas colunas, a solução foi copiar  
## a coluna preenchida e tratar como se fosse uma junção que não precisaria de tratamento  
## Tags e Tags\_extra NA  
df\_tags\_na\_1 <- df\_tags[is.na(tags)]  
## Clonando a coluna de tags para que seja tratada da mesma forma para o df com tags iguais  
df\_tags\_na\_1$tags <- df\_tags\_na\_1$tags\_extra  
  
df\_tags\_na\_3 <- df\_tags[is.na(tags\_extra)]  
## Clonando a coluna de tags para que seja tratada da mesma forma para o df com tags iguais  
df\_tags\_na\_3$tags\_extra <- df\_tags\_na\_3$tags  
  
df\_tags\_equal <- rbind(df\_tags\_equal, df\_tags\_na\_1, df\_tags\_na\_3)

##### 1.5.4.0.4 Visualzando tags mais frequentes

Após a organização e limpeza das tags, vou começar com uma visualização simples para identificar as tags mais utilizadas (e as menos utilizadas). Outro detalhe é que farei uma junção, agora da tabela com as tags diferentes e com as que defini como tags iguais.

df\_tags\_all <- df\_tags\_equal |>   
 dplyr::select(app\_id, tags) |>   
 rbind(df\_diff |>   
 dplyr::rename(app\_id = id))  
  
all\_ordered <- df\_tags\_all$tags |>   
 purrr::map(\(x) stringr::str\_sort(stringr::str\_split\_1(x, pattern = ",")))  
  
## Colocando tudo numa única lista para contagem  
all\_string\_listwise <- tolower(unlist(lapply(all\_ordered, unique)))  
  
## Fazendo a contagem e transformando em um dataframe, podemos verifiicar diretamente na tabela  
df\_tags\_count <- as.data.frame(table(all\_string\_listwise), stringsAsFactors = F)  
## Renomeando colunas  
names(df\_tags\_count) <- c("tag", "count")  
  
## Escrevendo base de dados  
if(params$overwrite\_tables == "T"){  
 data.table::fwrite(df\_tags\_count, here::here("data-raw/created-tables/df-tags-count.csv"))  
}  
  
## Utilllizamos as 50 tags que mais aparecem e criamos uma nova tabela para visualização  
df\_tags\_count |>   
 dplyr::arrange(desc(count)) |>   
 dplyr::slice\_head(n = 10) |>   
 gt::gt()

| tag | count |
| --- | --- |
| singleplayer | 9632 |
| indie | 9323 |
| action | 8605 |
| adventure | 7752 |
| casual | 5281 |
| strategy | 4669 |
| simulation | 4649 |
| rpg | 4623 |
| multiplayer | 4554 |
| 2d | 4035 |

##### 1.5.4.0.5 Organizando nova tabela

E então, para finalizar a organização das tags, nós vamos excluir as características dos jogos que vieram de ambas as bases, e vamos adicionar essa nova coluna tratada.

df\_all\_games\_new\_tags <- df\_all\_games |>   
 dplyr::select(-tags, -tags\_extra) |>   
 dplyr::inner\_join(df\_tags\_all, by = "app\_id") |>   
 dplyr::rename(tags\_all = tags)  
  
  
## Escrevendo base de dados  
if(params$overwrite\_tables){  
 data.table::fwrite(df\_all\_games\_new\_tags, here::here("data-raw/created-tables/db-all-games-tags-all.csv"))  
}

##### 1.5.4.0.6 Criando base no formato long

Para futuras comparações, decidi criar dois tipos de bases de dados, uma no formato long, com cada linha possuindo uma única tag, e outra com todas as tags agrupadas em uma única coluna, unida por vírgula.

## dataframe filtrando generos e tags que não são considerados jogos  
df\_all\_games\_split <- df\_all\_games\_new\_tags |>   
 dplyr::filter(title != "Houdini Indie") |>   
 tidyr::separate\_longer\_delim(tags\_all, delim = ",") |>   
 dplyr::rowwise()  
  
## Escrevendo base de dados  
if(params$overwrite\_tables){  
 data.table::fwrite(df\_all\_games\_split, here::here("data-raw/created-tables/db-all-games-tags-all-split.csv"))  
}  
  
df\_all\_games\_filt <- df\_all\_games\_split |>   
 dplyr::group\_by(app\_id) |>   
 dplyr::mutate(tags\_all\_ = paste0(tags\_all, collapse = ",")) |>   
 dplyr::distinct(app\_id, .keep\_all = T) |>   
 dplyr::select(-tags\_all) |>   
 dplyr::rename(tags\_all = tags\_all\_) |>   
 dplyr::ungroup()  
  
all.equal(df\_all\_games\_new\_tags, df\_all\_games\_filt)

[1] "target is data.table, current is tbl\_df"

compare::compare(df\_all\_games\_new\_tags, df\_all\_games\_filt, allowAll = T, equal = T)

TRUE  
 dropped attributes

### 1.5.5 Investigando preços

Vou agora me debruçar sobre as faixas de preços e em seguida farei um cruzamento dos dados de preços e tags.

Utilizarei a base criada anteriormente, com a coluna de característica dos jogos ajustada (tags). E farei uma tabela com as informações descritivas relacionadas ao preço, para essa análise irei excluir os jogos gratuitos, para que não influêncie tanto nas métricas.

## Usado para escrever o qmd, porém não preciso utilizar ao rodar a análise completa (outro qmd já fará a leitura desse arquivo)  
df\_all\_games <- data.table::fread(here::here("data-raw/created-tables/db-all-games-tags-all.csv"))  
# ## Base 1  
# df\_base\_1 <- data.table::fread(here::here("data-raw/created-tables/db-games-1.csv"))  
# ## Base 3  
# df\_base\_3 <- data.table::fread(here::here("data-raw/created-tables/db-games-3.csv"))  
  
## Selecionando apenas colunas utilizadas  
df\_payed\_games <- df\_all\_games |>   
 dplyr::filter(price\_final > 0 & price\_original > 0)  
## Verificando quartis  
quant\_games <- quantile(df\_payed\_games$price\_original, probs = c(0, 0.25, 0.5, 0.75, 1))  
  
df\_med\_games <- data.frame(`Métrica` = character(),  
 `Valores` = character())  
  
# summary(df\_payed\_games$price\_original)  
  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Mínimo", round(quant\_games[1], 2))  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("1° Quartil", round(quant\_games[2], 2))  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Mediana", round(quant\_games[3], 2))  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("3° Quartil", round(quant\_games[4], 2))  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Máximo", round(quant\_games[5], 2))  
  
df\_med\_games |>   
 gt::gt()

| Métrica | Valores |
| --- | --- |
| Mínimo | 0.5 |
| 1° Quartil | 5.99 |
| Mediana | 10.99 |
| 3° Quartil | 19.99 |
| Máximo | 109.99 |

## Verificando decis  
# Preço original  
dec\_orig <- quantile(df\_payed\_games$price\_original, probs = c(0, 0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9, 1))  
# dec\_orig  
# Preço final  
dec\_fin <- quantile(df\_payed\_games$price\_final, probs = c(0, 0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9, 1))  
# dec\_fin

Aqui já posso tirar algumas conclusões:

* As medidas de **tendência central** apontam para **faixas de preço** dos jogos pagos relativamente **baixa**, apesar de termos jogos mais caros (com o máximo sendo de $110). Vamos analisar com mais cautela as categorias de preços dos jogos, já que será uma das bases de decisão na escolha do tipo de jogo a ser lançado.
* Também nos decis comparei a faixa de **preço do jogo lançado**, que será utilizada para as visualizações e análises, com a **faixa de preço atual**. Em geral vi uma **variação para baixo** nos decis quando comparamos o preço de lançamento e o preço atual, indicando que os **jogos tendem a cair de preço** com o tempo, o que é visto com frequência para quem acompanha os preços da Steam, **quando** os jogos começam a ficar **mais velhos**, é comum existirem **cortes de preços e promoções para** tentar **aumentar o número de vendas**.

#### 1.5.5.1 Visualizações das faixas de preço

Vou utilizar um gráfico para ilustrar as diferentes faixas de preços dos jogos. Para isto, escolhi um boxplot que apresenta algumas informações interessantes.

ggplot(df\_payed\_games, aes(y = price\_original)) +  
 geom\_boxplot() +  
 theme\_minimal() +  
 xlim(-2, 2) +  
 labs(title = "Distribuição dos preços de jogos",  
 subtitle = "Preço em dólares",  
 alt = "Gráfico de distribuição do preço dos jogos em dólares",  
 x = "",  
 y = "") +  
 theme(axis.text.x=element\_blank(),  
 axis.ticks.x=element\_blank())
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E aqui podemos ver que ele classificou muitos jogos como outliers, em faixas superiores à $45, portanto resolvi tirar os jogos do primeiro e último decis, de acordo com seu preço. Depois de remover os 10% inferiores e superiores:

ggplot(df\_payed\_games[(df\_payed\_games$price\_original > dec\_orig[1] & df\_payed\_games$price\_original < dec\_orig[10]),],   
 aes(y = price\_original)) +  
 geom\_boxplot() +  
 theme\_minimal() +  
 xlim(-2, 2) +  
 labs(title = "Distribuição dos preços de jogos",  
 subtitle = "Preço em dólares",  
 alt = "Gráfico de distribuição do preço dos jogos em dólares",  
 x = "",  
 y = "") +  
 theme(axis.text.x=element\_blank(),  
 axis.ticks.x=element\_blank()) +  
 scale\_y\_continuous(breaks=seq(0, 30, 5))
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Observei então uma distribuição com menos valores discrepantes, tendo sua **mediana** em torno dos **$12**, **mínimo próximo de zero** e **máximo próximo de $30**, com **1° quartil em $5** e **3° quartil em $15**.

Investigando a hipótese da possibilidade de descartar estes jogos para a análise, inicialmente eu defendo a exclusão dos mais caros, pois costumeiramente são os jogos mais famosos e conhecidos, que já tem seu público definido e podem se dar ao luxo de cobrar mais caro. Já os jogos mais baratos, imagino que sejam jogos menores e que não se encaixam na nossa proposta de um jogo que fosse lucrativo, muitas vezes também são jogos mais antigos que foram tendo cortes de preços para continuarem vendendo. De qualquer forma, investigaremos nos dados ambas as hipóteses.

##### 1.5.5.1.1 Investigando os 10% mais caros

# browser()  
df\_all\_games\_pricier <- df\_payed\_games |>   
 dplyr::filter(price\_original >= dec\_orig[10]) |>  
 dplyr::select(app\_id, title, date\_release, rating, positive\_ratio, user\_reviews, price\_original, price\_final, tags\_all)

Verifiquei muitos jogos considerados “AAA”, jogos de grandes editoras e publicadoras, como The Witcher 3, Cyberpunk 2077, Red Dead Redemption 2, e alguns um pouco menores mas que fizeram bastante sucesso como Rust, DayZ, Deep Rock Galactica. Com preços variando de $29.99 até $109.99. Citando como exemplo de jogos mais caro em seu preço original o TEKKEN 7, lançado em 2017 e com preço de lançamento de $109.99, interessante de se notar que o preço atual (em maio/2023) do jogo é de $16.49.

##### 1.5.5.1.2 Investigando os 10% mais baratos

df\_all\_games\_cheaper <- df\_all\_games |>   
 dplyr::filter(price\_original <= dec\_orig[2]) |>  
 dplyr::select(app\_id, title, date\_release, rating, positive\_ratio, user\_reviews, price\_original, price\_final, tags\_all)

Já na análise dos preços mais baratos, verifiquei que os jogos que possuem mais reviews na categoria dos mais baratos, são os jogos gratuitos, porém são jogos que possuem uma estratégia diferente, e que tem crescido bastante em popularidade, os jogos gratuitos com microtransações. Jogos que costumam fazer receita através da venda de itens cosméticos dentro do próprio jogo, ou algum sistema de assinatura que garanta benefícios (cosméticos ou facilitação para o jogador).

##### 1.5.5.1.3 Evolução de preços

Outra coisa interessante que notei, é que os **jogos mais antigos eram lançados por preços mais baixos**, parece ter havido um **aumento de preço médio dos jogos**, o que pode explicar em partes a quantidade de jogos nas faixas mais baratas. Para isso, vamos tentar observar a variação de preço ao longo dos anos, com o intuito de entender as faixas de preços atuais e definir a melhor faixa de preço para o lançamento de um jogo.

## Excluindo jogos gratuitos  
df\_all\_games\_notFree <- df\_all\_games |>   
 dplyr::filter(price\_original > 0 & price\_final > 0)  
  
df\_all\_games\_year <- df\_all\_games\_notFree |>   
 dplyr::mutate(year\_release = lubridate::year(date\_release)) |>  
 dplyr::filter(year\_release > 2006) |>   
 dplyr::group\_by(year\_release) |>   
 dplyr::summarise(mean\_price = mean(price\_original), median\_price = median(price\_original),   
 .groups = "drop")  
  
ggplot(df\_all\_games\_year, aes(x = year\_release, y = median\_price)) +  
 geom\_line() +  
 theme\_minimal() +  
 labs(title = "Evolução da mediana dos preços ao longo dos anos",  
 subtitle = "Preços",  
 x = "",  
 y = "") +  
 scale\_y\_continuous(breaks = c(7.99, 9.99, 12.99, 14.99)) +  
 scale\_x\_continuous(breaks = c(seq(2007, 2023, 2))) +  
 theme(panel.grid.major = element\_blank(),  
 panel.grid.minor = element\_blank(),  
 plot.subtitle = element\_text(hjust = -0.08))
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Apesar de já ter verificado um **aumento na mediana e na média de preços**, por ter acompanhado esse mercado por alguns anos tive a impressão de que o resultado não refletia exatamente os aumentos observados por mim, então decidi me debruçar mais sobre alguns exemplos de jogos considerados “triple A”.

Seguindo alguns exemplos de **jogos que são grandes franquias e são lançados quase que anualmente**, pude observar bem esta tendência de aumento no preço. Vamos usar como exemplo os jogos Assassin’s Creed, Battlefield, Call Of Duty, Far Cry, Final Fantasy, NieR que são franquias já muito conhecidas e que estiveram em alguns períodos no catálogo da Steam (alguns dos jogos não estão presentes de forma integral por figurarem apenas em lojas próprias das empresas). Removi os Remasters nos jogos que possuíam, que são jogos que são relançados geralmente com pequenas alterações gráficas e acabam tendo preço mais baixo, por ser um jogo mais antigo e no caso do Final Fantasy, como existem muitos jogos menores sendo relançados, mantive apenas o preço mais alto do ano. As franquias Battlefield e Call Of Duty também tiveram que ser corrigida em seus anos de lançamento, pois muitos jogos foram adicionados com sua data de lançamento incorreta.

## Selecionando jogos  
df\_ac <- df\_all\_games |>   
 dplyr::filter(stringr::str\_detect(title, "Assassin's Creed")) |>   
 dplyr::filter(!stringr::str\_detect(title, "Remastered|Pack"),  
 categories != "") |>  
 dplyr::mutate(year\_release = lubridate::year(date\_release)) |>   
 dplyr::mutate(title = "Assassin's Creed") |>  
 dplyr::select(title, year\_release, price\_original)  
  
df\_bf <- df\_all\_games |>   
 dplyr::filter(stringr::str\_detect(title, "Battlefield")) |>   
 dplyr::filter(!stringr::str\_detect(title, "WWII|War Dust|Pack|Eternal"),  
 categories != "") |>   
 dplyr::mutate(year\_release = lubridate::year(date\_release)) |>   
 dplyr::select(title, year\_release, price\_original)  
  
df\_bf$year\_release[df\_bf$title == 'Battlefield 3™'] <- 2011  
df\_bf$year\_release[df\_bf$title == 'Battlefield 4™'] <- 2013  
df\_bf$year\_release[df\_bf$title == 'Battlefield™ Hardline'] <- 2015  
df\_bf$year\_release[df\_bf$title == 'Battlefield™ 1'] <- 2016  
df\_bf$year\_release[df\_bf$title == 'Battlefield™ V'] <- 2018  
  
df\_bf <- df\_bf |>   
 dplyr::mutate(title = "Battlefield")  
  
df\_cod <- df\_all\_games |>   
 dplyr::filter(stringr::str\_detect(title, "Call of Duty")) |>   
 dplyr::filter(!stringr::str\_detect(title, "Pack|Commandos|Remastered"),  
 categories != "",  
 price\_original > 0) |>  
 dplyr::mutate(year\_release = lubridate::year(date\_release)) |>   
 dplyr::select(title, year\_release, price\_original)  
  
  
df\_cod$year\_release[df\_cod$title == 'Call of Duty®'] <- 2003  
df\_cod$year\_release[df\_cod$title == 'Call of Duty: United Offensive'] <- 2004  
df\_cod$year\_release[df\_cod$title == 'Call of Duty® 2'] <- 2005  
df\_cod$year\_release[df\_cod$title == 'Call of Duty®: Ghosts'] <- 2013  
df\_cod$year\_release[df\_cod$title == 'Call of Duty®: Modern Warfare®'] <- 2019  
df\_cod$year\_release[df\_cod$title == 'Call of Duty®: Black Ops Cold War'] <- 2020  
  
df\_cod <- df\_cod |>   
 dplyr::mutate(title = "Call Of Duty")  
  
df\_fc <- df\_all\_games |>   
 dplyr::filter(stringr::str\_detect(title, "Far Cry")) |>   
 dplyr::filter(!stringr::str\_detect(title, "Pack"),  
 categories != "") |>  
 dplyr::mutate(year\_release = lubridate::year(date\_release)) |>   
 dplyr::mutate(title = "Far Cry") |>  
 dplyr::select(title, year\_release, price\_original)  
  
df\_ff <- df\_all\_games |>   
 dplyr::filter(stringr::str\_detect(title, "FINAL FANTASY")) |>   
 dplyr::filter(!stringr::str\_detect(title, "Pack|REMASTERED|Remaster|DISSIDIA"),  
 categories != "") |>  
 dplyr::mutate(year\_release = lubridate::year(date\_release)) |>   
 dplyr::mutate(title = "Final Fantasy") |>  
 dplyr::select(title, year\_release, price\_original) |>   
 dplyr::arrange(desc(price\_original)) |>   
 dplyr::distinct(year\_release, .keep\_all = T)  
  
df\_nr <- df\_all\_games |>   
dplyr::filter(stringr::str\_detect(title, "NieR")) |>   
 dplyr::filter(!stringr::str\_detect(title, "Pack"),  
 categories != "") |>  
 dplyr::mutate(year\_release = lubridate::year(date\_release)) |>   
 dplyr::mutate(title = "NieR") |>  
 dplyr::select(title, year\_release, price\_original)  
  
df\_games\_sel <- rbind(df\_ac, df\_bf, df\_cod, df\_fc, df\_ff, df\_nr)  
  
ggplot(df\_games\_sel, aes(x = year\_release, y = price\_original, color = title)) +  
 geom\_line() +  
 theme\_minimal() +  
 labs(title = "Evolução dos preços ao longo dos anos",  
 subtitle = "Preços",  
 x = "",  
 y = "") +  
 facet\_wrap(~title) +  
 scale\_y\_continuous(breaks = c(19.99, 39.99, 59.99, 69.99)) +  
 scale\_x\_continuous(breaks = c(seq(2010, 2022, 6))) +  
 scale\_color\_manual(values = rep(c("lightblue"), 6)) +  
 theme(panel.grid.major = element\_blank(),  
 # panel.grid.minor = element\_blank(),  
 plot.subtitle = element\_text(hjust = -0.09)) +  
 guides(color = "none")
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**Confirmei** então **essa tendência de aumento**, mesmo que em alguns casos não seja uma tendência clara, em geral **os preços dos jogos** **considerados “AAA”** **subiram** desde os $19.99 nos anos de 2010 até os $59.99 e até $69.99 em alguns casos até o ano de 2022.

### 1.5.6 Investigando jogos bem avaliados

#### 1.5.6.1 Mais avaliações positivas

Primeiramente vou analisar os jogos que tem mais avaliações positivas, decidi utilizar os 100 jogos mais bem avaliados da base para tentar trazer algum insight. Além disso, faremos um filtro de ano, para que tenhamos jogos mais atuais.

Para isso, defini alguns filtros para os jogos:

1. Ter sido lançados de 2019 até os dias de hoje, para que tenhamos um mercado observado mais próximo dos dias atuais.
2. Possuírem pelo menos 50000 avaliações.

## Usado para escrever o qmd, porém não preciso utilizar ao rodar a análise completa (outro qmd já fará a leitura desse arquivo)  
df\_all\_games <- data.table::fread(here::here("data-raw/created-tables/db-all-games-tags-all.csv"))  
  
df\_more\_reviewed <- func\_add\_price\_categ(df\_all\_games, F) |>   
 dplyr::filter(user\_reviews > 50000 & date\_release > '2019-01-01') |>  
 dplyr::arrange(desc(user\_reviews)) |>   
 dplyr::slice\_head(n = 100)  
  
## Menor valor de preço  
min\_best <- min(df\_more\_reviewed$price\_final, df\_more\_reviewed$price\_original)  
## Maior valor de preço  
max\_best <- max(df\_more\_reviewed$price\_final, df\_more\_reviewed$price\_original)  
## Mediana de valores de preço  
median\_best <- median(df\_more\_reviewed$price\_original)  
  
## Verificando quartis  
quant\_best <- quantile(df\_more\_reviewed$price\_original, probs = c(0, 0.25, 0.5, 0.75, 1))  
  
  
df\_med\_games <- data.frame(metrica = character(),  
 valores = character())  
  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Mínimo", min\_best)  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("1° Quartil", round(quant\_best[2], 2))  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Mediana", median\_best)  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("3° Quartil", round(quant\_best[4], 2))  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Máximo", max\_best)

df\_more\_reviewed$price\_categ <- as.factor(df\_more\_reviewed$price\_categ)  
  
df\_more\_reviewed$price\_categ <- factor(df\_more\_reviewed$price\_categ,  
 levels = c("Gratuito", "Muito Barato", "Barato",  
 "Medio", "Caro", "Muito Caro"))  
  
ggplot(df\_more\_reviewed, aes(x = price\_categ, )) +  
 geom\_bar(fill = "lightblue") +  
 theme\_minimal() +  
 labs(title = "Contagem de jogos por categoria de preço",  
 x = "",  
 y = "")
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O primeiro gráfico não trouxe nenhuma conclusão, existem jogos baratos que foram lançados e fizeram sucesso, como Phasmophobia, Valheim e Raft, existem jogos que são gratuitos e lucram através de itens cosméticos como o Apex Legends, Lost Ark e Destiny 2 (que foi pago e se tornou gratuito), e existem jogos caros que foram lançados e fizeram sucesso, como CyberPunk 2077, Elden Ring, Red Dead Redemption 2, Forza e Sekiro. Em resumo, os **jogos com maior número de avaliações positivas não** **parecem ter um padrão relacionado à faixa de preço**.

#### 1.5.6.2 Mais avaliações positivas

Decidi então observar os jogos que possuiam mais avaliações positivas. E para isso tambem definimos filtros similares.

1 - Também terão que ser lançados recentemente, de 2019 até os dias de hoje.

2 - Possuírem pelo menos 10000 avaliações.

df\_best\_ratio <- df\_all\_games |>   
 dplyr::filter(user\_reviews > 10000 & date\_release > '2019-01-01') |>  
 dplyr::arrange(desc(positive\_ratio)) |>  
 dplyr::slice\_head(n = 100)  
  
## Menor valor de preço  
min\_best <- min(df\_best\_ratio$price\_final, df\_best\_ratio$price\_original)  
## Maior valor de preço  
max\_best <- max(df\_best\_ratio$price\_final, df\_best\_ratio$price\_original)  
## Mediana de valores de preço  
median\_best <- median(df\_best\_ratio$price\_original)  
  
## Verificando quartis  
quant\_best <- quantile(df\_best\_ratio$price\_original, probs = c(0, 0.25, 0.5, 0.75, 1))  
  
  
df\_med\_games <- data.frame(metrica = character(),  
 valores = character())  
  
# summary(df\_payed\_games$price\_original)  
  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Mínimo", min\_best)  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("1° Quartil", round(quant\_best[2], 2))  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Mediana", median\_best)  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("3° Quartil", round(quant\_best[4], 2))  
df\_med\_games[nrow(df\_med\_games)+1, ] = c("Máximo", max\_best)

df\_best\_ratio <- func\_add\_price\_categ(df\_best\_ratio, F)  
  
df\_best\_ratio$price\_categ <- as.factor(df\_best\_ratio$price\_categ)  
  
df\_best\_ratio$price\_categ <- factor(df\_best\_ratio$price\_categ,  
 levels = c("Gratuito", "Muito Barato", "Barato",  
 "Medio", "Caro", "Muito Caro"))  
  
ggplot(df\_best\_ratio, aes(x = price\_categ)) +  
 geom\_bar(fill = "lightblue") +  
 theme\_minimal() +  
 labs(title = "Contagem de jogos por categoria de preço",  
 x = "",  
 y = "")
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Dessa forma, agora ranqueando pelos jogos mais bem avaliados, observei uma **concentração maior** nas **faixas de preço mais baixas**, dos **muito baratos até os médios**, ainda com alguma representação de jogos caros, mas sem jogos muito caros como era visto anteriormente. Comparando com o gráfico anterior, vemos **uma diminuição grande** de **jogos gratuitos e jogos caros**, praticamente metade em ambos os casos, e um **crescimento grande dos jogos muito baratos e baratos**, os **jogos médios se mantiveram** mais ou menos com a mesma proporção, e os jogos muito caros não apareceram no segundo gráfico.

O que **pode indicar** **uma faixa de preço** interessante para o lançamento de um jogo seja tanto esse aumento de **jogos muito baratos e baratos**, quanto essa constância dos jogos de **preço médio**. Porém, vamos tentar analisar outros aspectos usando análises mais complexas.

## 1.6 Analise de variáveis combinadas

### 1.6.1 Investigando variações das tags em categorias de preços

#### 1.6.1.1 Tags e preços

Agora vou cruzar as informações relacionadas às tags e preços.

Vou fazer um agrupamento entre as tags dos jogos e uma recategorização para a variável de preços, visando facilitar a comparação entre os jogos. Essa recategorização irá replicar cada jogo separando as tags, portanto teremos ao final um número de linhas muito maior que o número de jogos da nossa base inicial, porque cada jogo pode possuir um número de 1 à 35 tags.

O número de **tags distintas** na base de dados é de **445**, e para cada tag, a **média** de vezes em que ela aparece nos jogos é de **542** e a mediana é de **185**, e pela diferença entre média e mediana percebemos que a **distribuição** das tags nos jogos é bastante **irregular**, analisaremos então esta diferença de outra forma.

ggplot(df\_categs, aes(x = games, fill = after\_stat(count))) +  
 geom\_histogram(bins = 20) +  
 scale\_fill\_gradient(low = "lightblue", high = "blue") +  
 theme\_minimal() +  
 labs(title = "Distribuição das tags nos jogos",  
 subtitle = "Quantas vezes cada tag apareceu nos jogos",  
 alt = "Histograma de distribuição da contagem de tags nos jogos",  
 x = "Distribuição",  
 y = "Contagem",  
 fill = "")
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Utilizando o histograma é possível verificar quantas vezes cada tag apareceu, e temos uma grande parte distribuída entre as primeiras barras do histograma, que foi separado por faixas, porém podemos observar algumas barras muito menores que aparecem mais vezes, ou seja, tags que aparecem em muitos jogos. Algumas dessas mais frequentes inclusive estão presentes em mais de metade dos **17139 jogos**.

#### 1.6.1.2 Análise por faixa de preço

A análise será feita nas faixas de preço definidas, os jogos foram separados em ***Gratuitos*** (preço = 0), jogos **Muito baratos** (preço entre $0.01 e $10.00), jogos **Baratos** (preço entre $10.01 e $20.00), jogos de preço **Médio** (preço entre $20.01 e $40.00), jogos **Caros** (preço entre $40.01 e $60.00) e jogos **Muito caros** (preço de $60.01 ou mais).

Para avaliar os segmentos, defini um número máximo de tags à serem analisadas por faixa de preço, utilizaremos as 20 tags que tem mais aparecem nos jogos por intervalo de preço.

##### 1.6.1.2.1 Avaliando os jogos muito caros (Muito Caro)

## Verificando média e mediana por categoria "Muito Caro"  
mean\_verExp <- round(mean(df\_price\_categ$count[df\_price\_categ$price\_categ == "Muito Caro"]), 2)  
median\_verExp <- round(median(df\_price\_categ$count[df\_price\_categ$price\_categ == "Muito Caro"]), 2)  
sd\_verExp <- round(sd(df\_price\_categ$count[df\_price\_categ$price\_categ == "Muito Caro"]), 2)

Defini essa faixa de preço dos muito caros como jogos **acima de 60 dólares**, e vemos valores de média (3.19) e mediana (2) próximos, aliados ao desvio padão que também não é alto (3.58), ou seja, temos **pouca variação** do número de **jogos por tag** nessa faixa de preço, indicando uma **distribuição mais uniforme** das categorias.

df\_price\_categ\_verExp <- df\_price\_categ |>   
 dplyr::filter(price\_categ == "Muito Caro") |>   
 dplyr::arrange(desc(count))  
  
df\_price\_categ\_verExp |>   
 dplyr::slice\_head(n = n\_show) |>   
 dplyr::select(-price\_categ) |>  
 gt::gt() |>   
 gt::cols\_label("tags\_all" = "Categorias", "count" = "Contagem Muito Caros")

| Categorias | Contagem Muito Caros |
| --- | --- |
| Action | 21 |
| Simulation | 21 |
| Singleplayer | 18 |
| Multiplayer | 15 |
| Adventure | 11 |
| Co-op | 10 |
| Military | 10 |
| Realistic | 10 |
| Open World | 9 |
| Third Person | 9 |

Observei que a maioria das tags possui poucas amostras, ou seja, na nossa base de dados e em geral na Steam, **poucos jogos são lançados acima dos $60 independente da tag**, o que reflete na pouca quantidade de tags dentre os jogos.

Em comparação com a população de jogos, o tamanho da amostra para essa categoria de preço é pequena comparada à nossa base de dados, do total de **17139** apenas **0.22%** ou 38 jogos (um total de 437 tags) estão nesta faixa de valores.

##### 1.6.1.2.2 Avaliando os jogos caros (Caro)

## Verificando média e mediana por categoria "Caro"  
mean\_exp <- round(mean(df\_price\_categ$count[df\_price\_categ$price\_categ == "Caro"]), 2)  
median\_exp <- round(median(df\_price\_categ$count[df\_price\_categ$price\_categ == "Caro"]), 2)  
sd\_exp <- round(sd(df\_price\_categ$count[df\_price\_categ$price\_categ == "Caro"]), 2)

Já nos jogos caros, entre **40 e 60 dólares**, os valores de média (18) e mediana (6) possuem uma diferença maior, indicando uma **distribuição mais irregular**. O desvio padrão aumentou (33.27), junto com a diferença entre média e mediana **indica uma variação maior entre tags**.

df\_price\_categ\_exp <- df\_price\_categ |>   
 dplyr::filter(price\_categ == "Caro") |>   
 dplyr::arrange(desc(count))  
  
df\_price\_categ\_exp |>   
 dplyr::slice\_head(n = n\_show) |>   
 dplyr::select(-price\_categ) |>   
 gt::gt() |>   
 gt::cols\_label("tags\_all" = "Categorias", "count" = "Contagem Caros")

| Categorias | Contagem Caros |
| --- | --- |
| Singleplayer | 287 |
| Action | 227 |
| Adventure | 173 |
| Multiplayer | 172 |
| RPG | 158 |
| Story Rich | 158 |
| Anime | 143 |
| Open World | 118 |
| Simulation | 109 |
| Great Soundtrack | 108 |

O número de contagem por tag **já é consideravelmente maior** que a faixa anterior, ou seja temos uma quantidade de jogos maior nessa faixa de preços.

Nesta faixa temos **2.12%** dos jogos, ou 363 jogos (um total de 5940 tags) nesse segmento. Indicando um aumento significativo da quantidade de jogos, mas ainda uma proporção pequena na Steam.

##### 1.6.1.2.3 Avaliando os jogos medianos (Medio)

## Verificando média e mediana por categoria "Medio"  
mean\_med <- round(mean(df\_price\_categ$count[df\_price\_categ$price\_categ == "Medio"]), 2)  
median\_med <- round(median(df\_price\_categ$count[df\_price\_categ$price\_categ == "Medio"]), 2)  
sd\_med <- round(sd(df\_price\_categ$count[df\_price\_categ$price\_categ == "Medio"]), 2)

Os jogos de preço médio, **entre 20 e 40 dólares**, vemos valores de média (72.75), mediana (26) e desvio padrão (134.74) novamente **aumentando sua variação**.

df\_price\_categ\_med <- df\_price\_categ |>   
 dplyr::filter(price\_categ == "Medio") |>   
 dplyr::arrange(desc(count))  
  
df\_price\_categ\_med |>   
 dplyr::slice\_head(n = n\_show) |>   
 dplyr::select(-price\_categ) |>   
 gt::gt() |>   
 gt::cols\_label("tags\_all" = "Categorias", "count" = "Contagem Médios")

| Categorias | Contagem Médios |
| --- | --- |
| Singleplayer | 1329 |
| Action | 969 |
| Adventure | 917 |
| Multiplayer | 642 |
| Simulation | 625 |
| Indie | 620 |
| RPG | 568 |
| Story Rich | 568 |
| Strategy | 566 |
| Atmospheric | 534 |

Os números na faixa de preço continuam crescendo, com **10.62%** dos jogos, ou 1821 jogos (um total de 30262 tags) nesse segmento, chegando à um valor mais expressivo de 10% da base de dados.

##### 1.6.1.2.4 Avaliando os jogos “baratos” (Barato)

## Verificando média e mediana por categoria "Barato"  
mean\_low <- round(mean(df\_price\_categ$count[df\_price\_categ$price\_categ == "Barato"]), 2)  
median\_low <- round(median(df\_price\_categ$count[df\_price\_categ$price\_categ == "Barato"]), 2)  
sd\_low <- round(sd(df\_price\_categ$count[df\_price\_categ$price\_categ == "Barato"]), 2)

Nos jogos de preço baixo, **entre 10 e 20 dólares**, a variação aumenta temos de média 166.79, mediana 62 e desvio padrão 318.74. O que pode ser explicado pelo aumento do número de jogos e concentração de jogos em algumas tags.

df\_price\_categ\_low <- df\_price\_categ |>   
 dplyr::filter(price\_categ == "Barato") |>   
 dplyr::arrange(desc(count))  
  
df\_price\_categ\_low |>   
 dplyr::slice\_head(n = n\_show) |>   
 dplyr::select(-price\_categ) |>   
 gt::gt() |>   
 gt::cols\_label("tags\_all" = "Categorias", "count" = "Contagem Baratos")

| Categorias | Contagem Baratos |
| --- | --- |
| Singleplayer | 2976 |
| Indie | 2513 |
| Adventure | 2280 |
| Action | 2263 |
| RPG | 1375 |
| Simulation | 1355 |
| Strategy | 1272 |
| 2D | 1238 |
| Atmospheric | 1201 |
| Story Rich | 1169 |

Os números de jogos para esse intervalo de preço são **26.07%** dos jogos, ou 4468 jogos (um total de 71551 tags) nesse segmento, mais um crescimento grande, agora com um quarto dos dados da nossa base.

##### 1.6.1.2.5 Avaliando os jogos “muito baratos” (Muito Barato)

## Verificando média e mediana por categoria "Muito Barato"  
mean\_verLow <- round(mean(df\_price\_categ$count[df\_price\_categ$price\_categ == "Muito Barato"]), 2)  
median\_verLow <- round(median(df\_price\_categ$count[df\_price\_categ$price\_categ == "Muito Barato"]), 2)  
sd\_verLow <- round(sd(df\_price\_categ$count[df\_price\_categ$price\_categ == "Muito Barato"]), 2)

Para os jogos de preços **até 10 dólares**, classificados como “Muito Baratos” temos variações ainda crescentes mas mais próximos do segmento anterior, a média é de 189.48, mediana 61 e o desvio padrão 413.06.

df\_price\_categ\_verLow <- df\_price\_categ |>   
 dplyr::filter(price\_categ == "Muito Barato") |>   
 dplyr::arrange(desc(count))  
  
df\_price\_categ\_verLow |>   
 dplyr::slice\_head(n = n\_show) |>   
 dplyr::select(-price\_categ) |>   
 gt::gt() |>   
 gt::cols\_label("tags\_all" = "Categorias", "count" = "Contagem Muito Baratos")

| Categorias | Contagem Muito Baratos |
| --- | --- |
| Indie | 4022 |
| Singleplayer | 3324 |
| Action | 3152 |
| Adventure | 2799 |
| Casual | 2424 |
| 2D | 1745 |
| Strategy | 1689 |
| Simulation | 1685 |
| RPG | 1506 |
| Atmospheric | 1298 |

Os números na faixa de preço crescem um pouco mais, com **38.16%** dos jogos, ou 6540 jogos (um total de 80717 tags) nesse segmento, ou seja, mais de um terço da nossa base. Se pensarmos nos dois intervalos mais baratas, temos mais da metade dos jogos cadastrados, sem dúvida onde os jogos estão mais concentrados.

##### 1.6.1.2.6 Avaliando os jogos gratuitos (Gratuitos)

## Verificando média e mediana por categoria "Free"  
mean\_free <- round(mean(df\_price\_categ$count[df\_price\_categ$price\_categ == "Gratuito"]), 2)  
median\_free <- round(median(df\_price\_categ$count[df\_price\_categ$price\_categ == "Gratuito"]), 2)  
sd\_free <- round(sd(df\_price\_categ$count[df\_price\_categ$price\_categ == "Gratuito"]), 2)

Na última faixa de preços, os **jogos gratuitos**, as variações diminuem. A média é de 121, mediana 38 e o desvio padrão 267.31.

df\_price\_categ\_free <- df\_price\_categ |>   
dplyr::filter(price\_categ == "Gratuito") |>   
 dplyr::arrange(desc(count))  
  
df\_price\_categ\_free |>   
 dplyr::slice\_head(n = n\_show) |>   
 dplyr::select(-price\_categ) |>   
 gt::gt() |>   
 gt::cols\_label("tags\_all" = "Categorias", "count" = "Contagem Gratuitos")

| Categorias | Contagem Gratuitos |
| --- | --- |
| Free to Play | 2402 |
| Indie | 2153 |
| Action | 1973 |
| Singleplayer | 1698 |
| Adventure | 1572 |
| Multiplayer | 1495 |
| Casual | 1493 |
| Strategy | 1054 |
| RPG | 1008 |
| Simulation | 854 |

Agora temos uma pequena diminução do número de jogos em relação ao segmento anterior, podendo ser causada tanto pelas filtragens, sendo uma delas a quantidade de avaliações e usuários por jogo, quanto a própria baixa popularidade nessa faixa de valor, com **22.81%** dos jogos, ou 3909 jogos (um total de 52273 tags) nesse segmento, ainda uma quantidade considerável.

#### 1.6.1.3 Resumo das faixas de preço

Um ponto interessante e que foi observado foi de praticamente **dois terços**, que se encaixaram nos nossos filtros de avaliações positivas e números de usuários, estão nas faixas de preço até $20 (de $0-10 como “Muito Baratos” ou de $10-20 como “Baratos”), e mais 25% de jogos gratuitos, são faixas de preços que exibem uma **grande diversidade de tags e classificações**. É um comportamento interessante, porque por serem **jogos baratos ou gratuitos**, contam com o **preço** como forma de **atrair usuários**, e podem pensar em **estratégias diferentes de acertar um público alvo**.

### 1.6.2 Visualizando top tags por faixa de preço

## Visualizar no formato de tabelas  
df\_price\_categ\_all <- cbind(df\_price\_categ\_verExp |>   
 dplyr::slice\_head(n = n\_show),  
 df\_price\_categ\_exp |>   
 dplyr::slice\_head(n = n\_show),   
 df\_price\_categ\_med |>   
 dplyr::slice\_head(n = n\_show),   
 df\_price\_categ\_low |>   
 dplyr::slice\_head(n = n\_show),   
 df\_price\_categ\_verLow |>   
 dplyr::slice\_head(n = n\_show),   
 df\_price\_categ\_free |>   
 dplyr::slice\_head(n = n\_show)) |>   
 dplyr::rename(tags\_verExp = 1, price\_verExp = 2, count\_verExp = 3,  
 tags\_exp = 4, price\_exp = 5, count\_exp = 6,  
 tags\_med = 7, price\_med = 8, count\_med = 9,  
 tags\_low = 10, price\_low = 11, count\_low = 12,  
 tags\_verLow = 13, price\_verLow = 14, count\_verLow = 15,  
 tags\_free = 16, price\_free = 17, count\_free = 18) |>   
 dplyr::select(-2, -5, -8, -11, -14, -17) |>  
 dplyr::mutate(prop\_free = round(count\_free/sum(count\_free)\*100, 1),   
 prop\_verLow = round(count\_verLow/sum(count\_verLow)\*100, 1),  
 prop\_low = round(count\_low/sum(count\_low)\*100, 1),   
 prop\_med = round(count\_med/sum(count\_med)\*100, 1),   
 prop\_exp = round(count\_exp/sum(count\_exp)\*100, 1),   
 prop\_verExp = round(count\_verExp/sum(count\_verExp)\*100, 1)) |>   
 dplyr::select(tags\_free, count\_free, prop\_free,  
 tags\_verLow, count\_verLow,prop\_verLow,  
 tags\_low, count\_low, prop\_low,  
 tags\_med, count\_med, prop\_med,  
 tags\_exp, count\_exp, prop\_exp,  
 tags\_verExp, count\_verExp, prop\_verExp)  
  
tabela\_price\_categ\_all <- df\_price\_categ\_all |>   
 dplyr::mutate(prop\_free = paste0(prop\_free, "%"),  
 prop\_verLow = paste0(prop\_verLow, "%"),  
 prop\_low = paste0(prop\_low, "%"),  
 prop\_med = paste0(prop\_med, "%"),  
 prop\_exp = paste0(prop\_exp, "%"),  
 prop\_verExp = paste0(prop\_verExp, "%")) |>   
 gt::gt() |>   
 gt::tab\_spanner(  
 label = "Gratuitos",  
 columns = c("tags\_free", "count\_free", "prop\_free")  
 ) |>   
 gt::tab\_spanner(  
 label = "Muito baratos",  
 columns = c("tags\_verLow", "count\_verLow", "prop\_verLow")  
 ) |>   
 gt::tab\_spanner(  
 label = "Baratos",  
 columns = c("tags\_low", "count\_low", "prop\_low")  
 ) |>   
 gt::tab\_spanner(  
 label = "Médios",  
 columns = c("tags\_med", "count\_med", "prop\_med")  
 ) |>   
 gt::tab\_spanner(  
 label = "Caros",  
 columns = c("tags\_exp", "count\_exp", "prop\_exp")  
 ) |>   
 gt::tab\_spanner(  
 label = "Muito Caros",  
 columns = c("tags\_verExp", "count\_verExp", "prop\_verExp")  
 ) |>   
 gt::cols\_label("tags\_free" = "Categoria", "count\_free" = "N", "prop\_free" = "Perc",  
 "tags\_verLow" = "Categoria", "count\_verLow" = "N", "prop\_verLow" = "Perc",  
 "tags\_low" = "Categoria", "count\_low" = "N", "prop\_low" = "Perc",  
 "tags\_med" = "Categoria", "count\_med" = "N", "prop\_med" = "Perc",  
 "tags\_exp" = "Categoria", "count\_exp" = "N", "prop\_exp" = "Perc",  
 "tags\_verExp" = "Categoria", "count\_verExp" = "N", "prop\_verExp" = "Perc")  
  
tabela\_price\_categ\_all

| Gratuitos | | | Muito baratos | | | Baratos | | | Médios | | | Caros | | | Muito Caros | | |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Categoria | N | Perc | Categoria | N | Perc | Categoria | N | Perc | Categoria | N | Perc | Categoria | N | Perc | Categoria | N | Perc |
| Free to Play | 2402 | 15.3% | Indie | 4022 | 17% | Singleplayer | 2976 | 16.9% | Singleplayer | 1329 | 18.1% | Singleplayer | 287 | 17.4% | Action | 21 | 15.7% |
| Indie | 2153 | 13.7% | Singleplayer | 3324 | 14.1% | Indie | 2513 | 14.2% | Action | 969 | 13.2% | Action | 227 | 13.7% | Simulation | 21 | 15.7% |
| Action | 1973 | 12.6% | Action | 3152 | 13.3% | Adventure | 2280 | 12.9% | Adventure | 917 | 12.5% | Adventure | 173 | 10.5% | Singleplayer | 18 | 13.4% |
| Singleplayer | 1698 | 10.8% | Adventure | 2799 | 11.8% | Action | 2263 | 12.8% | Multiplayer | 642 | 8.7% | Multiplayer | 172 | 10.4% | Multiplayer | 15 | 11.2% |
| Adventure | 1572 | 10% | Casual | 2424 | 10.3% | RPG | 1375 | 7.8% | Simulation | 625 | 8.5% | RPG | 158 | 9.6% | Adventure | 11 | 8.2% |
| Multiplayer | 1495 | 9.5% | 2D | 1745 | 7.4% | Simulation | 1355 | 7.7% | Indie | 620 | 8.4% | Story Rich | 158 | 9.6% | Co-op | 10 | 7.5% |
| Casual | 1493 | 9.5% | Strategy | 1689 | 7.1% | Strategy | 1272 | 7.2% | RPG | 568 | 7.7% | Anime | 143 | 8.7% | Military | 10 | 7.5% |
| Strategy | 1054 | 6.7% | Simulation | 1685 | 7.1% | 2D | 1238 | 7% | Story Rich | 568 | 7.7% | Open World | 118 | 7.1% | Realistic | 10 | 7.5% |
| RPG | 1008 | 6.4% | RPG | 1506 | 6.4% | Atmospheric | 1201 | 6.8% | Strategy | 566 | 7.7% | Simulation | 109 | 6.6% | Open World | 9 | 6.7% |
| Simulation | 854 | 5.4% | Atmospheric | 1298 | 5.5% | Story Rich | 1169 | 6.6% | Atmospheric | 534 | 7.3% | Great Soundtrack | 108 | 6.5% | Third Person | 9 | 6.7% |

Para efeito de comparação, por se tratar do modo de jogo e não de uma categoria propriamente dita, eu vou remover as tags “Singleplayer” e Multiplayer” para as futuras análises, mas eles também serão tratados na conclusão.

## Visualizar no formato de tabelas  
df\_price\_categ\_all <- cbind(df\_price\_categ\_verExp |>   
 dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
 dplyr::slice\_head(n = n\_show),  
 df\_price\_categ\_exp |>   
 dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
 dplyr::slice\_head(n = n\_show),   
 df\_price\_categ\_med |>   
 dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
 dplyr::slice\_head(n = n\_show),   
 df\_price\_categ\_low |>   
 dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
 dplyr::slice\_head(n = n\_show),   
 df\_price\_categ\_verLow |>   
 dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
 dplyr::slice\_head(n = n\_show),   
 df\_price\_categ\_free |>   
 dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
 dplyr::slice\_head(n = n\_show)) |>   
 dplyr::rename(tags\_verExp = 1, price\_verExp = 2, count\_verExp = 3,  
 tags\_exp = 4, price\_exp = 5, count\_exp = 6,  
 tags\_med = 7, price\_med = 8, count\_med = 9,  
 tags\_low = 10, price\_low = 11, count\_low = 12,  
 tags\_verLow = 13, price\_verLow = 14, count\_verLow = 15,  
 tags\_free = 16, price\_free = 17, count\_free = 18) |>   
 dplyr::select(-2, -5, -8, -11, -14, -17) |>  
 dplyr::mutate(prop\_free = round(count\_free/sum(count\_free)\*100, 1),   
 prop\_verLow = round(count\_verLow/sum(count\_verLow)\*100, 1),  
 prop\_low = round(count\_low/sum(count\_low)\*100, 1),   
 prop\_med = round(count\_med/sum(count\_med)\*100, 1),   
 prop\_exp = round(count\_exp/sum(count\_exp)\*100, 1),   
 prop\_verExp = round(count\_verExp/sum(count\_verExp)\*100, 1)) |>   
 dplyr::select(tags\_free, count\_free, prop\_free,  
 tags\_verLow, count\_verLow,prop\_verLow,  
 tags\_low, count\_low, prop\_low,  
 tags\_med, count\_med, prop\_med,  
 tags\_exp, count\_exp, prop\_exp,  
 tags\_verExp, count\_verExp, prop\_verExp)  
  
tabela\_price\_categ\_all <- df\_price\_categ\_all |>   
 dplyr::mutate(prop\_free = paste0(prop\_free, "%"),  
 prop\_verLow = paste0(prop\_verLow, "%"),  
 prop\_low = paste0(prop\_low, "%"),  
 prop\_med = paste0(prop\_med, "%"),  
 prop\_exp = paste0(prop\_exp, "%"),  
 prop\_verExp = paste0(prop\_verExp, "%")) |>   
 gt::gt() |>   
 gt::tab\_spanner(  
 label = "Gratuitos",  
 columns = c("tags\_free", "count\_free", "prop\_free")  
 ) |>   
 gt::tab\_spanner(  
 label = "Muito baratos",  
 columns = c("tags\_verLow", "count\_verLow", "prop\_verLow")  
 ) |>   
 gt::tab\_spanner(  
 label = "Baratos",  
 columns = c("tags\_low", "count\_low", "prop\_low")  
 ) |>   
 gt::tab\_spanner(  
 label = "Médios",  
 columns = c("tags\_med", "count\_med", "prop\_med")  
 ) |>   
 gt::tab\_spanner(  
 label = "Caros",  
 columns = c("tags\_exp", "count\_exp", "prop\_exp")  
 ) |>   
 gt::tab\_spanner(  
 label = "Muito Caros",  
 columns = c("tags\_verExp", "count\_verExp", "prop\_verExp")  
 ) |>   
 gt::cols\_label("tags\_free" = "Categoria", "count\_free" = "N", "prop\_free" = "Perc",  
 "tags\_verLow" = "Categoria", "count\_verLow" = "N", "prop\_verLow" = "Perc",  
 "tags\_low" = "Categoria", "count\_low" = "N", "prop\_low" = "Perc",  
 "tags\_med" = "Categoria", "count\_med" = "N", "prop\_med" = "Perc",  
 "tags\_exp" = "Categoria", "count\_exp" = "N", "prop\_exp" = "Perc",  
 "tags\_verExp" = "Categoria", "count\_verExp" = "N", "prop\_verExp" = "Perc")  
  
tabela\_price\_categ\_all

| Gratuitos | | | Muito baratos | | | Baratos | | | Médios | | | Caros | | | Muito Caros | | |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Categoria | N | Perc | Categoria | N | Perc | Categoria | N | Perc | Categoria | N | Perc | Categoria | N | Perc | Categoria | N | Perc |
| Free to Play | 2402 | 17.2% | Indie | 4022 | 18.6% | Indie | 2513 | 16% | Action | 969 | 15.6% | Action | 227 | 16.2% | Action | 21 | 17.9% |
| Indie | 2153 | 15.4% | Action | 3152 | 14.6% | Adventure | 2280 | 14.5% | Adventure | 917 | 14.8% | Adventure | 173 | 12.4% | Simulation | 21 | 17.9% |
| Action | 1973 | 14.1% | Adventure | 2799 | 13% | Action | 2263 | 14.4% | Simulation | 625 | 10.1% | RPG | 158 | 11.3% | Adventure | 11 | 9.4% |
| Adventure | 1572 | 11.2% | Casual | 2424 | 11.2% | RPG | 1375 | 8.7% | Indie | 620 | 10% | Story Rich | 158 | 11.3% | Co-op | 10 | 8.5% |
| Casual | 1493 | 10.7% | 2D | 1745 | 8.1% | Simulation | 1355 | 8.6% | RPG | 568 | 9.2% | Anime | 143 | 10.2% | Military | 10 | 8.5% |
| Strategy | 1054 | 7.5% | Strategy | 1689 | 7.8% | Strategy | 1272 | 8.1% | Story Rich | 568 | 9.2% | Open World | 118 | 8.4% | Realistic | 10 | 8.5% |
| RPG | 1008 | 7.2% | Simulation | 1685 | 7.8% | 2D | 1238 | 7.9% | Strategy | 566 | 9.1% | Simulation | 109 | 7.8% | Open World | 9 | 7.7% |
| Simulation | 854 | 6.1% | RPG | 1506 | 7% | Atmospheric | 1201 | 7.6% | Atmospheric | 534 | 8.6% | Great Soundtrack | 108 | 7.7% | Third Person | 9 | 7.7% |
| 2D | 802 | 5.7% | Atmospheric | 1298 | 6% | Story Rich | 1169 | 7.4% | Open World | 473 | 7.6% | Third Person | 106 | 7.6% | Flight | 8 | 6.8% |
| Massively Multiplayer | 671 | 4.8% | Puzzle | 1273 | 5.9% | Casual | 1050 | 6.7% | Anime | 362 | 5.8% | Co-op | 97 | 6.9% | RPG | 8 | 6.8% |

Coloquei as informações separadas por categoria de preços, mostrando a proporção de cada tag nas faixas de preço, mas, pelo tamanho da tabela, decidi apresentar de forma diferente.

## Removendo coluna de preço para tabela  
df\_tab <- df\_price\_categ\_all  
#   
# newline <- data.frame(tags\_free = "Total", count\_free = sum(df\_tab$count\_free), prop\_free = 100,  
# tags\_verLow = "Total", count\_verLow = sum(df\_tab$count\_verLow), prop\_verLow = 100,  
# tags\_low = "Total", count\_low = sum(df\_tab$count\_low), prop\_low = 100,  
# tags\_med = "Total", count\_med = sum(df\_tab$count\_med), prop\_med = 100,  
# tags\_exp = "Total", count\_exp = sum(df\_tab$count\_exp), prop\_exp = 100,  
# tags\_verExp = "Total", count\_verExp = sum(df\_tab$count\_verExp), prop\_verExp = 100)  
#   
# # df\_tab <- df\_tab |>   
# # dplyr::select(-dplyr::starts\_with("count")) |>  
# # dplyr::slice\_head(n = 20)  
#   
# df\_tab <- rbind(df\_tab, newline)  
#   
# tabela\_categ\_all <- df\_tab |>   
# DT::datatable()  
#  
# ## Usar na construção do gráfico  
# df\_price\_categ\_graph <- rbind(df\_price\_categ\_verExp |>  
# dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer")))|>   
# dplyr::slice\_head(n = 10),  
# df\_price\_categ\_exp |>  
# dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
# dplyr::slice\_head(n = 10),  
# df\_price\_categ\_med |>  
# dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
# dplyr::slice\_head(n = 10),  
# df\_price\_categ\_low |>  
# dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
# dplyr::slice\_head(n = 10),  
# df\_price\_categ\_verLow |>  
# dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
# dplyr::slice\_head(n = 10),  
# df\_price\_categ\_free |>  
# dplyr::filter(!(tags\_all %in% c("Singleplayer", "Multiplayer"))) |>   
# dplyr::slice\_head(n = 10)) |>  
# dplyr::group\_by(price\_categ) |>  
# dplyr::mutate(prop = round(count/sum(count)\*100, 2),  
# price\_categ = as.factor(price\_categ),  
# price\_categ = forcats::fct\_relevel(price\_categ, "Free", "Muito Barato", "Barato", "Medio", "Caro", "Muito Caro")) |>  
# dplyr::ungroup()  
#  
# ggplot(df\_price\_categ\_graph, aes(x = price\_categ, y = prop, group = tags\_all, colour = tags\_all)) +  
# geom\_line() +  
# theme\_minimal() +  
# labs()  
  
## Trabalhar com Highlight Table ou Spark Lines ou Small Multiples

Utilizando a forma gráfica por linhas, por termos muitas tags, o gráfico ficou confuso, então achei melhor voltar ao formato de tabela, mas usando uma técnica diferente.

##### 1.6.2.0.1 Trabalhando com tabela de destaque

library(gt)  
  
df\_tab[1:n\_show,] |>   
 mutate(`Gratuito` = prop\_free, `Muito Barato` = prop\_verLow, `Barato` = prop\_low,  
 `Medio` = prop\_med, `Caro` = prop\_exp, `Muito Caro` = prop\_verExp) |>   
 gt() |>   
 data\_color(  
 columns = c(`Gratuito`, `Muito Barato`, `Barato`,  
 `Medio`, `Caro`, `Muito Caro`),  
 fn = scales::col\_numeric(  
 palette = c("#DAE9E8", "#2A7DC0"),  
 domain = NULL  
 ),  
 apply\_to = "fill"  
 ) |>   
cols\_merge(  
 columns = c(`Gratuito`, tags\_free),  
 pattern = "{2}") |>   
 cols\_merge(  
 columns = c(`Muito Barato`, tags\_verLow),  
 pattern = "{2}") |>   
 cols\_merge(  
 columns = c(`Barato`, tags\_low),  
 pattern = "{2}") |>   
 cols\_merge(  
 columns = c(`Medio`, tags\_med),  
 pattern = "{2}") |>   
 cols\_merge(  
 columns = c(`Caro`, tags\_exp),  
 pattern = "{2}") |>   
 cols\_merge(  
 columns = c(`Muito Caro`, tags\_verExp),  
 pattern = "{2}") |>   
 cols\_move\_to\_start(c(`Gratuito`, `Muito Barato`, `Barato`,  
 `Medio`, `Caro`, `Muito Caro`)) |>   
 gt::cols\_hide(columns = contains(c("tags", "prop", "count")))

| Gratuito | Muito Barato | Barato | Medio | Caro | Muito Caro |
| --- | --- | --- | --- | --- | --- |
| Free to Play | Indie | Indie | Action | Action | Action |
| Indie | Action | Adventure | Adventure | Adventure | Simulation |
| Action | Adventure | Action | Simulation | RPG | Adventure |
| Adventure | Casual | RPG | Indie | Story Rich | Co-op |
| Casual | 2D | Simulation | RPG | Anime | Military |
| Strategy | Strategy | Strategy | Story Rich | Open World | Realistic |
| RPG | Simulation | 2D | Strategy | Simulation | Open World |
| Simulation | RPG | Atmospheric | Atmospheric | Great Soundtrack | Third Person |
| 2D | Atmospheric | Story Rich | Open World | Third Person | Flight |
| Massively Multiplayer | Puzzle | Casual | Anime | Co-op | RPG |

|  |
| --- |
| Cores e percentuais  Paleta de cores |

#### 1.6.2.1 Análises preço e tags

Podemos ver algumas tags de jogos que parecem fazer sucesso, relembrando que as tags não são excludentes, um jogo pode ter mais de uma tag, e em geral todos os jogos possuem muitas delas. Em relação ao modo de jogo, um jogo pode ser definido como sendo de único jogador (Singleplayer) e/ou multijogador (Multiplayer). E existem proporcionalmente mais jogos com modo singleplayer do que multiplayer, ainda que esse filtro esteja presente , provavelmente por conta do custo e da complexidade de se desenvolver um jogo multiplayer.

##### 1.6.2.1.1 Singleplayer vs Multiplayer

Mesmo sendo **mais custosos**, muitos dos **jogos mais avaliados são multiplayer**, dos 20 mais avaliados, apenas não possuem modo multiplayer (The Witcher 3 e Cyberpunk 2077), são jogos que possuem entre 450 mil e 7 milhões de avaliações e em geral, são jogos que fazem bastante sucesso, ou seja, são muito vendidos (no caso dos pagos) e jogados. Alem disso existem **diferentes modelos de negócio** dentro destes jogos mais avaliados, existem muitos **jogos gratuitos** **com vendas** de itens **dentro do jogo**, como o CS:GO, Dota 2, Apex, Destiny 2 e Warframe, que são gratuitos mas vendem benefícios dentro do jogo para quem quiser comprar. Existem **jogos com preços variados**, citando Terraria e Among Us como jogos **muito baratos**, Tom Clancy’s Rainbow Six® Siege e ARK como jogos **baratos**, Rust e The Witcher 3 como jogos **médios** e Elden Ring e Cyberpunk 2077 como jogos **mais novos e caros**, a **única** categoria que **não** apareceu foi a de **muito caros**.

Porém, se **alterarmos a métrica** **para** os jogos mais **bem avaliados**, o cenário muda. Ao ordenarmos por taxa de avaliação positiva, os 20 **jogos mais bem avaliados** com nota máxima **são Singleplayer**, **mas** estes jogos **possuem um número** significativamente **menor de avaliações**, entre 300 e 11 mil **e consequentemente** um **número menor de vendas**, além disso são **jogos com preço mais baixos e jogos menos conhecidos**, e são, em geral, jogos ou baratos ou muito baratos.

##### 1.6.2.1.2 Tags mais populares nos 100 jogos com mais reviews

Uma possível verificação que eu acho interessante de ser feita, são as avaliações das tags dos 100 jogos mais populares, definido pelo número de avaliações positivas no jogo, para verificar dentre esses que tem mais “sucesso”, o que se destaca.

top100\_id <- df\_all\_games |>   
 dplyr::arrange(desc(user\_reviews)) |>   
 dplyr::slice\_head(n = 100) |>   
 dplyr::pull(app\_id)  
  
df\_top100\_tags <- df\_price\_categ\_split |>   
 dplyr::filter(app\_id %in% top100\_id) |>   
dplyr::group\_by(tags\_all) |>   
 dplyr::summarise(count = n(), .groups = NULL) |>   
 dplyr::arrange(desc(count)) |>  
 dplyr::slice\_head(n = 10)  
  
## Jogos do top100  
df\_top100\_games <- df\_all\_games |>  
 dplyr::arrange(desc(user\_reviews))  
  
  
df\_top100\_tags |>   
 gt::gt() |>   
 gt::cols\_label("tags\_all" = "Categorias", "count" = "Contagem")

| Categorias | Contagem |
| --- | --- |
| Action | 91 |
| Multiplayer | 75 |
| Singleplayer | 69 |
| Adventure | 57 |
| First-Person | 56 |
| Co-op | 55 |
| Open World | 54 |
| Atmospheric | 45 |
| FPS | 41 |
| Shooter | 41 |

Primeiramente vale lembrar que cada jogo pode possuir um número ilimitado de tags, por isso vemos uma contagem tão alta de aparecimento delas. Também é interessante observar como a **tag Ação** passou à frente das demais, estando **presente em quase todos os jogos** (91%), e como no caso dos jogos do top 100, existem **mais jogos que se definem como Multiplayer do que Singleplayer** (Respectivamente, 74% e 69%), o que nos mostra que **boa parte dos jogos** desse top **possui ambos os modos**, tentando agradar diferentes públicos. Outras tags que valem a pena serem citadas como bastante presentes são a de **Cooperativo e Open World** ambos com 54%, que não são tão fortes na nossa tabela geral, e que **ganham mais destaque em jogos mais caros**, indicando possivelmente que são jogos mais complexos e mais custosos de serem feitos. A tag FPS aparece bastante também com 41% e Indie também tem seu destaque com 36%.

Testei novamente a base com os top 200 jogos ao invés de 100, e o resultado foi muito próximo, mostrando o que parece ser uma tendência real dos jogos mais populares.

quant\_top100\_games <- quantile(df\_top100\_games$positive\_ratio, probs = c(0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9, 1))  
  
ggplot(df\_top100\_games, aes(x = positive\_ratio)) +  
 geom\_histogram(binwidth = 5, fill = "lightblue") +  
 theme\_minimal() +  
 labs(title = "Histograma da nota de avaliação nos jogos",  
 subtitle = "Contagem agrupada em intervalos de 5",  
 alt = "Histograma de distribuição da nota de avaliação nos jogos",  
 x = "Nota",  
 y = "",  
 fill = "")

![](data:image/png;base64,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)

Observando a taxa de avaliações positivas, que vai de 0 a 99 e é calculado com base na relação de opiniões positivas e negativas dos usuários, temos um índice bem alto, na maioria dos jogos. Com praticamente metade desses jogos tendo avaliações acima de 90, e concentração das avaliações entre 70-98. Alguns poucos jogos ficaram abaixo disso, e possivelmente são jogos que podem ser investigados para entender o que motiva essas avaliações tão negativas. O maior exemplo é o Battlefield 2042 com o pior índice de avaliações (35/100), Tale of Immortal (51/100) e PUBG: Battlegrounds (57/100). Em minha experiência, são jogos que realmente foram lançados com problemas e/ou tiveram problemas pós lançamento, portanto é justificável esse resultado baixo nas avaliações.

##### 1.6.2.1.3 Tags em jogos com melhores avaliações

Outra análise interessante é a dos jogos mais bem avaliados, definido pela taxa de avaliações positivas, que pode não ser tão precisa pois acaba tendo jogos com um número de avaliações pequeno em comparação ao tópico anterior, mas pode trazer alguns insights em relação a tags de jogos que são bem avaliadas.

top100\_id <- df\_all\_games |>   
 dplyr::arrange(desc(positive\_ratio)) |>   
 dplyr::slice\_head(n = 100) |>   
 dplyr::pull(app\_id)  
  
df\_top100\_tags <- df\_price\_categ\_split |>   
 dplyr::filter(app\_id %in% top100\_id) |>   
 dplyr::group\_by(tags\_all) |>   
 dplyr::summarise(count = n(), .groups = NULL) |>   
 dplyr::arrange(desc(count)) |>  
 dplyr::slice\_head(n = 10)  
  
df\_top100\_tags |>   
 gt::gt() |>   
 gt::cols\_label("tags\_all" = "Categorias", "count" = "Contagem")

| Categorias | Contagem |
| --- | --- |
| Singleplayer | 66 |
| Indie | 61 |
| 2D | 49 |
| Casual | 49 |
| Adventure | 46 |
| Cute | 37 |
| Action | 34 |
| Story Rich | 32 |
| Puzzle | 31 |
| Pixel Graphics | 28 |

Vemos uma diferença considerável nas tags comparado aos jogos com mais avaliações, agora mais em linha com os jogos gratuitos e baratos. A **tag Singleplayer** está presente em **67% dos jogos**, e a **tag Multiplayer** aparece em **apenas um jogo**, mostrando uma diferença enorme da classificação anterior. Outra tag que **ganha mais destaque** é a de **jogos indie**, com **quase o dobro de jogos** que a avaliação anterior. As **tags Action, Open World e Co-Op caem drásticamente**, com respectivos 32% (contra 91% da anterior), 2% (Contra 54% da anterior) e 2% (Contra 54%). Mostrando que as diferenças nessas duas formas de ranquear os jogos refletem em mudanças bem grandes dos jogos.

##### 1.6.2.1.4 Jogos competitivos

Outra análise adicional que achei interessante de fazer, é sobre jogos com modos competitivos, são jogos que existe toda uma comunidade em volta, de pessoas que transmitem seus jogos através do youtube ou interagindo mais com seu público em lives na twitch ou youtube, gerando assim mais engajamento e aumentando a vida útil do jogo. Os jogadores também costumam se manter no jogo por mais tempo, por criar objetivos dentro do jogo de se melhorar e atingir níveis mais altos de ranking, mostrando melhores habilidades. Também são jogos que geralmente são jogados com amigos e grupos, o que tende a aumentar o tempo que um jogador permanece jogando. Porém, são jogos que também trazem seus problemas, principalmente ligados à balanceamento, por serem jogos que dependem de um público grande, é preciso que existam muitos jogadores para que todos possam jogar contra jogadores de seu nível. Além disso, o modelo de negócio, por depender de uma base de jogadores grande, tende a ser gratuita para que muitos possam jogar, com a venda de itens dentro do jogo, normalmente itens cosméticos, que não influênciam nas mecânicas. A questão da distância dos jogadores com os servidores também pode impactar negativamente a experiência do jogo. Além, é claro, dos jogadores que usam programas ilegais para obterem benefícios como mira automática, mais recursos no jogo, etc.

Vou retornar à lista dos 100 jogos mais populares, e analisar quantos deles tem modos competitivos.

df\_top100\_games\_comp <- df\_top100\_games |>   
 dplyr::filter(stringr::str\_detect(stringr::str\_to\_lower(tags\_all), "comp") |  
 stringr::str\_detect(stringr::str\_to\_lower(categories), "comp") |  
 stringr::str\_detect(stringr::str\_to\_lower(genres), "comp"))

Em análise através das tags, verificamos um total de 10 jogos competitivos, como a minha experiência de jogador achou um número baixo, decidi investigar os 100 jogos um à um, e cheguei num total de 16 jogos (+6 além dos que já haviam sido encontrados). O jogo mais bem avaliado deste top 100 que possui modo competitivo é o Counter Strike (sua primeira versão), que é um fenômeno único e ainda é um jogo muito jogado em suas versões mais novas, tanto que o CS GO também aparece neste top 100. Alguns jogos como Dota 2, Apex, Battlefields e Call of dutys, também apareceram e são jogos que tem seu modo competitivo bastante falado (atualmente).

Concluindo, mesmo totalizando 16 jogos, **não é um número tão relevante** se considerarmos a população de 100 jogos **e dado às complicações** que esta tag pode trazer, **a recomendação** seria de manter **apenas** com modo **Multiplayer casual**, ou seja, sem um ranqueamento, parecem ser mais bem aceitos atualmente.

## 1.7 Conclusão

Ao finalizar essa análise descritiva dos dados de jogos da Steam, pude chegar à algumas conclusões, principalmente após as análises referentes a preços e categorias.

A primeira delas é que **se existe orçamento** capaz de suportar o **desenvolvimento de jogos multiplayers**, a recomendação é que o faça, já que **são os jogos com maior número de jogadores e com mais avaliações**, a interação entre jogadores, quando bem feita, é algo que costuma prender os jogadores e mantê-los jogando por longos períodos de tempo. Nesse caso é preciso estudar o mercado, buscando jogos similares, e **identificar qual modelo de negócio é mais adequado**. Para um **novo estúdio ou nova franquia** os jogos que tem feito mais sucesso são os **jogos gratuitos** com formas de **transações dentro do jogo**, seja algum tipo de facilitação dentro do jogo ou itens cosméticos. A **vantagem dos jogos gratuitos** é que atingem um **grande público**, o que é vital para o desenvolvimento de uma comunidade de jogadores, e **dentro desta comunidade** **uma parcela** **poderá** **gastar dentro do jogo** . Lembrando que, em geral, são jogos que **vendem cosméticos ou acelerações de desempenho**, portanto uma questão **muito importante** é trabalhar de forma que **torne os itens** cosméticos e as acelerações de desempenho itens **desejáveis**, **porém não desbalanceados** a ponto de incomodar os jogadores que não gastam no jogo.

Já caso o **orçamento** seja **limitado**, jogos com **preços baixos** e que **foquem** na **experiência Singleplayer** se saem melhor, são jogos que podem ter um **orçamento menor ou estúdos independentes**. Os jogos Indie, que surgem por estúdios de desenvolvimento de jogos independentes costumam ter um gasto menor com desenvolvimento, frequentemente com equipes reduzidas e **tentam trazer algum diferencial**, podendo ser a **história** do jogo, o **design** **ou** até mesmo alguma **mecânica de jogabilidade**. Jogos como o FTL, Minecraft, Super Meat Boy e Torchlight são exemplos de jogos que começaram como indie e fizeram muito sucesso no mercado de jogos. Inclusive o Minecraft e Torchlight são jogos que perduram até hoje, o primeiro tendo sido comprado por uma gigante no mercado de tecnologias, a Microsoft, e o segundo com o crescimento do estúdio e podendo ser considerado já um estúdio de médio porte.

Ainda, **caso o estúdio possa investir**, porém **não quer se preocupar** com tanto **suporte à longo prazo** de servidores, na questão de hackers ou mesmo tenha foco em modos competivivos, existem **jogos Singleplayers** que tem se destacado no mercado, como o recente Hogwarts Legacy que teve ótima crítica e tem sido bastante falado, e os jogos The Witcher 3 ou Cyberpunk que estão na lista dos 20 jogos mais bem avaliados, contudo, fica a ressalva de que esses jogos **não são jogos comuns**, The Witcher já é o terceiro jogo da série e foi crescendo em público com o tempo, e Cyberpunk é um jogo da mesma desenvolvedora e conseguiu construir uma campanha de marketing para se tornar um jogo muito aguardado. E o Hogwarts Legacy é um jogo que se utiliza de uma franquia muito famosa no mundo do cinema para atrair o público.