This depositary provides the implemetation of Memory pool and Memory storage, both are with high performance. They are all head files, coded with C++11.

User defined data struct(POD):

struct Dem {

char data[1024\*8]; //8k byte

};

[MemoryPool]: the usage is showed below:

MemoryPool<T>(SizeType size\_type, size\_t pool\_size) ;//T: std data, or user-defined pod-type data struct; size\_type can be any num of pieces of T type memory, like 1, 16,etc. Pool\_size is the inited size of the pool.

These are some defines:

MemoryPool<Dem> pool(10, 128);

MemoryPool<int> pool(4, 1024);

MemoryPool<float> pool(64, 128);

Get memorys:

Auto p = pool.Alloc();

Free memorys:

Pool.Free(p);

[MemoryStorage]: the usage is showed below:

MemoryStorage<T>(size\_t init\_size, std::initializer\_list<size\_t> il\_type\_sizes); //T: std data, or user-defined pod-type data struct; init\_size is the inited size of each size-type memory pool. il\_type\_sizes is the size-type init list, like:{2, 8, 16, 1024, 128, 31}.

These are some defines:

MemoryStorage<Dem> storage(10, { 1, 699, 102, 32});

MemoryStorage<int> storage(64, { 102, 32});

MemoryStorage<char> storage(1, { 1});

Get memorys:

Auto p = storage.Alloc(10);

Free memorys:

storage.Free(p);

Test results compared with new-delete and std::vector:

Test platform: cpu: i3, memory: 8G.

Test cases:

test\_new\_delete();

test\_vectorMemPool();

test\_memoryPool();

test\_memoryStorage();

//test new delete

void test\_new\_delete() {

auto start = clock();

for (int j = 0; j < LOOP; j++) {

for (int i = 0; i < MEM\_NUM; i++) {

Dem\* p = new Dem;

delete p;

}

}

std::cout << "\nNew\_delete Time ms: ";

std::cout << (((double)clock() - start)) << std::endl;

}

//test vector memory alloc and deallac.

void test\_vectorMemPool() {

std::vector<Dem> stackVector;

stackVector.reserve(MEM\_NUM);

auto start = clock();

for (int j = 0; j < LOOP; j++) {

assert(stackVector.empty());

for (int i = 0; i < MEM\_NUM; i++)

stackVector.emplace\_back(Dem());

for (int i = 0; i < MEM\_NUM; i++)

stackVector.pop\_back();

}

std::cout << "\nVector Time ms: ";

std::cout << (((double)clock() - start)) << std::endl;

}

//test memory pool

void test\_memoryPool() {

MemoryPool<Dem> pool(1, MEM\_NUM);

auto start = clock();

for (int j = 0; j < LOOP; j++) {

for (int i = 0; i < MEM\_NUM; i++) {

auto p = pool.Alloc();

pool.Free(p);

}

}

std::cout << "\nMemoryPool Time ms: ";

std::cout << (((double)clock() - start)) << std::endl;

}

//test memory storage

void test\_memoryStorage() {

MemoryStorage<Dem> storage(MEM\_NUM, { 1 });

auto start = clock();

for (int j = 0; j < LOOP; j++) {

for (int i = 0; i < MEM\_NUM; i++) {

auto p = storage.Alloc(1);

storage.Free(p);

}

}

std::cout << "\nMemoryStorage Time ms: ";

std::cout << (((double)clock() - start)) << std::endl;

}

1. : with alloc big memory:

Params setting:

// the numbers of wanted pieces of memory.

#define MEM\_NUM 10000

// loops of each memory test and total memory times of alloc-and-dealloc are LOOP \* MEM\_NUM.

#define LOOP 500

struct Dem {

char data[1024\*64]; //64k byte

};

The time unit is : millisecond(ms).
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1. : with alloc small memory:

Params setting:

// the numbers of wanted pieces of memory.

#define MEM\_NUM 10000

// loops of each memory test and total memory times of alloc-and-dealloc are LOOP \* MEM\_NUM.

#define LOOP 500

struct Dem {

char data[8]; //8 byte

};

The time unit is : millisecond(ms).

![1595407869(1)](data:image/png;base64,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)

1. : with mediate size of memory:

// the numbers of wanted pieces of memory.

#define MEM\_NUM 10000

// loops of each memory test and total memory times of alloc-and-dealloc are LOOP \* MEM\_NUM.

#define LOOP 500

struct Dem {

char data[512]; //512byte

};

The time unit is : millisecond(ms).

![1595408286(1)](data:image/png;base64,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)

Inclusion, the performance of the MemoryPool and MemoryStorage are high and stable, no matter the size of memory allocated , according to the new-delete and std::vector.