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**Задача**

Создать класс для работы с обыкновенными дробями. Числитель и знаменатель дроби имеют тип int. При выводе и после выполнения арифметических операций дроби сокращаются, то есть числитель и знаменатель не должны иметь общих множителей. Перегрузить операции '+', ‘-‘, ‘\*’, ‘/’ для сложения, вычитания, умножения, деления дробей, дроби и целого числа, дроби и вещественного числа в любых сочетаниях (дробь + целое, целое + дробь, дробь + дробь, дробь + вещественное, вещественное + дробь).

Также перегрузить все операции сравнения: “<, <=, ==, !=, >=, >” для всех сочетаний объектов класса и встроенных типов. Для инициализации объектов разрабатываемого класса обыкновенных дробей предусмотреть соответствующие конструкторы: значения по умолчанию 1/1, копирования, с одним аргументом типа int, с одним аргументом типа double, с двумя аргументами типа int, с тремя аргументами типа int. При перегрузке операций использовать функции - члены класса, а где это невозможно, то функции - друзья класса.

**Схема алгоритма**
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Приведена в пример схема алгоритма переопределения оператора вывода. Тем самым можно вывести объект класса Fraction в поток вывода. Для того, чтобы переопределить операцию вывода для объектов класса необходимо создать friend-функцию к классу т.к. левый операнд (вызывающий) является объектом другого класса (ostream) потокового вывода. Аналогично и для остальных friend переопределений арифметических операторов. Сам вывод – форматированный, также выводится целая часть (смешанная дробь), если знаменатель меньше числителя. Для форматирования использовалась библиотека <iomanip>.

**Текст программы**

* class\_fraction.h

#pragma once

#include <iostream>

#include <iomanip>

#include <string>

class Fraction

{

int numerator;

int denominator;

bool isNegative;

static uint8\_t accuracy;

public:

Fraction();

Fraction(const Fraction&);

Fraction(int);

Fraction(int, int);

Fraction(int, int, int);

Fraction(double);

~Fraction() {}

// functions

static void set\_accuracy(uint8\_t);

void evqlid();

// (-)

Fraction operator-();

// =

Fraction operator=(const Fraction&);

Fraction operator=(int);

Fraction operator=(double);

// \*

Fraction operator\*(int);

Fraction operator\*(double);

Fraction operator\*(const Fraction&);

friend Fraction operator\*(int, Fraction&);

friend Fraction operator\*(double, Fraction&);

// /

Fraction operator/(int);

Fraction operator/(double);

Fraction operator/(const Fraction&);

friend Fraction operator/(int, Fraction&);

friend Fraction operator/(double, Fraction&);

// +

Fraction operator+(int);

Fraction operator+(double);

Fraction operator+(const Fraction &);

friend Fraction operator+(int, Fraction&);

friend Fraction operator+(double, Fraction&);

// -

Fraction operator-(int);

Fraction operator-(double);

Fraction operator-(const Fraction &);

friend Fraction operator-(int, Fraction&);

friend Fraction operator-(double, Fraction&);

// >

bool operator>(int);

bool operator>(double);

bool operator>(const Fraction&);

friend bool operator>(int, Fraction&);

friend bool operator>(double, Fraction&);

// ==

bool operator==(int);

bool operator==(double);

bool operator==(const Fraction&);

friend bool operator==(int, Fraction&);

friend bool operator==(double, Fraction&);

// !=

bool operator!=(int);

bool operator!=(double);

bool operator!=(const Fraction&);

friend bool operator!=(int, Fraction&);

friend bool operator!=(double, Fraction&);

// <

bool operator<(int);

bool operator<(double);

bool operator<(const Fraction&);

friend bool operator<(int, Fraction&);

friend bool operator<(double, Fraction&);

// >=

bool operator>=(int);

bool operator>=(double);

bool operator>=(const Fraction&);

friend bool operator>=(int, Fraction&);

friend bool operator>=(double, Fraction&);

// <=

bool operator<=(int);

bool operator<=(double);

bool operator<=(const Fraction&);

friend bool operator<=(int, Fraction&);

friend bool operator<=(double, Fraction&);

// stream out

friend std::ostream &operator<<(std::ostream&, const Fraction&);

};

* class\_fraction.cpp

#include "class\_fraction.h"

uint8\_t Fraction::accuracy = 4;

Fraction::Fraction()

{

isNegative = false;

numerator = 1;

denominator = 1;

}

Fraction::Fraction(const Fraction &n)

{

numerator = n.numerator;

isNegative = n.isNegative;

denominator = n.denominator;

evqlid();

}

Fraction::Fraction(int b)

{

numerator = abs(b);

denominator = 1;

isNegative = b < 0 ? true : false;

}

Fraction::Fraction(int b, int c)

{

if (c != 0)

{

numerator = abs(b);

denominator = abs(c);

isNegative = b \* c < 0 ? true : false;

evqlid();

}

else

{

\*this = Fraction();

}

}

Fraction::Fraction(int a, int b, int c)

{

if (c != 0)

{

numerator = abs(b) + abs(a) \* abs(c);

denominator = abs(c);

isNegative = a \* b \* c < 0 ? true : false;

evqlid();

}

else

{

\*this = Fraction();

}

}

Fraction::Fraction(double n)

{

denominator = 1;

for (int i = 0; i != accuracy; ++i)

{

n \*= 10;

denominator \*= 10;

}

numerator = abs(n);

numerator += (int)(n \* 10) % 10 > 4 ? 1 : 0;

isNegative = n < 0 ? true : false;

evqlid();

}

void Fraction::set\_accuracy(uint8\_t n)

{

accuracy = n;

}

void Fraction::evqlid()

{

register int i = 2;

while (numerator >= i && denominator >= i)

{

if (!(numerator % i) && !(denominator % i))

{

numerator /= i;

denominator /= i;

}

else

{

++i;

}

}

if (!numerator)

denominator = 1;

}

Fraction Fraction::operator-()

{

Fraction n = \*this;

n.isNegative = !n.isNegative;

return n;

}

Fraction Fraction::operator=(const Fraction &n)

{

numerator = n.numerator;

isNegative = n.isNegative;

denominator = n.denominator;

return \*this;

}

Fraction Fraction::operator=(int n)

{

return \*this = Fraction(n);

}

Fraction Fraction::operator=(double n)

{

return \*this = Fraction(n);

}

Fraction Fraction::operator\*(int n)

{

return \*this \* Fraction(n);

}

Fraction Fraction::operator\*(double n)

{

return \*this \* Fraction(n);

}

Fraction Fraction::operator\*(const Fraction &n)

{

Fraction new\_f = n;

new\_f.numerator \*= numerator;

new\_f.denominator \*= denominator;

new\_f.isNegative = (new\_f.isNegative || isNegative) && !(new\_f.isNegative && isNegative);

return new\_f;

}

Fraction Fraction::operator/(int n)

{

return \*this / Fraction(n);

}

Fraction Fraction::operator/(double n)

{

return \*this / Fraction(n);

}

Fraction Fraction::operator/(const Fraction &n)

{

Fraction new\_f = n;

int a = new\_f.numerator;

new\_f.numerator = new\_f.denominator;

new\_f.denominator = a;

return \*this \* new\_f;

}

Fraction Fraction::operator+(int n)

{

return \*this + Fraction(n);

}

Fraction Fraction::operator+(double n)

{

return \*this + Fraction(n);

}

Fraction Fraction::operator+(const Fraction &n)

{

Fraction new\_f = n;

numerator \*= isNegative ? -1 : 1;

new\_f.numerator \*= new\_f.isNegative ? -1 : 1;

new\_f.numerator \*= denominator;

new\_f.numerator += numerator \* new\_f.denominator;

new\_f.denominator \*= denominator;

new\_f.isNegative = new\_f.numerator < 0 ? true : false;

new\_f.numerator = abs(new\_f.numerator);

numerator = abs(numerator);

return new\_f;

}

Fraction Fraction::operator-(int n)

{

return \*this - Fraction(n);

}

Fraction Fraction::operator-(double n)

{

return \*this - Fraction(n);

}

Fraction Fraction::operator-(const Fraction &n)

{

return \*this + -const\_cast <Fraction&> (n);

}

bool Fraction::operator>(int n)

{

return \*this > Fraction(n);

}

bool Fraction::operator>(double n)

{

return \*this > Fraction(n);

}

bool Fraction::operator>(const Fraction &n)

{

Fraction new\_f = n;

int n\_1, n\_2;

evqlid();

new\_f.evqlid();

if (!isNegative && new\_f.isNegative)

return true;

else if (isNegative && !new\_f.isNegative)

return false;

n\_1 = numerator \* new\_f.denominator;

n\_2 = new\_f.numerator \* denominator;

n\_1 \*= isNegative ? -1 : 1;

n\_2 \*= new\_f.isNegative ? -1 : 1;

if (n\_1 > n\_2)

return true;

return false;

}

bool Fraction::operator==(int n)

{

return \*this == Fraction(n);

}

bool Fraction::operator==(double n)

{

return \*this == Fraction(n);

}

bool Fraction::operator==(const Fraction &n)

{

Fraction new\_f = n;

evqlid();

new\_f.evqlid();

return numerator == new\_f.numerator && denominator == new\_f.denominator && isNegative == new\_f.isNegative;

}

bool Fraction::operator!=(int n)

{

return \*this != Fraction(n);

}

bool Fraction::operator!=(double n)

{

return \*this != Fraction(n);

}

bool Fraction::operator!=(const Fraction &n)

{

return !(\*this == n);

}

bool Fraction::operator<(int n)

{

return \*this < Fraction(n);

}

bool Fraction::operator<(double n)

{

return \*this < Fraction(n);

}

bool Fraction::operator<(const Fraction &n)

{

return !(\*this > n) && \*this != n;

}

bool Fraction::operator>=(int n)

{

return \*this >= Fraction(n);

}

bool Fraction::operator>=(double n)

{

return \*this >= Fraction(n);

}

bool Fraction::operator>=(const Fraction &n)

{

return !(\*this < n);

}

bool Fraction::operator<=(int n)

{

return \*this <= Fraction(n);

}

bool Fraction::operator<=(double n)

{

return \*this <= Fraction(n);

}

bool Fraction::operator<=(const Fraction &n)

{

return !(\*this > n);

}

Fraction operator\*(int n, Fraction &F)

{

return Fraction(n) \* F;

}

Fraction operator\*(double n, Fraction &F)

{

return Fraction(n) \* F;

}

Fraction operator/(int n, Fraction &F)

{

return Fraction(n) / F;

}

Fraction operator/(double n, Fraction &F)

{

return Fraction(n) / F;

}

Fraction operator+(int n, Fraction &F)

{

return F + n;

}

Fraction operator+(double n, Fraction &F)

{

return F + n;

}

Fraction operator-(int n, Fraction & F)

{

return Fraction(n) - F;

}

Fraction operator-(double n, Fraction & F)

{

return Fraction(n) - F;

}

bool operator>(int n, Fraction &F)

{

return Fraction(n) > F;

}

bool operator>(double n, Fraction &F)

{

return Fraction(n) > F;

}

bool operator==(int n, Fraction &F)

{

return Fraction(n) == F;

}

bool operator==(double n, Fraction &F)

{

return Fraction(n) == F;

}

bool operator!=(int n, Fraction &F)

{

return Fraction(n) != F;

}

bool operator!=(double n, Fraction &F)

{

return Fraction(n) != F;

}

bool operator<(int n, Fraction &F)

{

return Fraction(n) < F;

}

bool operator<(double n, Fraction &F)

{

return Fraction(n) < F;

}

bool operator>=(int n, Fraction &F)

{

return Fraction(n) >= F;

}

bool operator>=(double n, Fraction &F)

{

return Fraction(n) >= F;

}

bool operator<=(int n, Fraction &F)

{

return Fraction(n) <= F;

}

bool operator<=(double n, Fraction &F)

{

return Fraction(n) <= F;

}

std::ostream &operator<<(std::ostream& stream, const Fraction& n)

{

std::string s\_1 = std::to\_string(n.numerator % n.denominator), s\_2 = std::to\_string(n.numerator / n.denominator), s\_3 = std::to\_string(n.denominator);

int length = s\_1.length() > s\_3.length() ? s\_1.length() + 2 : s\_3.length() + 2;

stream << "\n" << std::setw(length + s\_2.length()) << s\_1;

stream << "\n" << (n.isNegative ? '-' : ' ') << s\_2 << ' ';

for (int i = 0; i != length - 2; ++i)

stream << '-';

stream << "\n" << std::setw(length + s\_2.length()) << s\_3;

return stream;

}

* main.cpp

#include "class\_fraction.h"

#include <iomanip>

int main()

{

Fraction a(1.536), b(3, 5), c(1.99994);

Fraction::set\_accuracy(8);

b = - 12 - a + b;

std::cout << (a + Fraction(3, 35)) / c << a <<

b << c << "\nb > a " << (b > a) << "\nc == a " <<

(c == a) << "\nb <= c " << (b <= c);

system("pause");

return 0;

}

**Анализ результатов**

В данной программе в качестве «точки входа» выступает основная функция main(). В ней написан тестируемый код. Ниже представлены результаты выполнения. Для реализации методов данного класса были «с нуля» написаны 3 метода, остальные реализованы с их использованием.

* Сложение дробей
* Умножение дробей
* Операция сравнения “==” для дробей

Тест (в коде программы):

![](data:image/png;base64,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)

Тест (начальные дроби остались неизменными, а выражение a \* ((b \* c + b) / b)):

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEoAAABACAIAAAAyKXZAAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAAA8ZJREFUaEPtWr1u2zAQZvoacoBk9gMIGQqru0ctTYC8gD0aMZAHKBDAW+wXCGB08WbtMZDB0B7PLdDqOVz+Sea/aOAkWy65Sccj7+Px+HP8rvb7Pbrc8uVyoRFkAV6X/Ru8F7x3tiNwBb8xZNNkliMUTzYvQ4KbfytDUIn5f1WL/N7NH0argleI0sVy3C9bcYikjjA80PL5ej+g5Wlta3f9NBjcv36KYoMW/VU1QnSqL4dI6RN4adnNf6yKeDKJ7dN1N/+Zo/j7wRHES7rW7n1boPgr9T8uw8c0QvlHRp1qF6ndwsLL3lZFlD6WNpkwGqoYtfo3PYT+/t6Vbfz6U6Do+pZ8OkRNwsumszxKn0W/qN1R10V336oYIqFp1iL+KlajhzlGiCNNrOQQqR2CBZ4YECRSTLEnBw3pukbLEckeQb7fQ01OHj5srbQVbRY6tbDLktH2brHZbCZxPksS6khaHCK5byB4HkGHbVLXFJcWR872guELRoiK1RtbWthKZBI1E3vZB97ocKAkvJB9j4x3kkypQaQQLMJSSP64tISlhKrfXkflUuMQafMGLPbEhvTYo5GibHZq15IWCy153+P6DpHaJNDkdEXcwXXSZlej0h8vF2nEpgAusxwfc/ipxSFSG23gUFYHtU15S95rE5LYV4B3qpGH6Dd4D2IUT9VG8N6pRh6i3//Zezj/IZ8bIQa01TYc3qMn/I4XKzyPrEkHoNvg+VzgOgvPI2vSAWzYRJP3DKm6boDRrdQvRDT/2xNTzKj8cIOUEscIiVnlNkWykaYrs3CrtuW8Grnkwzeqes/8IEBGRH0U6MZ8rRmxjnvvwg9lIdfSjSAzW3nhkzPAC5PzbEcgTM6zdY2HYRfuPahtvYa84qahcKl2qhUblYRab9YDMfwpnbUokFdcNBT+7reWSCxVA2ZaC2vczpsRIDU0OcUbsYOGkk3p4/lyTAkdcsEPzpzWhP+LtBaPkKuqNANPytQ4aCgYgkCkOsZuz7pNwFPJK0fQUKxWq+/p5dt9XR4WPvZ08kpFYLFyzcw6lW2UUWZ+mWcP7bZXe3jvGVKI3jQUo/PYMmmjO/XHz5htVmzfK3qW2Ag0PDshzoeGosOjdCspLaXVobFtKcDwdPIKQsfQUBQr8cpKyDCcoWOBQOkxvRuBpnaoCAqPrSkqI5AQbkpCEe6YjoDMmjPbzSZlXQaLZJxxJQvbC+rUQiyk9hjNkfOcQhXTYYclSJXUKB8BpirJnPgh4XnuRW1WA52cbRru11eA5zdO51kreO88/eJn1T9l1oLVQDs1tAAAAABJRU5ErkJggg==)

Тест (значения – a = 6/7, b = 3/5, c = 99/100, выражение a\*((b\*c - b)/b) + c\*b\*2):

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAABACAIAAADAlSPlAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAAAtFJREFUaEPtWb1uwjAQdqu+RUCCmQeIOlTQnZEFKvUFYERF4gGQkNiAF0CqumQjO5U6oOzN3EptnoPaJhSb+C/4iBrVXio15/PH5zv7zt/VbrdDZRjXZQBJMDqg0DvlGP23jF5BHU/x4qEfJMgfvk7bRzbDUWsWseQevmc+UKOT2dyuYKC2433eazZ78zX587TmvK2fMv+SrEYse/N3KRb7ZApH/e3t8vV5ULcIy3jxEiG/O2hIfdgDbU8xSPkCRujDVZB4nUcmZjLT7IFqkUSzVjpGodCY0und3qt/rW2AHufTUD2JUcY7/SwKQ8281EUBjKYsNgbjjoeS7SbmaTXY9qLv+katktl6fRalU4pjFKHwDR+plRobioRO5N+psqhwoOEIH/3+kL0O9lmkzvbDHgDcTKJLxussyZmVXlf7xTLXDp2ouozYQAEAqj2fQAyKjFErwA6oFX2CyY5Rxyg0A9D+yhyj+Doh9aOkeIRmytQfzyjFOEFdXI/9tcECBel+LvUDWaAQ3c+lcLpHMnBmbyA8cmUnwqUwLUbpOO+TCJSoCzXrC+H6VxNPZT7wIYIB3gfXiii6H/iVc3p0PVNOwrTmLpm0FOU0cIzmJExr7hjVUpTToDSMwhz4XI10LJ6UYpJUgpJQbVK5qG34WovoRdKXfFZMMpeg6PL2Wx9vtuyjcfsRd4bRm0j/MH4GF3FqD5S+zH9//koIH18J8qoCdcxQVZDsvD1QRDhMgv7DAmPFwTqLvM44q5AJxSStBMWgto9R6mGvIsnDU9k0SCUoBhwCAJqKtkRwpakkUL10kizjQgLIfuvjxSRI/OG+ncNPA0MfJcGKSyZ9FokkKD5Y7YGeJk+9it+DmOTC+pJeTBJIUCdJZQ+UAGMopKhYBdZATBJIUJncB7mZ+OadV45kYpJagsqeUSBAc9YXZ5nbb/1Zy+af5IDm50w9wzEKzegPScaoJ7nNl3wAAAAASUVORK5CYII=)

Тест (значения – a = 6/11, b = 3/5, c = 99/101, выражение 3.11 \* a \* ((b \* a - b) / 2) + 4 \* c \* b):

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF0AAABCCAIAAAC6k03aAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnQB3mYfeAAABE5JREFUeF7tWj1O80AQXb5rBCSocwCLAhF6yjSAxAVCGRHpOwASUjrCBZAQjTvSg0SB0pMaJPA5wuyP4/X+jHcNxoSMK6yZXc88v3neDLOxWCwYXRYC/wgTJwKEi5sYhAvhEiMZxBfiC/ElBgHiSwxaP6Ev88lJD67R1B3YdMStZbNaIgy9k8lcX6n8HRbupVmNB1aEUQ6uYVxELBfsqN/xvaz55G5m2GDRIN0cPsprmGTpYJkipD2eJdJ23WfpQAeNYzJm+cLHy8N84+owzPAaxWU6GjzvXj/enu34UblIs2Q4TDSH+cNzxpK9PKnDUwB19iTIJkBMhirh7tlRwrLnB8Wm6UggVqCR71kdhh1eo7gcXgImXaSspzdp1umfLt+rcO1ubzL28basndf3jHW2OLQGYmz6BFTLgYEbayv56MowHBE2ikuF0PEX3On/t5DjDIHaERUCFVA4FQgJA9RMH7iUvb9yXQGMNrdfpVZ5tCdCeNvDRdbEkYtP3bNbKR69nhAai3RcgXiFXh6UUp2Nn/aUKonlPqUPwKctXOYTISy2GEgZOemJvLnqzsbGF+lhJIyOCtX2E9ozuyt/yQLwyF1awsUpLComBZnMG7QBRDlLb7ju7mxB1aQpfHFyUPTKKolSBARO13ZwkYLJ60ReY7jlvBCnmHKuEg2pw92DXfiz+FSx+dsH6+wecAAFZkJp5MVNIDiY6mPYtYMLsKB08e+0PJRAYUlWCILwi1MrT15Wx1jphiSWUiijcDBChnBpo9E+pjiFGWF0+rY0cD+ojqXaiJNdli80DiXapoZFX6Y/JjQMLdJmcQl5M7/Tp506+p1Y6FERLu53RLgQLjHVS3whvhBfYhAgvsSgZZ7r9KOhs/kVs/kq+8LvgOV1f76/f36vbvlNcae7rcPfzJ/ky9Xx+gJD3+lo3TX7IKusFtGxe/nCm9J52yN619Vf4O4zyK+Sq1PizLjcLimt+/0m9zt04CJTCQZl9bnhysCqI/jnHHTKkiH+D7G/CYaWVRkXWT9rfZ5T2Oh1ZGiB8lhPlKi/G31++fMagiVI513iS0wBEF+IL8SXGASILzFokb4E/26MgbXwVYdl63SMNIzrmeCRvmfx4d18fsL83YuYnAl/Q7NWNDyPr+7tvifSMK5nWviftdAb0srtxdGrNkye/JH+biBiEM7xFQ+gsh+MOASakGeZO3CUZFxWYJrJm+PX9aXOdGy9UsUmcZHRXnTq1xfJ13EJzxFpGNczaY9GRnuxqV9v8D+HC9Iwrmdy5+QZ7eXOiMna64dwyRvG9nC3+oa45r4xkxsU/2gvQ0xBfczwsgj2FLPs7i56PZPjychob9XUrzOP5vmCNIzrmZx5IKO92NRvW/qCNIzrmbyJVI72Oqd+vdt9Qx/TPx2LNIzrmfQD7TIl7WTrH+3VV4Z0rL8Bl2CdWSXH5vVlldAoYiVcqP8Sw1ziC/Elhi+fD7e9Wfn2c0cAAAAASUVORK5CYII=)

Тесты были проверены вручную. Программа отработала верно. Также были проведены многочисленные тесты логических операций, но так как их много (6 штук), все тесты не были прикреплены. Но основываясь на операциях > и == можно сделать вывод, что остальные работают правильно. Это связано с тем, что остальные операторы были переопределены с использованием этих (базовых).

**Вывод**

В результате написания программы был получен опыт работы с классами (ООП). Было реализованы перегрузки всех основных операторов простых арифметических действий, всех операторов сравнения. В качестве доработки можно было бы сделать шаблонные функции операторов, тогда для каждого оператора исчезли бы по 2 перегрузки функций. Также были переопределены функция вывода и оператор унарного минуса. Еще из минусов – это возможность переполнения int значение (знаменателя или числителя дроби), но и это решаемо, т.к. можно подключить библиотеку для работы с длинной арифметикой на c++. В итоге был написан класс дробей, который удобно использовать для точного вычисления выражений с обыкновенными и смешанными дробями.