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**Задача**

Разработать 2 класса Term и Polinom для ввода, хранения полиномов и проведения простых математических операций над ними (+, \*).

Класс Term содержит члены-данные коэффициента и показателя степени, три конструктора:

* Без параметров (0x0)
* С одним параметром - коэффициентом (3x0)
* С двумя параметрами, соответственно коэффициентом и показателем степени (3x2)

Также перегруженный operator+ для сложения термов с одинаковыми показателями степени и дружественная функция вывода ostream<<.

Классы Term и Polinom – дружественные. Второй класс по заданию должен был содержать 2 члена данных, первый из которых массив из 6 элементов, а второй degree (степень), от обоих я решил отказаться в пользу возможности проводить операции над большим объемом данных, т.е. над «большими» полиномами и в вместо статического массива я использовал класс написанный ранее my\_vector, реализованный без использования сторонних библиотек. Этот класс также содержит 3 конструктора:

* Без параметров, для представления полинома 0
* С одним целы параметром, для представления полинома с соответствующим количеством термов
* С одним параметром термом

Скрытый член order, было решено сделать статическим. Он используется для определения способа хранения термов в массиве полиномов по возрастанию или убыванию. Также друзья класса функции operator+, operator\*, каждая из которых получает на вход 2 полинома и выдает результат. А также +=, \*=, = и конструктор копий.

Друзья класса операторы ввода и вывода istream>> и ostream<< для полиномов.

Полином в вида **5x5 - 4x3 + 1x2 + 0x1 - 7x0** представлен для печати как **5x^5 - 4x^3 + x^2 - 7.**

**Текст программы**

* Term\_class.h

#pragma once

#include <iostream>

#include "Polinom\_class.h"

class Polinom;

class Term

{

int power;

int koef;

public:

Term();

Term(int);

Term(int, int);

Term operator+(const Term&); //

friend std::ostream &operator<<(std::ostream&, const Term&);

friend class Polinom;

friend std::ostream& operator<<(std::ostream&, const Polinom&);

friend Polinom operator\*(const Polinom&, const Polinom&);

};

* Polinom\_class.h

#pragma once

#include <string>

#include "Term\_class.h"

#include "../../../../../MY\_PROJECTS/VisualStudio/My\_Vector/My\_Vector/my\_vector.h"

class Term;

class Polinom

{

my\_vector<Term> poly;

static bool order;

public:

Polinom();

Polinom(int);

Polinom(const Term&);

Polinom(const Polinom&); //

friend Polinom operator+(const Polinom&, const Polinom&); // friend

friend Polinom operator\*(const Polinom&, const Polinom&); // friend

Polinom operator=(const Polinom&); //

Polinom operator+=(const Polinom&); //

Polinom operator\*=(const Polinom&); //

friend std::istream& operator>>(std::istream&, Polinom&);

friend std::ostream& operator<<(std::ostream&, const Polinom&);

friend std::ostream& operator<<(std::ostream&, const Term&);

static void set\_order(bool); // если передать значение true, то по возрастанию, иначе по убыванию (поумолчанию true)

};

* Term\_functions.cpp

#include "Term\_class.h"

Term::Term()

{

power = 0;

koef = 0;

}

Term::Term(int k)

{

power = 0;

koef = k;

}

Term::Term(int k, int p)

{

power = p;

koef = k;

}

Term Term::operator+(const Term &t)

{

if (t.power != power)

throw std::exception("The powers of Terms is not equal!");

return Term(t.koef + koef, power);

}

std::ostream& operator<<(std::ostream &stream, const Term &t)

{

stream << (t.koef < 0 ? "- " : "");

if (t.koef != -1 && t.koef != 1 || t.power == 0)

stream << (t.koef < 0 ? -t.koef : t.koef);

if (t.koef != 0)

stream << (t.power > 0 ? "x" : "") << (t.power > 1 && t.koef ? "^" + std::to\_string(t.power) : "");

return stream;

}

* Polinom\_functions.cpp

#include "Polinom\_class.h"

bool Polinom::order = true;

Polinom::Polinom()

{}

Polinom::Polinom(int k)

{

for (int i = 0; i != k; ++i)

poly.push\_back(Term());

}

Polinom::Polinom(const Term& tm)

{

poly.push\_back(tm);

}

Polinom::Polinom(const Polinom &p)

{

poly = p.poly;

for (int i = 0; i != poly.size(); ++i)

for (int j = i + 1; j != poly.size(); ++j)

if (poly[i].power == poly[j].power)

{

poly[i] = poly[i] + poly[j];

poly.erase(j, j);

--j;

}

for (int i = 0; i != poly.size(); ++i)

for (int j = 0; j != poly.size() - i - 1; ++j)

if (order ? (poly[j].power > poly[j + 1].power) : (poly[j].power < poly[j + 1].power))

{

Term a = poly[j];

poly[j] = poly[j + 1];

poly[j + 1] = a;

}

}

Polinom Polinom::operator=(const Polinom &p)

{

poly = p.poly;

for (int i = 0; i != poly.size(); ++i)

for (int j = i + 1; j != poly.size(); ++j)

if (poly[i].power == poly[j].power)

{

poly[i] = poly[i] + poly[j];

poly.erase(j, j);

--j;

}

/\*for (int i = 0; i != poly.size(); ++i)

for (int j = 0; j != poly.size() - 1 - i; ++j)

if (poly[j].power > poly[j + 1].power)

{

Term a = poly[j];

poly[j] = poly[j + 1];

poly[j + 1] = a;

}\*/

return \*this;

}

Polinom Polinom::operator+=(const Polinom &p)

{

return \*this = \*this + p;

}

Polinom Polinom::operator\*=(const Polinom &p)

{

return \*this = \*this + p;

}

void Polinom::set\_order(bool q)

{

order = q;

}

Polinom operator\*(const Polinom& p1, const Polinom& p2)

{

Polinom a;

for (int i = 0; i != p1.poly.size(); ++i)

for (int j = 0; j != p2.poly.size(); ++j)

a.poly.push\_back(Term(p1.poly[i].koef \* p2.poly[j].koef, p1.poly[i].power + p2.poly[j].power));

return a;

}

Polinom operator+(const Polinom& p1, const Polinom& p2)

{

Polinom a;

for (int i = 0; i != p1.poly.size(); ++i)

a.poly.push\_back(p1.poly[i]);

for (int i = 0; i != p2.poly.size(); ++i)

a.poly.push\_back(p2.poly[i]);

return a;

}

std::istream& operator>>(std::istream& stream, Polinom& p)

{

int pos;

p.poly.erase();

std::string str;

std::getline(stream, str);

while ((pos = str.find\_first\_of(" ()")) != std::string::npos)

str.erase(pos, 1);

char zn = '+';

while (str != "")

{

int tmp;

if ((tmp = str.find\_first\_of("+-")) == std::string::npos)

tmp = str.length();

if (!tmp)

{

zn = str[0] == zn ? '+' : '-';

str.erase(0, 1);

}

else

{

int tmp\_sym;

p.poly.push\_back((tmp\_sym = str.find\_first\_of("x")) < tmp && tmp\_sym != std::string::npos ? (str.find\_first\_of("^") < tmp && str.find\_first\_of("^") != std::string::npos ? Term((zn == '-' ? -1 : 1) \* (tmp\_sym == 0 ? 1 : atoi(str.substr(0, tmp\_sym).c\_str())), atoi(str.substr(tmp\_sym + 2, tmp - tmp\_sym - 2).c\_str())) : Term((zn == '-' ? -1 : 1) \* (tmp\_sym == 0 ? 1 : atoi(str.substr(0, tmp\_sym).c\_str())), 1)) : Term((zn == '-' ? -1 : 1) \* atoi(str.substr(0, tmp).c\_str())));

zn = '+';

str.erase(0, tmp);

}

}

p = Polinom(p);

return stream;

}

std::ostream& operator<<(std::ostream &stream, const Polinom &p)

{

for (int i = 0; i != p.poly.size(); ++i)

{

if (p.poly[i].koef != 0)

stream << (p.poly[i].koef < 0 ? "- " : (i && p.poly[i].koef >= 0 ? "+ " : "")) << Term((p.poly[i].koef < 0 ? -1 : 1) \* p.poly[i].koef, p.poly[i].power) << ' ';

}

return stream;

}

* my\_vector.h

#pragma once

#include <cstdlib>

const int size\_l = 50;

using namespace std;

template<class T>

class my\_vector

{

int length;

int length\_of\_used;

T \*ptr\_;

int add\_memory(T);

public:

my\_vector<T>();

my\_vector<T>(const my\_vector<T> &);

~my\_vector<T>();

void push\_back(T);

void pop\_back();

void erase();

my\_vector<T> operator=(const my\_vector<T>&);

void erase(int);

void erase(int, int);

//void set\_size(int);

int size() const;

T& operator[](int) const;

};

template<class T>

inline int my\_vector<T>::add\_memory(T b)

{

length += size\_l / 2;

T \*p = new T[length]; //

//T \*p = (T\*)malloc(sizeof(T) \* length);

if (p == NULL)

{

length -= size\_l / 2;

throw std::exception("Memory is full!");

}

for (int i = 0; i != length\_of\_used; ++i)

\*(p + i) = \*(ptr\_ + i);

delete[] ptr\_; //

//free(ptr\_);

ptr\_ = p;

push\_back(b);

return 0;

}

template<class T>

inline void my\_vector<T>::push\_back(T b)

{

length > length\_of\_used ? \*(ptr\_ + length\_of\_used++) = b : add\_memory(b);

}

template<class T>

inline void my\_vector<T>::pop\_back()

{

if (length\_of\_used)

\*(ptr\_ + --length\_of\_used) = 0;

}

template<class T>

inline void my\_vector<T>::erase()

{

while (length\_of\_used)

\*(ptr\_ + --length\_of\_used) = 0;

}

template<class T>

inline my\_vector<T> my\_vector<T>::operator=(const my\_vector<T>& b)

{

length = b.length;

length\_of\_used = b.length\_of\_used;

ptr\_ = new T[length]; //

//ptr\_ = (T\*)malloc(sizeof(T) \* length);

//if (ptr\_ == NULL) throw std::exception("Memory is full!");

for (int i = 0; i != length\_of\_used; ++i)

\*(ptr\_ + i) = \*(b.ptr\_ + i);

return \*this;

}

template<class T>

inline void my\_vector<T>::erase(int b)

{

if (b < 0 || b >= length\_of\_used)

throw std::exception("Error! This area of memory is not available!");

for (int i = b; i != length\_of\_used - 1; ++i)

\*(ptr\_ + i) = \*(ptr\_ + i + 1);

pop\_back();

}

template<class T>

inline void my\_vector<T>::erase(int b, int c)

{

if (b < 0 || b >= length\_of\_used || c >= length\_of\_used)

throw std::exception("Error! This area of memory is not available!");

if (b > c)

throw std::exception("Error! Range is not exist!");

int delta = c - b + 1;

for (int i = b; i != length\_of\_used - delta; ++i)

\*(ptr\_ + i) = \*(ptr\_ + i + delta);

delta = length\_of\_used - delta;

for (int i = length\_of\_used; i != delta; --i)

pop\_back();

}

template<class T>

inline int my\_vector<T>::size() const

{

return length\_of\_used;

}

template<class T>

inline T & my\_vector<T>::operator[](int b) const

{

return length\_of\_used > b ? \*(ptr\_ + b) : throw std::exception("Error! This area of memory is not available!");

}

template<class T>

inline my\_vector<T>::my\_vector()

{

length = size\_l;

length\_of\_used = 0;

ptr\_ = new T[length]; //

//ptr\_ = (T\*)malloc(sizeof(T) \* length);

if (ptr\_ == NULL)

{

length = 0;

throw std::exception("Memory is full!");

}

}

template<class T>

inline my\_vector<T>::my\_vector(const my\_vector<T>& b)

{

length = b.length;

length\_of\_used = b.length\_of\_used;

ptr\_ = new T[length]; //

//ptr\_ = (T\*)malloc(sizeof(T) \* length);

//if (ptr\_ == NULL) throw std::exception("Memory is full!");

for (int i = 0; i != length\_of\_used; ++i)

\*(ptr\_ + i) = \*(b.ptr\_ + i);

}

template<class T>

inline my\_vector<T>::~my\_vector()

{

delete[] ptr\_; //

//free(ptr\_);

}

* main.cpp

#include <iostream>

#include "Polinom\_class.h"

int main()

{

Polinom a, b;

char sym = 1;

bool order = true;

while (sym)

{

std::cin.ignore();

std::cout << "Enter first polinom:\n";

std::cin >> a;

std::cout << a << "\n";

std::cout << "Enter second polinom:\n";

std::cin >> b;

std::cout << b << "\n";

std::cout << "Enter operator (enter 0 to exit or enter \"d\" to change sorting):\n";

//std::cin.ignore();

std::cin >> sym;

std::cout << "Result: \n";

switch (sym)

{

case '+':

std::cout << a + b << "\n";

break;

case '\*':

std::cout << a \* b << "\n";

break;

case 'd':

Polinom::set\_order(order = !order);

break;

}

}

}

**Анализ результатов**

В данной программе в качестве «точки входа» выступает основная функция main(). В ней написан тестируемый код. Ниже представлены результаты выполнения. Для реализации методов данного класса был «с нуля» написан вспомогательный класс вектор (my\_vector), который можно использовать и отдельно от класса «Polinom».

Тест №1: (изменения сортировки применяются со следующего вывода)

![](data:image/png;base64,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)

Тест №2:

![](data:image/png;base64,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)

Тест №3:

![](data:image/png;base64,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)

Тесты были проверены вручную. Программа выдала верные результаты. Также были проведены многочисленные тесты всех операторов, многие из которых не были прикреплены. Но основываясь на правильности приведенных тестов, можно сделать вывод, что остальные то же отработают правильно.

Примечание:

Символ «d» используется для тестирования сортировки термов в полиноме.

**Вывод**

В результате написания программы был получен опыт работы с классами (ООП). Были реализованы перегрузки основных операторов простых арифметических действий для термов и полиномов. В качестве доработки можно было бы переопределить остальные операторы. Еще из минусов – это возможность переполнения int значение элемента, но и это решаемо, т.к. можно подключить библиотеку для работы с длинной арифметикой на c++. В итоге был написан классы Polinom и Term, основанные на классе my\_vector, которые удобно использовать для работы с полиномами в том числе и для проведения операций над ними.