**David Mühlenweg 201823392**

**Dokumentation Turtlesim Sprachsteuerung**

Benötigte Libraries:

**(Python Version 2.7.17)**

**PyAudio**

**gTTS(Google Text to Speech)**

**SpeechRecognition**

**ROS-Pakete**

**$pip install pyaudio**

**(je nach Linux version:** **$sudo apt-get install python-pyaudio python3-pyaudio)**

*https://pypi.org/project/PyAudio/*

**$pip install gTTS**

[*https://pypi.org/project/gTTS/*](https://pypi.org/project/gTTS/)

**$pip install SpeechRecognition**

[*https://pypi.org/project/SpeechRecognition/*](https://pypi.org/project/SpeechRecognition/)

**Generelle Funktion**

Das Programm startet ein Menü. Dieses Menü lässt sich wie alle anderen Funktionen über die Sprache steuern. Durch klares Aussprechen der jeweiligen Menüpunkte, werden diese geöffnet und ausgeführt. **Roscore** und **Turtlesim** werden automatisch gestartet.

1. **Zu Koordinaten fahren**
2. **In Richtung fahren**
3. **Steuerung**
4. **Beenden**

**Zu Koordinaten fahren:**

In dem ersten Menüpunkt, werden nacheinander die gewünschten Koordinaten abgefragt, die die Turtlesim ansteuern soll. Hier wurde das Beispielprogramm aus der Vorlesung erweitert (move2goal).

**In Richtung fahren:**

Indem zweiten Menüpunkt, kann die Turtlesim durch verschiedene Kommandos angesteuert werden. Mit Begriffen wie: vorne, links, rechts, hinten, schneller, langsamer, stopp usw. Alle Begriffe sind in der Menüansicht aufgeschrieben. Nachdem man die Turtlesim gestoppt hat, ist es des Weiteren möglich mit „letzte Strecke“, die letzte Strecke erneut zu fahren. Im Anschluss gibt es zudem noch die Möglichkeit, die gefahren Strecke in einem Bild (.png) abzuspeichern.

**Steuerung:** Gibt eine Übersicht über die Steuerungsmöglichkeiten an

**Beenden:** Schließt die Anwendung
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![Ein Bild, das Text enthält.
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![Ein Bild, das Monitor, Screenshot, Bildschirm, Telefon enthält.

Automatisch generierte Beschreibung](data:image/png;base64,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)

**Das Programm beinhalten folgende Programmstrukturen, die den Grundstein des Programms bildeten. Der Rest ist Eigenleistung und kann gerne weiterverwendet werden.**

**Guessing Game:** Beispiel Anwendung zu der SpeechRecognition Library [*https://realpython.com/python-speech-recognition/*](https://realpython.com/python-speech-recognition/)

**Move2Goal:** Beispiel Anwendung zur Ansteuerung der Turtlesim

[*http://wiki.ros.org/turtlesim/Tutorials/Go%20to%20Goal*](http://wiki.ros.org/turtlesim/Tutorials/Go%20to%20Goal)

**Besonderheiten im Programm**

**Nutzung von Threading:**

Das Programm benutzt Threading, was so viel bedeutet wie das „parallele“ ablaufen von Prozessen, dieses ist in dem Programm notwendig, da gleichzeitig Spracheingaben verarbeitet werden müssen und des Weiteren die Turtlesim in ihrer Position aktualisiert werden muss. Ein Linearer Ablauf ist hier nicht möglich, da der Loop sonst ständig unterbrechen würde, bis eine Spracheingabe des Users erfolgt. Des Weiteren muss das Menü dauerhaft angesteuert werden, um Befehle entgegenzunehmen.

Eine einfache Erklärung liefert folgender Link:

[*https://praxistipps.chip.de/python-threading-und-threads-so-funktionierts\_95975*](https://praxistipps.chip.de/python-threading-und-threads-so-funktionierts_95975)

Eine etwas komplexere Einführung gibt es hier:

[*https://www.python-kurs.eu/threads.php*](https://www.python-kurs.eu/threads.php)bzw. [*https://docs.python.org/3/library/threading.html*](https://docs.python.org/3/library/threading.html)

**Bugs**

Es gibt einen Bug in der SpeechRecognition Library, der die Zahlenwerte 8, 9 und 11 falsch darstellt. Diese werden als 8 Uhr, 9 Uhr und 11 Uhr ausgegeben. Im Quellcode wurde dieser Bug umgangen, damit eine normale Nutzung von allen Zahlenwerten möglich ist. Die entsprechenden Stellen, sind mit Kommentaren versehen

**Quellcode mit Kommentaren**

#!/usr/bin/python  
# -\*- coding: utf-8 -\*-

# ---------------------------#  
#        ERO-Projekt         #  
#     David Muehlenweg       #  
#         201823392          #  
# ---------------------------#

import sys  
import threading  
from PyQt5.QtCore import Qt  
from PyQt5.QtGui import QPixmap, QPainter, QBrush, QPen, QImage  
from PyQt5.QtWidgets import (QPushButton, QVBoxLayout,  
                            QApplication, QLabel, QMainWindow, QStyle, QWidget)

import rospy  
from geometry\_msgs.msg import Twist  
from turtlesim.msg import Pose  
from math import pow, atan2, sqrt

from gtts import gTTS  
import os  
import time  
import speech\_recognition as sr

# Liste von globalen Variablen die Thread übergreifen  
# aufrufbar sein müssen  
linea = 0  
angula = 0  
positionx = 0  
positiony = 0  
ActivateRefresh = True  
SaveData = False  
startPainting = False  
LineaList = [0]  
AngulaList = [0]  
xList = [0]  
yList = [0]  
AnzahlLoops = 0

class TurtleBotClass():  
    goal = Pose()  
    global recognize\_speech\_from\_mic

    def \_\_init\_\_(self):

        # Erstellt einen Knoten mit dem Namen 'turtlebot\_controller'  
        # und stellt sicher, dass es sich um einen  
        # eindeutigen Knoten handelt (mit anonym = True).  
        rospy.init\_node('turtlebot\_controller', anonymous=True)  
        # Publisher welcher auf dem Topic '/ turtle1 / cmd\_vel' veröffentlicht wird.  
        self.velocity\_publisher = rospy.Publisher(  
            '/turtle1/cmd\_vel', Twist, queue\_size=10)  
        # Ein Subscriber mit dem Topic '/turtle1/pose'. self.update\_pose wird aufgerufen  
        # wenn eine Nachricht von dem Typ Pose erhalten wird  
        self.pose\_subscriber = rospy.Subscriber(  
            '/turtle1/pose', Pose, self.update\_pose)  
        # globale Variablen instanzieren  
        self.pose = Pose()  
        self.rate = rospy.Rate(10)

    def update\_pose(self, data):  
        # Callback funktion, welche aufgerufen wird, wenn eine neue Nachricht vom typ 'Pose'  
        # vom Subscriber erhalten wurde  
        self.pose = data  
        self.pose.x = round(self.pose.x, 4)  
        self.pose.y = round(self.pose.y, 4)

    def euclidean\_distance(self, goal\_pose):  
        # Abstand zwischen Pose und Ziel  
        return sqrt(pow((goal\_pose.x - self.pose.x), 2) + pow(  
            (goal\_pose.y - self.pose.y), 2))

    def linear\_vel(self, goal\_pose, constant=1.5):  
        return constant \* self.euclidean\_distance(goal\_pose)

    def steering\_angle(self, goal\_pose):  
        return atan2(goal\_pose.y - self.pose.y, goal\_pose.x - self.pose.x)

    def angular\_vel(self, goal\_pose, constant=6):  
        return constant \* (self.steering\_angle(goal\_pose) - self.pose.theta)

    def getGoalFromUser(self):  
        goal\_pose = Pose()  
        startword\_is\_correct = False

        Startword = "starten"

        Trys = 1  
        MaxTrys = 5

        # Mikrofon und Recognizer instanzieren  
        recognizer = sr.Recognizer()  
        microphone = sr.Microphone()

        tts = gTTS(text="Um das Programm zu aktivieren, bestaetige mit starten", lang='de')  
        tts.save("audio1.mp3")  
        os.system("mpg321 audio1.mp3")

        # Spielraum fuer erneute Eingaben, falls etwas nicht funktioniert hat  
        for i in range(Trys):  
            for j in range(MaxTrys):  
                calledWord = recognize\_speech\_from\_mic(recognizer, microphone)  
                strCalledWord = str("{}".format(calledWord["transcription"]))  
                if calledWord["transcription"]:  
                    break  
                if not calledWord["success"]:  
                    break  
                print("Ich konnte Sie nicht verstehen. Bitte erneute Eingabe\n")

            # wenn es einen Error gibt, neu instanzieren  
            if calledWord["error"]:  
                print("ERROR: {}".format(calledWord["error"]))  
                break

            # Ausgeben des Strings in der Konsole  
            print("You said: {}".format(calledWord["transcription"]))

            # Wenn das eingegebene Wort gleich dem Startwort ist, Programm ausführen  
            if strCalledWord == Startword:  
                startword\_is\_correct = True

            if startword\_is\_correct:  
                print("Correct! You win!".format(Startword))  
                tts = gTTS(text="Bitte gebe die gewuenschte X Koordinate an", lang='de')  
                tts.save("audio2.mp3")  
                os.system("mpg321 audio2.mp3")  
                gotxcord = True  
                while gotxcord:  
                    xcord = recognize\_speech\_from\_mic(recognizer, microphone)  
                    zeichenx = str("{}".format(xcord["transcription"]))  
                    # Wenn zeichen numerisch ist und keine 'Bugzahl' ist, wird Koordinate gespeichert (umwandeln von String in Int)  
                    if zeichenx.isdigit() and zeichenx != "8 Uhr" and zeichenx != "11 Uhr":  
                        zahlx = int(zeichenx)  
                        goal\_pose.x = zahlx  
                        gotxcord = False  
                    # Ausgleichen eines Buggs, die zahlen 8 und 11 werden jeweils als 8 und 11 Uhr ausgegeben, dies wird hiermit uebergangen  
                    elif zeichenx == "8 Uhr":  
                        goal\_pose.x = 8  
                        gotxcord = False  
                    # Ausgleichen eines Buggs, die zahlen 8 und 11 werden jeweils als 8 und 11 Uhr ausgegeben, dies wird hiermit uebergangen  
                    elif zeichenx == "11 Uhr":  
                        goal\_pose.x = 11  
                        gotxcord = False  
                    else:  
                        tts = gTTS(text="Die Eingabe ist ungueltig", lang='de')  
                        tts.save("audio5.mp3")  
                        os.system("mpg321 audio5.mp3")

                print("Waehle die Y. Koordinate".format(Startword))  
                tts = gTTS(text="Bitte gebe die gewuenschte Y Koordinate an", lang='de')  
                tts.save("audio3.mp3")  
                os.system("mpg321 audio3.mp3")  
                gotycord = True  
                while gotycord:  
                    ycord = recognize\_speech\_from\_mic(recognizer, microphone)  
                    zeicheny = str("{}".format(ycord["transcription"]))  
                    if zeicheny.isdigit() and zeicheny != "8 Uhr" and zeicheny != "11 Uhr":  
                        zahly = int(zeicheny)  
                        goal\_pose.y = zahly  
                        gotycord = False  
                    elif zeicheny == "8 Uhr":  
                        goal\_pose.y = 8  
                        gotycord = False  
                    elif zeicheny == "11 Uhr":  
                        goal\_pose.y = 11  
                        gotycord = False  
                    else:  
                        os.system("mpg321 audio5.mp3")  
            else:  
                self.getGoalFromUser()  
            return goal\_pose

    def recognize\_speech\_from\_mic(recognizer, microphone):  
        # Uebertragen der Sprache von dem Mikrofon, gibt ein Dictionary zurück  
        # "success": Boolscher Wert ob API Anfrage erfolgreich war  
        # "error":   `None` wenn kein Fehler auftrat, ansonsten ein String mit einer  
        # Fehlermeldung, dass die API nicht erreicht werden konnte oder  
        # die Sprachaufnahme fehlgeschlagen ist  
        # transcription 'None' wenn Text nicht umgewandelt werden konnte, ansonsten  
        # String mit dem umgewandelten Text

        # Ueberprüfen, ob Erkennungs- und Mikrofonargumente vom richtigen Typ sind  
        if not isinstance(recognizer, sr.Recognizer):  
            raise TypeError("`recognizer` must be `Recognizer` instance")

        if not isinstance(microphone, sr.Microphone):  
            raise TypeError("`microphone` must be `Microphone` instance")  
        # Anpassung Erkennungsempfindlichkeit an Umgebungsgeräusche und zeichne Audio auf  
        with microphone as source:  
            recognizer.adjust\_for\_ambient\_noise(source)  
            audio = recognizer.listen(source)

        # Erstellen Antwort Objekt  
        response = {  
            "success": True,  
            "error": None,  
            "transcription": None  
        }

        # Versuchen, die Sprache in der Aufnahme zu erkennen  
        # wenn ein RequestError oder UnknownValueError abgefangen wird,  
        # wird das Antwort Objekt Aktualisiert  
        try:  
            response["transcription"] = recognizer.recognize\_google(audio, language ='de-DE')  
        except sr.RequestError:  
            # API konnte nicht erreicht werden  
            response["success"] = False  
            response["error"] = "API unavailable"  
        except sr.UnknownValueError:  
            # Sprache war unverständlich  
            response["error"] = "Unable to recognize speech"

        return response

    def move2goal(self):  
        # Faehrt die Turtle an die angegebene Position  
        distance\_tolerance = 0.1  
        # fuer die Funktion lokale Objekte instanzieren => kein self notwendig  
        vel\_msg = Twist()  
        # Debug Info  
        rospy.loginfo("Start Pose is %s %s", self.pose.x, self.pose.y)  
        rospy.loginfo("Goal is       %s %s", self.goal.x, self.goal.y)  
        rospy.loginfo("Distannce to Goal is  %f ", self.euclidean\_distance(self.goal))  
        rospy.loginfo("SteeringAngle to Goal is  %f ", self.steering\_angle(self.goal))

        while self.euclidean\_distance(self.goal) >= distance\_tolerance:  
            # Porportional controller

            # Lineare Geschwindigkeit in der x-achse.  
            vel\_msg.linear.x = self.linear\_vel(self.goal)  
            vel\_msg.linear.y = 0  
            vel\_msg.linear.z = 0

            # Winkel Geschwindigkeit in der z-achse.  
            vel\_msg.angular.x = 0  
            vel\_msg.angular.y = 0  
            vel\_msg.angular.z = self.angular\_vel(self.goal)

            # Publishing der Geschwindigkeit (velocity)  
            self.velocity\_publisher.publish(vel\_msg)

            # Publishen mit der festgelegte Rate  
            self.rate.sleep()  
            rospy.loginfo("Pose is %s %s", self.pose.x, self.pose.y)  
            rospy.loginfo("Speed is x: %s  theta: %s", vel\_msg.linear.x, vel\_msg.angular.z)

        # Wenn Ziel erreicht, Turtle stoppen  
        rospy.loginfo(" ######  Goal reached #######")  
        vel\_msg.linear.x = 0  
        vel\_msg.angular.z = 0  
        self.velocity\_publisher.publish(vel\_msg)

    def askForNewTry(self):  
        # Falls man noch zu anderen Koordinaten fahren möchte, erfolgt eine erneute Abfrage  
        tts = gTTS(text="Moechten Sie noch zu anderen Koordinaten fahren?", lang='de')  
        tts.save("audio12.mp3")  
        os.system("mpg321 audio12.mp3")  
        hearForNewTry = True  
        while hearForNewTry:  
            TryString = recognize\_speech\_from\_mic(recognizer, microphone)  
            TryString = str("{}".format(TryString["transcription"]))  
            if TryString == "ja":  
                hearForNewTry = False  
                turtle1.GoTurtle()  
            if TryString == "nein":  
                hearForNewTry = False  
                tts = gTTS(text="Mit Startseite, gelangen Sie zurueck zum Hauptmenue", lang='de')  
                tts.save("audio11.mp3")  
                os.system("mpg321 audio11.mp3")

    def GoTurtle(self):  
        turtle1.goal = turtle1.getGoalFromUser()  
        turtle1.move2goal()  
        turtle1.askForNewTry()

    def LinearTurtle(self):  
        turtle1.goal = turtle1.TurtleLinear()

    def \_RefreshVelocity(self):  
        # Aktualisieren von linea und angula velocity  
        global linea  
        global angula  
        global ActivateRefresh  
        vel\_msg = Twist()  
        ActivateRefresh = True  
        InstanceRefresh = True  
        while InstanceRefresh:  
            while ActivateRefresh:  
                vel\_msg.linear.x = linea  
                vel\_msg.angular.z = angula  
                self.velocity\_publisher.publish(vel\_msg)

    def SaveTrackData(self):  
        # Speichern der aktuellen Daten in Listen, zur Erfassung der Strecke  
        global linea  
        global angula  
        global SaveData  
        global LineaList  
        global AngulaList  
        global xList  
        global yList  
        global AnzahlLoops  
        startLoop = True  
        while startLoop:  
            while SaveData:  
                LineaList.append(linea)  
                AngulaList.append(angula)  
                xList.append(turtle1.pose.x\*50)  
                yList.append(turtle1.pose.y\*50)  
                AnzahlLoops += 1  
                print(LineaList)  
                time.sleep(0.05)

    def MenuAction(self):  
        # Startmenue - Fenster instanzieren  
        startseite = Startseite()  
        steuerung = Steuerung()  
        steuerung.close()  
        koordinaten = Koordinaten()  
        koordinaten.close()  
        richtung = Richtung()  
        richtung.close()  
        tts = gTTS(text="Hallo, dies ist eine Sprachsteuerung fuer die ros ToertelSim. Zur Auswahl einer Aktion reicht es diese Auszusprechen", lang='de')  
        tts.save("audio8.mp3")  
        os.system("mpg321 audio8.mp3")  
        hearformenu = True  
        while hearformenu:  
            MenuString = recognize\_speech\_from\_mic(recognizer, microphone)  
            MenuString = str("{}".format(MenuString["transcription"]))  
            print(MenuString)  
            if MenuString == "zu Koordinaten fahren":  
                koordinaten = Koordinaten()  
                startseite.close()  
                self.GoTurtle()  
            if MenuString == "in Richtung fahren":  
                richtung = Richtung()  
                startseite.close()  
                self.LinearTurtle()  
            if MenuString == "Steuerung":  
                steuerung = Steuerung()  
                startseite.close()  
            if MenuString == "beenden":  
                exit(0)  
            if MenuString == "startseite":  
                os.system("gnome-terminal -x rosrun turtlesim turtlesim\_node")  
                startseite = Startseite()  
                steuerung.close()  
                richtung.close()  
                koordinaten.close()

    def TurtleLinear(self):  
        global linea  
        global angula  
        global ActivateRefresh  
        global SaveData  
        global LineaList  
        global AngulaList  
        global AnzahlLoops  
        global startPainting  
        WartenAufAuswahl = False  
        startword\_is\_correct = False

        # Neuen Thread erstellen, der die Turtlesim position Aktualisiert  
        thread = threading.Thread(target=self.\_RefreshVelocity, args=())  
        thread.daemon = True  
        thread.start()

        # Startwort zum aktivieren des Programms  
        Startword = "starten"

        Trys = 1  
        MaxTrys = 5

        recognizer = sr.Recognizer()  
        microphone = sr.Microphone()

        tts = gTTS(text="Um das Programm zu aktivieren, bestaetige mit starten", lang='de')  
        tts.save("audio7.mp3")  
        os.system("mpg321 audio7.mp3")

        for i in range(Trys):  
            for j in range(MaxTrys):  
                calledWord = recognize\_speech\_from\_mic(recognizer, microphone)  
                strCalledWord = str("{}".format(calledWord["transcription"]))  
                if calledWord["transcription"]:  
                    break  
                if not calledWord["success"]:  
                    break  
                print("Ich konnte Sie nicht verstehen. Bitte erneute Eingabe\n")

            # wenn es einen Error gibt, neu instanzieren  
            if calledWord["error"]:  
                print("ERROR: {}".format(calledWord["error"]))  
                break

            # show the user the transcription  
            print("You said: {}".format(calledWord["transcription"]))

            if strCalledWord == Startword:  
                startword\_is\_correct = True

            if startword\_is\_correct:  
                print("Korrekt! Weiter im Programm".format(Startword))  
                tts = gTTS(text="Sie koennen nun die Schildkroete, durch die angegebenen Befehle steuern.", lang='de')  
                tts.save("audio2.mp3")  
                os.system("mpg321 audio2.mp3")  
                gotxqcord = True  
                anzahl = 0

                while gotxqcord:  
                    xqcord = recognize\_speech\_from\_mic(recognizer, microphone)  
                    zeichenx = str("{}".format(xqcord["transcription"]))

                    # Abfrage der Eingabe  
                    if zeichenx == "nach vorne" or zeichenx == "vorne":  
                        linea = 0.5  
                        angula = 0  
                        print("vorwaerts")  
                        SaveData = True  
                    if zeichenx == "nach hinten" or zeichenx == "hinten":  
                        linea = -0.5  
                        angula = 0  
                        print("rueckwaerts")  
                        SaveData = True  
                    if zeichenx == "nach rechts" or zeichenx == "rechts":  
                        linea = 0.5  
                        angula = -0.7  
                        print("rechts")  
                        SaveData = True  
                    if zeichenx == "nach links" or zeichenx == "links":  
                        linea = 0.5  
                        angula = 0.7  
                        print("links")  
                        SaveData = True  
                    if zeichenx == "Stillstand" or zeichenx == "Stopp" or zeichenx == "stehen bleiben" or zeichenx == "anhalten":  
                        linea = 0  
                        angula = 0  
                        print("Stillstand")  
                        SaveData = False

                    if zeichenx == "letzte Strecke":  
                        startPainting = True  
                        os.system("gnome-terminal -x rosrun turtlesim turtlesim\_node")  
                        MovesTrack = True  
                        tts = gTTS(text="Die letzte Strecke wird nun erneut gefahren.", lang='de')  
                        tts.save("audio13.mp3")  
                        os.system("mpg321 audio13.mp3")  
                        while MovesTrack:  
                            linea = LineaList[anzahl]  
                            angula = AngulaList[anzahl]  
                            anzahl += 1  
                            print("letzte Strecke wird ausgeführt")  
                            if anzahl >= AnzahlLoops:  
                                linea = 0  
                                angula = 0  
                                MovesTrack = False  
                                w.show()  
                                tts = gTTS(text="Sie koennen nun die Strecke speichern oder verwerfen", lang='de')  
                                tts.save("audio14.mp3")  
                                os.system("mpg321 audio14.mp3")  
                                WartenAufAuswahl = True  
                            time.sleep(0.05)

                    if zeichenx == "Strecke speichern" and WartenAufAuswahl == True:  
                        tts = gTTS(text="Legen Sie nun einen Datei namen fest", lang='de')  
                        tts.save("audio14.mp3")  
                        os.system("mpg321 audio14.mp3")  
                        print("Warte auf Dateinamen...")  
                        Dateiname = recognize\_speech\_from\_mic(recognizer, microphone)  
                        DateiString = str("{}".format(Dateiname["transcription"]))  
                        BildFormat = str(".png")  
                        print(DateiString+BildFormat)  
                        drawer.saveImage(DateiString+BildFormat, "PNG")  
                        tts = gTTS(text="Die Datei wurde erfolgreich unter"+DateiString+BildFormat+"gespeichert", lang='de')  
                        tts.save("audio15.mp3")  
                        os.system("mpg321 audio15.mp3")  
                        WartenAufAuswahl = False  
                        w.close()

                    if zeichenx == "Strecke verwerfen" and WartenAufAuswahl == True:  
                        WartenAufAuswahl = False  
                        w.close()  
                    if zeichenx == "schneller" and linea > 0:  
                        linea += 0.3  
                    if zeichenx == "schneller" and linea < 0:  
                        linea -= 0.3  
                    if zeichenx == "langsamer" and linea > 0:  
                        linea -= 0.3  
                    if zeichenx == "langsamer" and linea < 0:  
                        linea += 0.3  
                    if zeichenx == "Programm beenden":  
                        print("Programm beenden")  
                        os.system("mpg321 audio11.mp3")  
                        gotxqcord = False  
                        ActivateRefresh = False  
                        SaveData = False  
            else:  
                self.LinearTurtle()

class Steuerung(QMainWindow):  
    def \_\_init\_\_(self, parent=None):  
        super(Steuerung, self).\_\_init\_\_(parent)  
        # Steuerungs Fenster, mit angezeigter Informationsgrafik  
        self.setGeometry(600, 400, 700, 500)  
        self.setWindowTitle('Steuerung')  
        self.setWindowIcon(self.style().standardIcon(QStyle.SP\_FileDialogInfoView))

        vbox = QVBoxLayout()  
        label = QLabel(self)  
        label.setGeometry(0, 0, 700, 500)  
        pixmap = QPixmap('Steuerung.png')  
        label.setPixmap(pixmap)

        vbox.addWidget(label)  
        self.setLayout(vbox)  
        self.show()

class Koordinaten(QMainWindow):  
    def \_\_init\_\_(self):  
        super(Koordinaten, self).\_\_init\_\_()  
        # Zu Koordinaten fahren Fenster, mit angezeigter Informationsgrafik  
        self.setGeometry(600, 400, 700, 500)  
        self.setWindowTitle('Koordinaten')  
        self.setWindowIcon(self.style().standardIcon(QStyle.SP\_FileDialogInfoView))

        vbox = QVBoxLayout()  
        label = QLabel(self)  
        label.setGeometry(0, 0, 700, 500)  
        pixmap = QPixmap('Koordinaten.png')  
        label.setPixmap(pixmap)

        vbox.addWidget(label)  
        self.setLayout(vbox)  
        self.show()

class Richtung(QMainWindow):  
    def \_\_init\_\_(self):  
        super(Richtung, self).\_\_init\_\_()  
        # In Richtung fahren, mit angezeigter Informationsgrafik  
        self.setGeometry(600, 400, 700, 500)  
        self.setWindowTitle('Richtung')  
        self.setWindowIcon(self.style().standardIcon(QStyle.SP\_FileDialogInfoView))

        vbox = QVBoxLayout()  
        label = QLabel(self)  
        label.setGeometry(0, 0, 700, 500)  
        pixmap = QPixmap('Richtung.png')  
        label.setPixmap(pixmap)

        vbox.addWidget(label)  
        self.setLayout(vbox)  
        self.show()

class Drawer(QWidget):  
    def \_\_init\_\_(self, parent=None):  
        QWidget.\_\_init\_\_(self, parent)  
        # Widget instanzieren, abmaße festlegen  
        # PaintEvent zum Strecken speichern  
        self.setAttribute(Qt.WA\_StaticContents)  
        h = 550  
        w = 550  
        self.myPenWidth = 13  
        self.myPenColor = Qt.black  
        self.image = QImage(w, h, QImage.Format\_RGB32)

    def saveImage(self, fileName, fileFormat):  
        # Wird aufgerufen wenn Bild gespeichert werden soll  
        self.image.save(fileName, fileFormat)

    def paintEvent(self, event):  
        # Zeichen des Image in die BildBox  
        painter = QPainter(self)  
        painter.drawImage(event.rect(), self.image, self.rect())  
        self.image.fill(Qt.white)  
        self.paintEvent2(event)  
        painter.end()  
        self.update()

    def paintEvent2(self, event):  
        global linea  
        global angula  
        global positionx  
        global positiony  
        global AnzahlLoops  
        global xList  
        global yList  
        anzahl = 0  
        painter2 = QPainter(self.image)  
        painter2.setPen(QPen(Qt.black, 5, Qt.SolidLine))  
        painter2.setBrush(QBrush(Qt.blue, Qt.SolidPattern))

        # fuer jeden Punkt in der Liste, die die Positionen gespeichert haben, wird ein Rechteck an dessen Position gezeichnet  
        for i in range(AnzahlLoops):  
            anzahl += 1  
            positionx = xList[anzahl]  
            # Symmetrie umkehren, sonst ist das Bild im Vergleich zur Turtlesim spiegelverkehrt  
            positiony = 550 + (-1)\*yList[anzahl]  
            painter2.drawRect(positionx, positiony, 3, 3)

        self.update()

class BoxContainer(QWidget):  
    def \_\_init\_\_(self, parent=None):  
        QWidget.\_\_init\_\_(self, parent)

        # BildBox, hier wird das Image eingefügt, worauf der Painter die Strecke malt  
        self.setGeometry(0, 0, 570, 630)  
        self.setWindowTitle('Speicherung')  
        self.setStyleSheet("background-color: black;")  
        self.btnSave = QPushButton("Strecke speichern")  
        self.btnSave.setStyleSheet('background-color: rgb(0,255,68); color: #fff; font-size: 20px')  
        self.btnClear = QPushButton("Strecke verwerfen")  
        self.btnClear.setStyleSheet('background-color: rgb(252,23,3); color: #fff; font-size: 20px')  
        self.setLayout(QVBoxLayout())  
        self.layout().addWidget(self.btnSave)  
        self.layout().addWidget(self.btnClear)  
        self.layout().addWidget(drawer)

class Startseite(QMainWindow):  
    def \_\_init\_\_(self):  
        super(Startseite, self).\_\_init\_\_()  
        self.setGeometry(600, 400, 700, 500)  
        self.setStyleSheet("background-color: black;")  
        self.setWindowTitle('Startseite')

        layoutV = QVBoxLayout()  
        # Zu Koordinaten fahren Button  
        self.pushButton = QPushButton(self)  
        self.pushButton.setStyleSheet('background-color: rgb(0,238,255); color: #fff; font-size: 20px')  
        self.pushButton.setGeometry(200, 10, 300, 100)  
        self.pushButton.setText('Zu Koordinaten fahren')

        # In Richtung fahren Button  
        self.pushButton2 = QPushButton(self)  
        self.pushButton2.setStyleSheet('background-color: rgb(0,255,68); color: #fff; font-size: 20px')  
        self.pushButton2.setGeometry(200, 130, 300, 100)  
        self.pushButton2.setText('In Richtung fahren')

        # Steuerung Button  
        self.pushButton3 = QPushButton(self)  
        self.pushButton3.setStyleSheet('background-color: rgb(192,0,255); color: #fff; font-size: 20px')  
        self.pushButton3.setGeometry(200, 250, 300, 100)  
        self.pushButton3.setText('Steuerung')

        # Beenden Button  
        self.pushButton4 = QPushButton(self)  
        self.pushButton4.setStyleSheet('background-color: rgb(252,23,3); color: #fff; font-size: 20px')  
        self.pushButton4.setGeometry(200, 370, 300, 100)  
        self.pushButton4.setText('Beenden')

        # Zum Layout hinzufügen  
        layoutV.addWidget(self.pushButton)  
        layoutV.addWidget(self.pushButton2)  
        layoutV.addWidget(self.pushButton3)  
        layoutV.addWidget(self.pushButton4)  
        self.setLayout(layoutV)  
        self.show()

if \_\_name\_\_ == '\_\_main\_\_':  
    os.system("gnome-terminal -x roscore")  
    os.system("gnome-terminal -x rosrun turtlesim turtlesim\_node")  
    recognizer = sr.Recognizer()  
    microphone = sr.Microphone()  
    app = QApplication(sys.argv)  
    turtle1 = TurtleBotClass()  
    drawer = Drawer()  
    w = BoxContainer()  
    # Menue Thread wird gestartet, daemon sagt aus, dass das Hauptprogramm  
    # beendet werden darf, auch wenn noch Threads im Hintergrund laufen  
    threada = threading.Thread(target=turtle1.MenuAction, args=())  
    threada.daemon = True  
    threada.start()  
    # SaveTrackData Thread wird gestartet  
    threada2 = threading.Thread(target=turtle1.SaveTrackData, args=())  
    threada2.daemon = True  
    threada2.start()  
    sys.exit(app.exec\_())