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# Overview

EPSMI is the Scala implementation of the original Electrum Personal Server written in Python by Chris Belcher.

Intention of EPSMI is to provide alternative implementation, which could be more accessible and readable to Scala and Java developers, as well as subjectively more accessible for people who find Scala structure and type system more readable than Python.

Another intention is to ease the maintenance burden, again, given Scala-inclined developers are in charge, and last but not least, to ease the effort of adding new features.

## What is present in EPS and missing in EPSMI

* TOR
* Rescan is a command line parameter in EPS, while configuration setting in EPSMI

## Features of EPSMI going beyond EPS

* TBD ☺

# Installation and Setup

## Local Bitcoin Node

## Electrum Wallet

## EPSMI

### Download binary and run

Check integrity and fingerprint after download.

### Build your own and run

### EPSMI Configuration

### Preparing keystore file for SSL

# API

## Miscellaneous Queries by Electrum Wallet

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Name | Description | Input Parameters | Output Parameters | Errors and Exceptions |
| server.ping |  | None | None | TODO |
| server.banner | Provides information about server, blockchain and Bitcoin network that is visible in the console tab of Electrum app. | None | String with banner text. | Calls networkInfo and blockchainInfo – may throw exception (TODO – see how these exceptions are handled). |
| server  .donation\_address | Provides donation address which will be used by Electrum app in the Help/Donate to server function | None | String with Bitcoin address that can be used as Electrum payment destination. | - |
| mempool  .get\_fee\_histogram | The histogramisan array of [fee, vsize] pairs, where vsizen is the cumulative virtual size of mempool transactions with a fee rate in the interval [feen-1, feen], and feen-1 > feen.  (Deprecated? – check it out, this API is resource intensive and is currently switched off – TODO – turn it on and test**)** | None | Array[Array[Int]] – array of pairs of integers for fee and vsize |  |
| server.version | Note that returned server version must be 1.4, changing it has serious implications as some logic triggers on the client side, change it from 1.4 only if you know what you are doing | Two strings representing Electrum client version, currently ignored | Array of strings, consisting of server name and version |  |
| blockchain.estimatefee |  | waitBlocks – integer indicating urgency for the fee requested – in how many blocks confirmation is expected (must be in range 1-1008 | BigDecimal – fee rate | Error when waitBlocks parameter is not in the range 1-1008 |
| blockchain.relayfee |  | none | BigDecimal - minimum relay fee for transactions in BTC/kB, transactions with fee less than this won’t be broadcast by the node (currently it is 1000 satoshis) |  |
| blockchain.scripthash  .get\_balance | Confirmed and unconfirmed balances of a scripthash | String containing scripthash as hex, e.g.: 5be022609383  d23e2d545b3  b359446466c  269686c1e697  b60355424ed3  0490d2 | {  "confirmed": "1.03873966",  unconfirmed": "0.236844"  } | **TODO – futurize it** |
| blockchain.scripthash  .get\_history |  | String containing scripthash as hex, e.g.: 5be022609383  d23e2d545b3  b359446466c  269686c1e697  b60355424ed3  0490d2 | Array of HistoryItem, containing height, tx\_hash and fee (HistoryItem represents transaction in a scripthash history |  |

### blockchain.scripthash.get\_balance

For a given scripthash sh, we retrieve history elements from transaction monitor state transaction history. For each history element, we obtain txhash, from txhash we obtain decoded raw transaction (via 2 calls to bitcoin rpc). In a raw transaction we have access to vout, we filter vouts whose scriptpubkey is our sh, and collect amounts and confirmation counts. We also collect from vin utxos txhashes and delete them if thay happen to already be in our collection – this is to avoid counting output of one transaction is consumed by another for the same scripthash. At the end we sum separately amounts with zero confirmations and with 1 or more confirmations.

## Block-related Queries by Electrum Wallet

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Name | Description | Input Parameters | Output Parameters | Errors and Exceptions |
| blockchain.block  .header | Hex representation of block’s header information | Block height (integer) | Block header hex (string) |  |
| blockchain.block  .get\_header | Dictionary representation of block’s header information | Block height (integer) | Header result dictionary HeaderResult |  |
| blockchain.block  .headers | Concatenated hex representation of multiple block’s header information | Block start height and count | Result dictionary BlockHeadersResult |  |
| blockchain.block  .get\_chunk | Concatenated hex representation of multiple block’s header information | Desired 2016 blocks chunk number – first 2016 blocks when 0, second 2016 blocks when 1, etc. | Concatenated block header hexes for all blocks in a chunk (of size 2016 or less) |  |

### blockchain.block.header

Block height is converted to block hash via RPC getBlockHash, then block header structure is obtained via RPC getBlockHeader. Information from the header structure is packed according to the format:

<i32s32sIII

Which translates to:

little endian int | byte[32] | byte[32] | unsigned int | unsigned int | unsigned int

The following information is inserted:

blockHeader.version

blockHeader.previousblockhash

blockHeader.merkleroot

blockHeader.time

blockHeader.bits

blockHeader.nonce

Returned string length is 160 which is hex representation of the 80 bytes filled out as above (4+32+32+4+4+4).

The information is the same as bitcoin-cli getblockheader with verbose = false, e.g.:

***bitcoin-cli getblockheader 00000000c937983704a73af28acdec37b049d214adbda81d7e2a3dd146f6ed09 false***

Note that you need block hash as input for the above call, which you can obtain from block height via a call to getblockhash, e.g.:

***bitcoin-cli getblockhash 600000***

### blockchain.block.get\_header

Similar to blockchain.block.header, only information is returned not as array of bytes in hex, but rather as a dictionary with the following fields:

* Block height
* Previous block hash
* Timestamp
* Merkle root
* Version
* Nonce
* Bits

The information is the same as bitcoin-cli getblockheader with verbose = true, e.g.:

***bitcoin-cli getblockheader 00000000c937983704a73af28acdec37b049d214adbda81d7e2a3dd146f6ed09 true***

### blockchain.block.headers

Similar to blockchain.block.header, only returned hex contains concatenated byte arrays of many blocks. Returned BlockHeadersResult structure contains the following fields:

* Hex – hex string being a result of concatenation of 80-byte arrays (160 character hex strings), each in format as in the result of blockchain.block.header
* Count – effective count, maybe smaller than given count if highest block has been reached
* Max – maximum number of blocks that can be processed, it is a constant set to 2016

Note that implementation utilizes the fact that get RPC getblockheader returns hashes to the previous and next blocks. Hence, we only need to call RPC getblockhash, converting block height to block hash, once, and for subsequent blocks we can only call RPC getblockheader, always using the nextblockhash field from GetBlockHeaderResult. Note that GetBlockHeaderResult is a structure returned by RPC getblockheader.

### blockchain.block.get\_chunk

Similar to blockchain.block.headers, only does not return a structure but rather a single concatenated string. Input parameter is a chunk number, so it is 0, result will contain headers for the first 2016 blocks. If it is 1, result will contain headers for the second 2016 blocks, etc. If chunk exceeds the highest block, fewer than 2016 headers will be returned.

Result is a hex encoded string whose length is a multiple of 160, typically the length will be 2016\*160 (322560) or less if the chunk borders with the highest block.

## Transaction-related Queries by Electrum Wallet

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Name | Description | Input Parameters | Output Parameters | Errors and Exceptions |
| blockchain.transaction  .get | Provides hex representation of transaction data | Transaction id (string) | Hex representation of transaction (string) |  |
| blockchain.transaction  .id\_from\_pos | Provides n-th transaction id in a given block | Block height, position within block (pos, integer), include merkle information (merkle, boolean) | If merkle is false, returns pos-th transaction id within block of given height  If merkle is true, returns a struct with 2 fields: tx\_hash with pos-th transaction id and merkle with electrum merkle proof (list of strings) |  |
| blockchain.transaction  .get\_merkle | Provides merkle proof for a given transaction presence in the block | Transaction id (txid, string), block height (integer) | Struct with 3 fields: block\_height, pos (position within block) and merkle with electrum merkle proof (list of strings) |  |
| blockchain.transaction  .broadcast |  |  |  |  |

### blockchain.transaction.get

Accepts transaction id and returns transaction in hexadecimal form.

Calls RPC gettransaction which provides in-wallet transaction, e.g.:

***bitcoin-cli gettransaction "22667c482f0f69daefabdf0969be53b8d539e1d2abbfc1c7a193ae38ec0d3e31"***

Among fields returned by this call is a field hex, which contains raw data for the transaction.

If transaction is not in-wallet, the API uses another RPC, getrawtransaction, e.g.:

***bitcoin-cli getrawtransaction "b850bd9f727888019ddd5481124b83c17b9dd263fe4c7c007a0a6c0f4c0f1573"***

The second call returns only raw data for the transaction.

### blockchain.transaction.id\_from\_pos

Third parameter merkle decides if merkle proof information is required.

If merkle is false, the call boils down to calling RPC getblockhash to obtain blockhash from block height, then calling RPC getblock to obtain GetBlockResult, from which pos-th transaction id is taken from the field tx.

If merke is true, additional call is being made to gettxoutproof, which provides MerkleBlock, which is then converted to Electrum merkle proof format, which is ElectrumMerkleProof. The conversion disassembles raw data provided by gettxoutproof.

RPC gettxoutproof returns a serialized, hex-encoded proof that a given transaction is included in the block.

### blockchain.transaction.get\_merkle

Similar to blockchain.transaction.id\_from\_pos with merkle=true, yet here we only know transaction id, and we want to know the block and position within block and merkle proof of transaction presence in the block.

Given txid we call RPC getrawtransaction, from which we obtain block hash, which is fed to RPC getblockheader to obtain block header. This is needed to learn the block containing our transaction. Then we call RPC gettxoutproof to obtain merkle proof, and we deserialize it into Electrum merkle proof format, in the same way as in blockchain.transaction.id\_from\_pos.

## Subscription Queries

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Name | Description | Input Parameters | Output Parameters | Errors and Exceptions |
| blockchain.scripthash  .subscribe |  |  |  |  |
| blockchain.headers  .subscribe |  |  |  |  |
| server.peers  .subscribe |  |  |  |  |

# Testing

## Run tests via SBT

***sbt test -Djavax.net.ssl.keyStore=/Users/miloszm/proj/epsmi/rpcserver2.jks -Djavax.net.ssl.keyStorePassword=123456***

Note – requires running a fully synchronized Bitcoin node, and a local Electrum wallet.

TODO – make sure tests run with any wallet content

## Manual Acceptance Testing in Testnet

Switch local Bitcoin node to Testnet. Make sure it is fully synchronized.

Switching is done in bitcoin.conf, change testnet=0 to testnet=1

You can open Bitcoin Core configuration file by going to Bitcoin Core/Preferences, and push the button Open Configuration File.

Switch EPSMI to Testnet.

You can do it by changing testnet=false to testnet=true in EPSMI configuration.conf file.

Start Electrum wallet in Testnet mode.

This can be done, for example, by starting Electrum via the following command:

***/Applications/Electrum.app/Contents/MacOS $./run\_electrum --testnet***

Make sure your wallet is only using EPSMI as the Electrum server.

Go to Testnet faucet and send some bitcoin to your wallet.

***https://bitcoinfaucet.uo1.net/send.php***

Make sure new bitcoin appears correctly in your wallet, and confirmation process is shown as expected.

Send some bitcoin from your wallet back to the faucet (or any other destination) and make sure your wallet balances change as expected, see the confirmation process being show as expected.

# Full Configuration Documentation

|  |  |  |
| --- | --- | --- |
| subscription.link | "-na-" | Used for "Manage Subscription" link in the digest. |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |

Note

As example, current production settings are as follows:

|  |  |
| --- | --- |
| Entry Name | Entry Value |
| cerebro.activity.sso.url | http://sappc2ci.swissre.com:8080/sap/zcrm\_sso?crmparam= |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

# Modules, Internals

# Issues

# Future extensions