![](data:image/png;base64,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)
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| 1. **实验目的** 2. 理解Linux进程管理机制，掌握fork()、exec()系列函数的使用。 3. 掌握进程间通信（IPC）机制，特别是管道（pipe）的使用。 4. 实现一个简单的Shell程序，能够解析并执行包含管道（|）和输出重定向（>）的命令。 5. 熟悉Linux文件I/O操作，实现输出重定向功能。 6. **实验内容**   **①实验任务简述**  用C语言编写一个简易Shell程序myShell.c，在Linux环境下运行后，显示提示符：  MyShPrompt >  用户可以输入形如：  command1 | command2 | command3 | command4 > file.txt  的命令行，程序需完成如下功能：   * 最多支持**4个命令**用|管道连接。 * 最终命令的输出可通过>重定向至文件。 * 每个命令可以包含参数（如 wc -l）。 * 自动解析命令行、创建子进程、设置管道与重定向，执行命令。   示例命令  MyShPrompt> cat country.txt city.txt | egrep 'g' | sort | more > countryCitygSorted.txt  MyShPrompt> cat country.txt city.txt | egrep 'g' | sort | wc -l > countryCitygCount.txt  要求使用以下命令：   * 使用fork()创建子进程 * 用pipe()实现命令间通信 * 用exec()执行命令 * 用dup2()重定向输入输出   **②输入文件**  图1 country.txt  图2 city.txt  **③输出文件：**   * countryCitygSorted.txt * countryCitygCount.txt  1. **实验步骤及方案**   **①流程图**  图3 系统流程图  图4 数据流图  **②项目总体框架**  图5 系统架构图  **③代码细节**  **1显示提示符**  // 获取当前工作目录  int **getCurWorkDir**() {      char\* result = **getcwd**(curPath, BUF\_SZ);      if (result == NULL)          return ERROR\_SYSTEM;      else return RESULT\_NORMAL;  }  获取当前工作目录。如果失败，退出程序  // 获取当前用户名  void **getUsername**() {      struct passwd\* pwd = **getpwuid**(**getuid**());  **strcpy**(username, pwd->pw\_name);  }  // 获取主机名  void **getHostname**() {  **gethostname**(hostname, BUF\_SZ);  }  获取当前的用户名和主机名，以便在shell提示符中显示  while (TRUE) {      // 打印提示符（绿色）  **printf**("\e[32;1m%s@%s:%s\e[0m$ ", username, hostname,curPath);  拼接并打印提示符  **2提取参数**  // 将命令按空格分割，返回分割后的命令数量  int **splitCommands**(char command[BUF\_SZ]) {      int num = 0; // 命令计数      int i, j;      int len = **strlen**(command); // 获取命令字符串长度      for (i = 0, j = 0; i < len; ++i) {          if (command[i] != ' ') { // 如果不是空格，加入当前命令              commands[num][j++] = command[i];          } else {              if (j != 0) { // 遇到空格且当前命令非空，结束当前命令                  commands[num][j] = '\0'; // 添加字符串结束符                  ++num;                  j = 0;              }          }      }      if (j != 0) { // 最后一个命令处理          commands[num][j] = '\0';          ++num;      }      return num; // 返回命令数  }  将用户输入的一整条命令按照空格分割成一个个参数，并返回参数个数   * 构造管道：创建一个管道，用于在父进程和子进程之间传输数据。 * 子进程中调用command -v：子进程通过system()执行command -v <command>来检查命令是否存在，并将结果重定向到管道。 * 父进程读取管道输出：父进程通过管道读取子进程的输出，并根据输出判断命令是否存在。 * 根据输出判断命令是否存在：如果管道没有输出，表示命令不存在，返回FALSE；否则返回TRUE。 * 恢复标准输入输出：恢复父进程的标准输入和输出流，以保持正常的输入输出操作。   **3判断执行是否可行**  // 检查命令是否存在  int **isCommandExist**(const char\* command) {      if (command == NULL || **strlen**(command) == 0) return FALSE;      int result = TRUE;      int fds[2];      if (**pipe**(fds) == -1) {          result = FALSE;      } else {          // 保存标准输入输出          int inFd = **dup**(STDIN\_FILENO);          int outFd = **dup**(STDOUT\_FILENO);          pid\_t pid = **vfork**();          if (pid == -1) {              result = FALSE;          } else if (pid == 0) {              // 子进程重定向输出到管道  **close**(fds[0]);  **dup2**(fds[1], STDOUT\_FILENO);  **close**(fds[1]);              // 使用 system 调用 command -v 检查命令              char tmp[BUF\_SZ];  **sprintf**(tmp, "command -v %s", command);  **system**(tmp);  **exit**(1);          } else {              // 父进程等待子进程  **waitpid**(pid, NULL, 0);              // 读取子进程输出  **close**(fds[1]);  **dup2**(fds[0], STDIN\_FILENO);  **close**(fds[0]);              // 如果无输出，说明命令不存在              if (**getchar**() == EOF) {                  result = FALSE;              }              // 恢复标准输入输出  **dup2**(inFd, STDIN\_FILENO);  **dup2**(outFd, STDOUT\_FILENO);          }      }      return result;  }  判断用户输入的命令是否是有效的、可执行的命令   * 构造管道pipe * 子进程中调用command -v * 将结果输出重定向到管道 * 父进程读取管道输出 * 根据是否有输出判断命令是否存在   **4执行命令**  // 执行用户命令（带子进程处理）  int **callCommand**(int commandNum) {      pid\_t pid = **fork**(); // 创建子进程      if (pid == -1) {          return ERROR\_FORK; // 创建失败      } else if (pid == 0) { // 子进程部分          // 复制标准输入输出文件描述符          int inFds = **dup**(STDIN\_FILENO);          int outFds = **dup**(STDOUT\_FILENO);          int result = **callCommandWithPipe**(0, commandNum); // 调用管道执行命令            // 恢复标准输入输出  **dup2**(inFds, STDIN\_FILENO);  **dup2**(outFds, STDOUT\_FILENO);  **exit**(result); // 退出并返回结果      } else { // 父进程部分          int status;  **waitpid**(pid, &status, 0); // 等待子进程完成          return **WEXITSTATUS**(status); // 返回子进程退出码      }  }  创建一个子进程来执行用户输入的命令   * 创建子进程 * 在子进程中执行命令：备份标准输入和输出文件描述符：调用dup()备份标准输入和标准输出的文件描述符。 * 执行命令：在子进程中调用 callCommandWithPipe() 来处理命令执行。假设 callCommandWithPipe() 函数负责处理命令的具体执行，并且可能涉及管道、重定向等操作。 * 恢复标准输入输出：使用dup2()恢复标准输入和输出的文件描述符，以确保子进程在执行后恢复到正常的I/O状态。 * 在父进程中等待子进程完成：父进程通过waitpid()等待子进程结束，并获取子进程的退出状态。   **5处理管道符**  // 在范围[left, right)内执行命令，支持管道操作  int **callCommandWithPipe**(int left, int right) {      if (left >= right) return RESULT\_NORMAL; // 无命令直接返回      int pipeIdx = -1; // 用于标记管道符“|”位置      // 查找管道符      for (int i = left; i < right; ++i) {          if (**strcmp**(commands[i], COMMAND\_PIPE) == 0) {              pipeIdx = i;              break;          }      }      if (pipeIdx == -1) {          // 没有管道符，直接执行命令（可能有重定向）          return **callCommandWithRedi**(left, right);      } else if (pipeIdx + 1 == right) {          // 管道符后没有命令，参数缺失          return ERROR\_PIPE\_MISS\_PARAMETER;      }      // 执行带管道的命令      int fds[2]; // 管道文件描述符：fds[0]读端，fds[1]写端      if (**pipe**(fds) == -1) {          return ERROR\_PIPE; // 创建管道失败      }      int result = RESULT\_NORMAL;      pid\_t pid = **vfork**(); // 创建子进程执行左侧命令      if (pid == -1) {          result = ERROR\_FORK; // 创建失败      } else if (pid == 0) {          // 子进程执行左边命令，将输出重定向到管道写端  **close**(fds[0]); // 关闭管道读端  **dup2**(fds[1], STDOUT\_FILENO); // 标准输出重定向到管道写端  **close**(fds[1]);            result = **callCommandWithRedi**(left, pipeIdx); // 执行左边命令  **exit**(result); // 退出子进程      } else {          // 父进程等待子进程结束，然后继续执行右边命令          int status;  **waitpid**(pid, &status, 0);          int exitCode = **WEXITSTATUS**(status); // 获取子进程退出码          if (exitCode != RESULT\_NORMAL) {              // 如果子进程出错，从管道中读取错误信息              char info[4096] = {0};              char line[BUF\_SZ];  **close**(fds[1]); // 关闭写端  **dup2**(fds[0], STDIN\_FILENO); // 将标准输入重定向到管道读端  **close**(fds[0]);              while (**fgets**(line, BUF\_SZ, stdin) != NULL) {  **strcat**(info, line); // 拼接错误信息              }  **printf**("%s", info); // 打印错误信息              result = exitCode;          } else if (pipeIdx + 1 < right) {              // 正常执行且还有右边命令，继续递归处理右边部分  **close**(fds[1]); // 关闭写端  **dup2**(fds[0], STDIN\_FILENO); // 标准输入重定向为管道读端  **close**(fds[0]);              result = **callCommandWithPipe**(pipeIdx + 1, right);          }      }      return result;  }  执行一系列命令，如果命令包含管道，函数会创建子进程并执行命令，通过管道连接多个命令的输入输出。它递归地处理每个命令，直到所有命令都执行完成。   * 检查命令是否包含管道：该函数首先检查在给定的命令范围（left 到 right）内是否存在管道命令 ( | )。 * 使用循环遍历所有命令，查找是否存在管道符。如果没有找到管道命令，调用callCommandWithRedi()执行命令。 * 处理管道命令：如果管道命令存在且在命令范围内有效（即 pipeIdx != -1 且 pipeIdx + 1 != right），则创建管道 * 创建子进程：使用fork()创建一个子进程, 在子进程中执行命令。调用callCommandWithRedi()执行当前命令，子进程执行完命令后退出，返回结果给父进程。 * 在父进程中处理子进程输出。 * 递归处理剩余命令：如果管道后的命令存在（即pipeIdx+1< right），父进程会将管道的读取端fds[0]作为标准输入，继续递归地调用callCommandWithPipe()来执行后续命令。 * 返回执行结果：函数返回当前命令的执行结果。如果在执行过程中出现错误，将返回相应的错误代码。   **6重定向**  int **callCommandWithRedi**(int left, int right) { // 执行命令区间 [left, right)，无管道，但可能包含重定向      if (!**isCommandExist**(commands[left])) { // 命令不存在          return ERROR\_COMMAND;      }      /\* 检查是否包含重定向 \*/      int inNum = 0, outNum = 0;      char \*inFile = NULL, \*outFile = NULL;      int endIdx = right; // 命令真正结束的位置（不包含重定向部分）      for (int i=left; i<right; ++i) {          if (**strcmp**(commands[i], COMMAND\_IN) == 0) { // 输入重定向符号 "<"              ++inNum;              if (i+1 < right)                  inFile = commands[i+1]; // 获取输入文件名              else return ERROR\_MISS\_PARAMETER; // 缺少重定向后面的参数（文件名）              if (endIdx == right) endIdx = i; // 记录命令部分的终点          } else if (**strcmp**(commands[i], COMMAND\_OUT) == 0) { // 输出重定向符号 ">"              ++outNum;              if (i+1 < right)                  outFile = commands[i+1]; // 获取输出文件名              else return ERROR\_MISS\_PARAMETER; // 缺少重定向后面的参数              if (endIdx == right) endIdx = i;          }      }      /\* 输入文件存在性检查 \*/      if (inNum == 1) {          FILE\* fp = **fopen**(inFile, "r");          if (fp == NULL) // 输入文件不存在              return ERROR\_FILE\_NOT\_EXIST;  **fclose**(fp);      }      /\* 检查是否有多个重定向符号 \*/      if (inNum > 1) {          return ERROR\_MANY\_IN; // 输入重定向重复      } else if (outNum > 1) {          return ERROR\_MANY\_OUT; // 输出重定向重复      }      int result = RESULT\_NORMAL;      pid\_t pid = **vfork**(); // 创建子进程      if (pid == -1) {          result = ERROR\_FORK;      } else if (pid == 0) {          /\* 重定向处理 \*/          if (inNum == 1)  **freopen**(inFile, "r", stdin); // 重定向stdin          if (outNum == 1)  **freopen**(outFile, "w", stdout); // 重定向stdout          /\* 执行命令 \*/          char\* comm[BUF\_SZ];          for (int i=left; i<endIdx; ++i)              comm[i] = commands[i];          comm[endIdx] = NULL;  **execvp**(comm[left], comm+left); // 使用 execvp 执行命令  **exit**(errno); // 若exec失败，返回errno作为退出码      } else {          int status;  **waitpid**(pid, &status, 0); // 等待子进程结束          int err = **WEXITSTATUS**(status); // 获取退出状态          if (err) { // 非正常退出，输出红色错误信息  **printf**("\e[31;1mError: %s\n\e[0m", **strerror**(err));          }      }      return result;  }  执行给定范围内的命令，并处理可能的输入和输出重定向   * 首先检查命令是否存在，如果不存在则返回ERROR\_COMMAND。 * 检查输入输出重定向通过遍历命令列表，查找重定向符号<和>。 * 如果找到<，则设置inFile为重定向的文件，并记录重定向符号的索引。如果找到>，则设置outFile为重定向的文件，并记录重定向符号的索引。 * 如果有多个重定向符号（例如多个<或>），返回ERROR\_MANY\_IN或ERROR\_MANY\_OUT。 * 处理重定向：如果有输入重定向，尝试打开文件并检查其是否存在。如果文件不存在，返回ERROR\_FILE\_NOT\_EXIST。 * 创建子进程在子进程中，重定向标准输入输出 * 使用execvp执行命令 * 父进程等待子进程，如果退出状态不为零（即执行失败），父进程会打印错误信息。   **7终止进程**  int **callExit**() { // Send terminal signal to exit process      pid\_t pid = **getpid**();      if (**kill**(pid, SIGTERM) == -1)          return ERROR\_EXIT;      else return RESULT\_NORMAL;  }  终止当前进程   * 获取当前进程的进程 ID (pid) * 使用kill(pid, SIGTERM)向当前进程发送一个终止信号SIGTERM。 * 判断是否发送信号成功：如果kill()调用返回 -1，表示发送信号失败，函数返回ERROR\_EXIT。如果信号发送成功，返回RESULT\_NORMAL，表示操作成功。   **④编译运行**  **1编译**  图6 编译  **2运行**  图7 运行   1. **结果及分析**   **①基础指令**  **ls指令**  图8 ls指令运行结果  能够正确输出当前路径下的文件  **cat指令**  图9 cat指令运行结果  可以显示文件内容  **重定向**  图10重定向运行结果  **拼接多个文件**  图11 拼接后输出  将拼接后的结果正确输出  **排序**  图12文件内容排序后输出  **②执行给定指令**  指令1  cat country.txt city.txt | egrep 'g' | sort | more > countryCitygSorted.txt  图13 运行指令1  结果如下  图14 指令1运行结果  指令2  cat country.txt city.txt | egrep 'g' | sort | wc -l > countryCitygCount.txt  图13 运行指令2  结果如下  图16 指令2运行结果  将执行结果与手动求解的结果比较，shell给出了**正确的结果**。   1. **心得体会**   通过完成这个简单的shell实现项目，我对操作系统底层机制有了更深刻的理解。最初看到项目要求时，觉得实现一个能处理管道和重定向的shell似乎很复杂，但通过逐步拆解问题，最终发现核心原理其实很清晰。在编码过程中，最让我印象深刻的是管道机制的实现，当第一次看到多个命令通过管道连接起来正确执行时，那种成就感难以言表。  调试阶段遇到了不少困难，特别是处理文件描述符的重定向时经常出现各种意外情况。记得有一次因为忘记关闭管道未使用的端口导致程序阻塞，花了整整一个下午才找到问题所在。这个过程虽然痛苦，但让我真正理解了文件描述符在进程间传递的机制。通过不断调试和查阅资料，最终看到自己实现的shell能够正确处理像"cat file.txt | grep 'text' > output.txt"这样的复杂命令时，所有的努力都变得值得。  这个项目让我认识到操作系统课程中理论知识与实践结合的重要性。课本上关于进程、管道的概念通过这个项目变得具体而生动。特别是在实现过程中，我发现很多看似简单的系统调用在实际应用中需要考虑各种边界条件和错误处理，这让我对系统编程的复杂性有了新的认识。当最终完成项目并看到自己实现的shell能够处理各种命令组合时，不仅加深了对操作系统原理的理解，更获得了解决复杂问题的信心和能力。 | | | |
| **附录**  **countryCitygSorted.txt**  angola  beijing  chongqing  germany  hong kong  nicaragua  shanghai  **countryCitygCount.txt**中保存统计结果，为7  **Myshell.c**  #include <stdio.h>  #include <string.h>  #include <stdlib.h>  #include <unistd.h>  #include <sys/wait.h>  #include <sys/signal.h>  #include <sys/types.h>  #include <errno.h>  #include <pwd.h>  #define **BUF\_SZ** 256  #define **TRUE** 1  #define **FALSE** 0  // 内置命令  const char\* COMMAND\_EXIT = "exit";  const char\* COMMAND\_HELP = "help";  const char\* COMMAND\_CD = "cd";  const char\* COMMAND\_IN = "<";  const char\* COMMAND\_OUT = ">";  const char\* COMMAND\_PIPE = "|";  // 状态码定义  enum {      RESULT\_NORMAL,      ERROR\_FORK,      ERROR\_COMMAND,      ERROR\_WRONG\_PARAMETER,      ERROR\_MISS\_PARAMETER,      ERROR\_TOO\_MANY\_PARAMETER,      ERROR\_CD,      ERROR\_SYSTEM,      ERROR\_EXIT,      // 重定向错误信息      ERROR\_MANY\_IN,      ERROR\_MANY\_OUT,      ERROR\_FILE\_NOT\_EXIST,        // 管道错误信息      ERROR\_PIPE,      ERROR\_PIPE\_MISS\_PARAMETER  };  char username[BUF\_SZ];  // 用户名  char hostname[BUF\_SZ];  // 主机名  char curPath[BUF\_SZ];   // 当前路径  char commands[BUF\_SZ][BUF\_SZ];  // 拆分后的命令数组  // 函数声明  int **isCommandExist**(const char\* command);  // 检查命令是否存在  void **getUsername**();  // 获取当前用户名  void **getHostname**();  // 获取主机名  int **getCurWorkDir**();  // 获取当前工作目录  int **splitCommands**(char command[BUF\_SZ]);  // 按空格拆分命令，返回命令数  int **callExit**();  // 处理exit命令  int **callCommand**(int commandNum);  // 处理普通命令  int **callCommandWithPipe**(int left, int right);  // 处理带管道的命令  int **callCommandWithRedi**(int left, int right);  // 处理带重定向的命令  int **callCd**(int commandNum);  // 处理cd命令  int **main**() {      // 初始化：获取当前工作目录、用户名、主机名      int result = **getCurWorkDir**();      if (ERROR\_SYSTEM == result) {  **fprintf**(stderr, "\e[31;1mError: System error while getting current work directory.\n\e[0m");  **exit**(ERROR\_SYSTEM);      }  **getUsername**();  **getHostname**();      // 启动Shell      char argv[BUF\_SZ];      while (TRUE) {          // 打印提示符（绿色）  **printf**("\e[32;1m%s@%s:%s\e[0m$ ", username, hostname,curPath);          // 读取用户输入  **fgets**(argv, BUF\_SZ, stdin);          int len = **strlen**(argv);          if (len != BUF\_SZ) {              argv[len-1] = '\0';  // 去掉换行符          }          int commandNum = **splitCommands**(argv);  // 拆分命令            if (commandNum != 0) {  // 用户输入了非空命令              if (**strcmp**(commands[0], COMMAND\_EXIT) == 0) {  // 处理exit命令                  result = **callExit**();                  if (ERROR\_EXIT == result) {  **exit**(-1);                  }              } else if (**strcmp**(commands[0], COMMAND\_CD) == 0) {  // 处理cd命令                  result = **callCd**(commandNum);                  switch (result) {                      case ERROR\_MISS\_PARAMETER:  **fprintf**(stderr, "\e[31;1mError: Miss parameter while using command \"%s\".\n\e[0m"                              , COMMAND\_CD);                          break;                      case ERROR\_WRONG\_PARAMETER:  **fprintf**(stderr, "\e[31;1mError: No such path \"%s\".\n\e[0m", commands[1]);                          break;                      case ERROR\_TOO\_MANY\_PARAMETER:  **fprintf**(stderr, "\e[31;1mError: Too many parameters while using command \"%s\".\n\e[0m"                              , COMMAND\_CD);                          break;                      case RESULT\_NORMAL: // 执行cd成功后，更新当前目录                          result = **getCurWorkDir**();                          if (ERROR\_SYSTEM == result) {  **fprintf**(stderr                                  , "\e[31;1mError: System error while getting current work directory.\n\e[0m");  **exit**(ERROR\_SYSTEM);                          } else {                              break;                          }                  }              } else {  // 其他普通命令                  result = **callCommand**(commandNum);                  switch (result) {                      case ERROR\_FORK:  **fprintf**(stderr, "\e[31;1mError: Fork error.\n\e[0m");  **exit**(ERROR\_FORK);                      case ERROR\_COMMAND:  **fprintf**(stderr, "\e[31;1mError: Command not exist in myshell.\n\e[0m");                          break;                      case ERROR\_MANY\_IN:  **fprintf**(stderr, "\e[31;1mError: Too many redirection symbol \"%s\".\n\e[0m", COMMAND\_IN);                          break;                      case ERROR\_MANY\_OUT:  **fprintf**(stderr, "\e[31;1mError: Too many redirection symbol \"%s\".\n\e[0m", COMMAND\_OUT);                          break;                      case ERROR\_FILE\_NOT\_EXIST:  **fprintf**(stderr, "\e[31;1mError: Input redirection file not exist.\n\e[0m");                          break;                      case ERROR\_MISS\_PARAMETER:  **fprintf**(stderr, "\e[31;1mError: Miss redirect file parameters.\n\e[0m");                          break;                      case ERROR\_PIPE:  **fprintf**(stderr, "\e[31;1mError: Open pipe error.\n\e[0m");                          break;                      case ERROR\_PIPE\_MISS\_PARAMETER:  **fprintf**(stderr, "\e[31;1mError: Miss pipe parameters.\n\e[0m");                          break;                  }              }          }      }  }  // 检查命令是否存在  int **isCommandExist**(const char\* command) {      if (command == NULL || **strlen**(command) == 0) return FALSE;      int result = TRUE;      int fds[2];      if (**pipe**(fds) == -1) {          result = FALSE;      } else {          // 保存标准输入输出          int inFd = **dup**(STDIN\_FILENO);          int outFd = **dup**(STDOUT\_FILENO);          pid\_t pid = **vfork**();          if (pid == -1) {              result = FALSE;          } else if (pid == 0) {              // 子进程重定向输出到管道  **close**(fds[0]);  **dup2**(fds[1], STDOUT\_FILENO);  **close**(fds[1]);              // 使用 system 调用 command -v 检查命令              char tmp[BUF\_SZ];  **sprintf**(tmp, "command -v %s", command);  **system**(tmp);  **exit**(1);          } else {              // 父进程等待子进程  **waitpid**(pid, NULL, 0);              // 读取子进程输出  **close**(fds[1]);  **dup2**(fds[0], STDIN\_FILENO);  **close**(fds[0]);              // 如果无输出，说明命令不存在              if (**getchar**() == EOF) {                  result = FALSE;              }              // 恢复标准输入输出  **dup2**(inFd, STDIN\_FILENO);  **dup2**(outFd, STDOUT\_FILENO);          }      }      return result;  }  // 获取当前用户名  void **getUsername**() {      struct passwd\* pwd = **getpwuid**(**getuid**());  **strcpy**(username, pwd->pw\_name);  }  // 获取主机名  void **getHostname**() {  **gethostname**(hostname, BUF\_SZ);  }  // 获取当前工作目录  int **getCurWorkDir**() {      char\* result = **getcwd**(curPath, BUF\_SZ);      if (result == NULL)          return ERROR\_SYSTEM;      else return RESULT\_NORMAL;  }  // 将命令按空格分割，返回分割后的命令数量  int **splitCommands**(char command[BUF\_SZ]) {      int num = 0; // 命令计数      int i, j;      int len = **strlen**(command); // 获取命令字符串长度      for (i = 0, j = 0; i < len; ++i) {          if (command[i] != ' ') { // 如果不是空格，加入当前命令              commands[num][j++] = command[i];          } else {              if (j != 0) { // 遇到空格且当前命令非空，结束当前命令                  commands[num][j] = '\0'; // 添加字符串结束符                  ++num;                  j = 0;              }          }      }      if (j != 0) { // 最后一个命令处理          commands[num][j] = '\0';          ++num;      }      return num; // 返回命令数  }  // 向当前进程发送终止信号（退出）  int **callExit**() {      pid\_t pid = **getpid**(); // 获取当前进程ID      if (**kill**(pid, SIGTERM) == -1) // 向自己发送SIGTERM信号          return ERROR\_EXIT;      else return RESULT\_NORMAL;  }  // 执行用户命令（带子进程处理）  int **callCommand**(int commandNum) {      pid\_t pid = **fork**(); // 创建子进程      if (pid == -1) {          return ERROR\_FORK; // 创建失败      } else if (pid == 0) { // 子进程部分          // 复制标准输入输出文件描述符          int inFds = **dup**(STDIN\_FILENO);          int outFds = **dup**(STDOUT\_FILENO);          int result = **callCommandWithPipe**(0, commandNum); // 调用管道执行命令            // 恢复标准输入输出  **dup2**(inFds, STDIN\_FILENO);  **dup2**(outFds, STDOUT\_FILENO);  **exit**(result); // 退出并返回结果      } else { // 父进程部分          int status;  **waitpid**(pid, &status, 0); // 等待子进程完成          return **WEXITSTATUS**(status); // 返回子进程退出码      }  }  // 在范围[left, right)内执行命令，支持管道操作  int **callCommandWithPipe**(int left, int right) {      if (left >= right) return RESULT\_NORMAL; // 无命令直接返回      int pipeIdx = -1; // 用于标记管道符“|”位置      // 查找管道符      for (int i = left; i < right; ++i) {          if (**strcmp**(commands[i], COMMAND\_PIPE) == 0) {              pipeIdx = i;              break;          }      }      if (pipeIdx == -1) {          // 没有管道符，直接执行命令（可能有重定向）          return **callCommandWithRedi**(left, right);      } else if (pipeIdx + 1 == right) {          // 管道符后没有命令，参数缺失          return ERROR\_PIPE\_MISS\_PARAMETER;      }      // 执行带管道的命令      int fds[2]; // 管道文件描述符：fds[0]读端，fds[1]写端      if (**pipe**(fds) == -1) {          return ERROR\_PIPE; // 创建管道失败      }      int result = RESULT\_NORMAL;      pid\_t pid = **vfork**(); // 创建子进程执行左侧命令      if (pid == -1) {          result = ERROR\_FORK; // 创建失败      } else if (pid == 0) {          // 子进程执行左边命令，将输出重定向到管道写端  **close**(fds[0]); // 关闭管道读端  **dup2**(fds[1], STDOUT\_FILENO); // 标准输出重定向到管道写端  **close**(fds[1]);            result = **callCommandWithRedi**(left, pipeIdx); // 执行左边命令  **exit**(result); // 退出子进程      } else {          // 父进程等待子进程结束，然后继续执行右边命令          int status;  **waitpid**(pid, &status, 0);          int exitCode = **WEXITSTATUS**(status); // 获取子进程退出码          if (exitCode != RESULT\_NORMAL) {              // 如果子进程出错，从管道中读取错误信息              char info[4096] = {0};              char line[BUF\_SZ];  **close**(fds[1]); // 关闭写端  **dup2**(fds[0], STDIN\_FILENO); // 将标准输入重定向到管道读端  **close**(fds[0]);              while (**fgets**(line, BUF\_SZ, stdin) != NULL) {  **strcat**(info, line); // 拼接错误信息              }  **printf**("%s", info); // 打印错误信息              result = exitCode;          } else if (pipeIdx + 1 < right) {              // 正常执行且还有右边命令，继续递归处理右边部分  **close**(fds[1]); // 关闭写端  **dup2**(fds[0], STDIN\_FILENO); // 标准输入重定向为管道读端  **close**(fds[0]);              result = **callCommandWithPipe**(pipeIdx + 1, right);          }      }      return result;  }  int **callCommandWithRedi**(int left, int right) { // 执行命令区间 [left, right)，无管道，但可能包含重定向      if (!**isCommandExist**(commands[left])) { // 命令不存在          return ERROR\_COMMAND;      }      /\* 检查是否包含重定向 \*/      int inNum = 0, outNum = 0;      char \*inFile = NULL, \*outFile = NULL;      int endIdx = right; // 命令真正结束的位置（不包含重定向部分）      for (int i=left; i<right; ++i) {          if (**strcmp**(commands[i], COMMAND\_IN) == 0) { // 输入重定向符号 "<"              ++inNum;              if (i+1 < right)                  inFile = commands[i+1]; // 获取输入文件名              else return ERROR\_MISS\_PARAMETER; // 缺少重定向后面的参数（文件名）              if (endIdx == right) endIdx = i; // 记录命令部分的终点          } else if (**strcmp**(commands[i], COMMAND\_OUT) == 0) { // 输出重定向符号 ">"              ++outNum;              if (i+1 < right)                  outFile = commands[i+1]; // 获取输出文件名              else return ERROR\_MISS\_PARAMETER; // 缺少重定向后面的参数              if (endIdx == right) endIdx = i;          }      }      /\* 输入文件存在性检查 \*/      if (inNum == 1) {          FILE\* fp = **fopen**(inFile, "r");          if (fp == NULL) // 输入文件不存在              return ERROR\_FILE\_NOT\_EXIST;  **fclose**(fp);      }      /\* 检查是否有多个重定向符号 \*/      if (inNum > 1) {          return ERROR\_MANY\_IN; // 输入重定向重复      } else if (outNum > 1) {          return ERROR\_MANY\_OUT; // 输出重定向重复      }      int result = RESULT\_NORMAL;      pid\_t pid = **vfork**(); // 创建子进程      if (pid == -1) {          result = ERROR\_FORK;      } else if (pid == 0) {          /\* 重定向处理 \*/          if (inNum == 1)  **freopen**(inFile, "r", stdin); // 重定向stdin          if (outNum == 1)  **freopen**(outFile, "w", stdout); // 重定向stdout          /\* 执行命令 \*/          char\* comm[BUF\_SZ];          for (int i=left; i<endIdx; ++i)              comm[i] = commands[i];          comm[endIdx] = NULL;  **execvp**(comm[left], comm+left); // 使用 execvp 执行命令  **exit**(errno); // 若exec失败，返回errno作为退出码      } else {          int status;  **waitpid**(pid, &status, 0); // 等待子进程结束          int err = **WEXITSTATUS**(status); // 获取退出状态          if (err) { // 非正常退出，输出红色错误信息  **printf**("\e[31;1mError: %s\n\e[0m", **strerror**(err));          }      }      return result;  } | | | |