**Exploring the Digits data**

To explore what each digit looks like on average, I generated the following plot of the average pixel values for the training set. All of the digits are readable as the numbers they represent, and the digit for “one” is the most clear.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAvQAAAJ3CAYAAAD7+MVgAAAgAElEQVR4AezdeXAWx53w8cbc4r4EEjeYw9y3IcFxnICppWLeJBvHS+zg2iOkkioqToU1jl2VSpVTZjfedYVNgslReTd/eP06y5bZxIBjs7EFNuDAAjYBYy4hLnEJgbjEIeutfpJH6Jjfj0eP5uqZ71TZPE/3dE/3p3/Po9ZopqdVbW1trWFDAAEEEEAAAQQQQAABJwXucrLVNBoBBBBAAAEEEEAAAQQyAkzoCQQEEEAAAQQQQAABBBwWYELv8ODRdAQQQAABBBBAAAEEmNATAwgggAACCCCAAAIIOCzAhN7hwaPpCCCAAAIIIIAAAggwoScGEEAAAQQQQAABBBBwWIAJvcODR9MRQAABBBBAAAEEEGBCTwwggAACCCCAAAIIIOCwABN6hwePpiOAAAIIIIAAAgggwISeGEAAAQQQQAABBBBAwGEBJvQODx5NRwABBBBAAAEEEECACT0xgAACCCCAAAIIIICAwwJM6B0ePJqOAAIIIIAAAggggAATemIAAQQQQAABBBBAAAGHBZjQOzx4NB0BBBBAAAEEEEAAASb0xAACCCCAAAIIIIAAAg4LMKF3ePBoOgIIIIAAAggggAACTOiJAQQQQAABBBBAAAEEHBZgQu/w4NF0BBBAAAEEEEAAAQSY0BMDCCCAAAIIIIAAAgg4LMCE3uHBo+kIIIAAAggggAACCDChJwYQQAABBBBAAAEEEHBYgAm9w4NH0xFAAAEEEEAAAQQQYEJPDCCAAAIIIIAAAggg4LAAE3qHB4+mI4AAAggggAACCCDAhJ4YQAABBBBAAAEEEEDAYQEm9A4PHk1HAAEEEEAAAQQQQIAJPTGAAAIIIIAAAggggIDDAkzoHR48mo4AAggggAACCCCAABN6YgABBBBAAAEEEEAAAYcFmNA7PHg0HQEEEEAAAQQQQAABJvTEAAIIIIAAAggggAACDgswoXd48Gg6AggggAACCCCAAAJM6IkBBBBAAAEEEEAAAQQcFmBC7/Dg0XQEEEAAAQQQQAABBJjQEwMIIIAAAggggAACCDgswITe4cGj6QgggAACCCCAAAIIMKEnBhBAAAEEEEAAAQQQcFiACb3Dg0fTEUAAAQQQQAABBBBgQk8MIIAAAggggAACCCDgsAATeocHj6YjgAACCCCAAAIIIMCEnhhAAAEEEEAAAQQQQMBhASb0Dg8eTUcAAQQQQAABBBBAgAk9MYAAAggggAACCCCAgMMCTOgdHjyajgACCCCAAAIIIIAAE3piAAEEEEAAAQQQQAABhwWY0Ds8eDQdAQQQQAABBBBAAAEm9MQAAggggAACCCCAAAIOCzChd3jwaDoCCCCAAAIIIIAAAkzoiQEEEEAAAQQQQAABBBwWaONw25s0/dq1a+b55583bdu2bZJHQrwF5s6da6ZNmxbvRsawdcR8DAclxyYR8zlCNdqNmG8E4tBbYj6/wSLm83OLQ6kwY75VbW1tbRw67Ucbli9fbp5++um8qrrrLvmPFe3atRPr7Natm2feyJEjPdNt4n333SfmjR49Wsy7ePGimLdlyxYx749//KOYV15eLubZLxFp+/jjj6WsvNMTFIp5GzS3YEtivrnHutP+rVq1EneZNGmSmPfTn/5UzHv77bfFvH/+538W87TPilgoggxivvnoNuafeeYZsaB2Qqdz585iuT59+oh5I0aM8MwbN26cZ7pNHDZsmJjXsWNHMa+0tFTM27x5s5i3e/duMe/s2bNi3s2bN8W8IOIziDrFDiQk407f89r8RYu1gQMHikITJkzwzJs4caJnuk0cNWqUmFdcXCzmaT87jhw5IpbbtGmTmLd161Yx7/Dhw2LepUuXxLyamhoxT8sIK+blWazWupjmaUER0ybTrL8I3H333VjkIUDM54EWkyLEfH4DQczn5xaHUsR8fqNAzOfnFodSYca8k5fc2DNzFRUVTcbqt7/9bZM0EhBIggAxn4RRpA/NESDmm6PFvkkQIOaTMIrR9cHJCb398/2VK1eaqK1bt65JGgkIJEGAmE/CKNKH5ggQ883RYt8kCBDzSRjF6Prg5IR+3rx5nmIvvvii2bNnj2ceiQi4LEDMuzx6tD0fAS3m9+7dm0+VlEEg1gJazDO3ifXQxaJxibqGPhaiNAIBBBBAAAEEEEAAgRAFnDxDH4RPmzYyRc+ePcVDjh8/3jNvwYIFnuk28YEHHhDzCgsLxbzr16+LeZMnTxbzxo4dK+ZplylpZwQuX74s1nnr1i0xj4zkCmgrLfTo0UPsuLZSyIABA8Ryq1evFvN27dol5gWxQpN4MDICEcg31rSVZ2bOnCm2df78+Z552vdur169PMvYRG21jFOnTonltM/K+vXrxXLaaiDHjh0Ty1VXV4t5Wh/EQmTkLaDFfIcOHcR6tZVsPvWpT4nlpL8WTJ8+XSxTVFQk5mlzLC2WtFV1tKWutc/DmjVrxHZqf/07d+6cZ7m4zHk4Q+85PCQigAACCCCAAAIIIOCGABN6N8aJViKAAAIIIIAAAggg4CnAhN6ThUQEEEAAAQQQQAABBNwQYELvxjjRSgQQQAABBBBAAAEEPAWY0HuykIgAAggggAACCCCAgBsC8tIubrS/Wa1s3bq1uH/Xrl3FvOHDh4t59913n2eedie4dqxr16551mcTr169KuZpq4jMnj1bLKet+KHdVb97926xzkuXLnnmaXeyexYgMTEC2mevXbt2Yj979+6dV552PC3mxYORESuBtm3biu3Rvl8HDRokltNWzJAe396qVSuxvhMnToh5Fy9eFPO0vmkrlmkrj0nfybYR2ko2J0+eFNtZW1vrmcfny5Ml0ETt+06Lpxs3bojtksZ+48aNYhltjlJVVSWW0zKKi4vF7HvuuUfMmzJliph3/PhxMe/MmTNintcDTe3OUrpYUUAZkZ2ht8v8ZL8Qyo6UmZKSEhOXpX8CsqbalAsQ8ykPgBR2n5hP4aCnvMvEfMoDIMLuRzKhf+2114xdv9eu4W5fP7TgIWPXlL733nuNduYiQicOjUCLBIj5FvFR2EEBYt7BQaPJLRIg5lvER+EWCoR+yY09K//zn//cbN261Rw+fNjYP3OePXvW2D+T2g+DfdDRwoULW9gtiiMQHwFiPj5jQUvCESDmw3HmKPERIObjMxZpbUnoZ+jt9XX2usNOnToZe32svfY7+5Szfv36mXyvs0rrANLv+AsQ8/EfI1rorwAx768ntcVfgJiP/xglvYWhn6G3N2/MmTPH2Bs17c0HS5cuNV/96lfNgw8+aFatWpU5S590dPqXLgFiPl3jTW+NIeaJgrQJEPNpG/H49Tf0Cb0lWLJkiXn44YeNXd2iZ8+eZsOGDaasrMysX78+c9Y+KKb27duLVfft21fMmzRpkpgn3UmtrbRQXl4u1ldaWirmVVZWinnaKjdFRUViuQkTJoh52v0M2ooK+/fv96wzLneCezYu4MSoYj7gbuVcvbYaiP1TtbRpKzR07txZKpb5K6CYSUYoAkHGvBYXBQUFYv+0PG2FjoMHD3rWqX2nSauE2Iq0lWX69+/veSybOGbMGDFvyJAhYt6IESPEvHx/5kh91z7PYiMSkhFkzGtE9q8D0qatcLR3716pmJHmKdqxtDmDtoJfx44dxXbY+y2lTZtn2bmltHXv3l3KMl26dBHzpDmk9t0hVhZARiQTetsPe3lNdrNn7O1mA8X+py2XaPezSy15fWmwLGJWlH/jKEDMx3FUaFOQAsR8kLrUHUcBYj6Oo5KONkU2offiXb58eebmWPtbrrbNmjXLeP1mef36da0YeQjEToCYj92Q0KCABfyIee2vMwE3n+oRaLaAHzGv/ZWz2Q2iQCIFYjWhX7ZsWU7I//u//+u539y5czOX73hmkohADAWI+RgOCk0KVMCPmH/vvfcCbSOVI+CngB8x/4c//MHPJlFXAgUim9Dba47sWfaKiorMNUsDBgww2lP8EmhPl1ImQMynbMDpbubp1nzPEwhpEuB7Pk2jHa++RjKhX7t2rbG/sdpLZ3r16pW5QcjedGRvVFi5cmXmspt8meyd5tKm3UAxcuRIqZgZN26cmCfdTKvdiLJnzx6xvvfff1/M0x5X3KdPH7GcdOOuLWB/kZI27Qas06dPS8XMhQsXPPOOHTvmmZ6GxCBjPi5+2p+EtZsYve6HyfZJy5NuUMqW5d9oBYKMee1+Ke3GPLv4grRpPx+OHj3qWUx7TLyWp8X12LFjPY9lEwsLC8U8uxS0tGnltBsEs0tKe9Ur3eSojY1XPUlKCzLmNSfN3J40lTZtcQu7aInXpn3Pe+2fTdNufC0uLs7u1uTfgQMHNknLJmgxr30PaHk3b97MVu/cv6FP6O1Nr3apys2bN2fWoK8vZpetXLNmjVm0aFH9ZF4j4LQAMe/08NH4PASI+TzQKOK0ADHv9PAlovGRPFjK3gXutTRQcVGx5+o1iZCmE6kVsF/0xHxqhz+VHSfmUznsqe40MZ/q4Y9F50M/Q9+mTRuzcOFCs2DBAjN//vzMJTd2dRq7Fu66detMSUlJLGBoBAJ+CRDzfklSjysCxLwrI0U7/RIg5v2SpJ58BUI/Q28bunjxYrNixYrM9YD24QX2JpLp06ebTZs2Ge3BH/l2knIIRC1AzEc9Ahw/bAFiPmxxjhe1ADEf9Qik+/ihn6HPctsn12lPr8vux78IJEWAmE/KSNKPXAWI+Vyl2C8pAsR8UkbSvX5ENqEPikpb5UZb0UVb5Wbw4MFic6U7vqVVEWxFH3zwgVjf9u3bxTzpUcy2gF0tSNrsnwKlTVvFQFv9QPtlTFqNR1v1QWof6e4IaE941la5sdeeSpuWJ332pLpIT46AfVq4tGmrekhlbLq24of0HXrlyhWxyurqajFPW52j/pNGG1dQVVXVOKnuvbQqid1B+7mofTa1OqXPO5/LuiHx9YW2MpK2Mov2HaqtjiM1vkePHlKW0VakGT16tFhu8uTJYp626pMWn/YybmnT5mfaCoXSw0s1Y6kNQaRHcslNEB2hTgQQQAABBBBAAAEE0ijAhD6No06fEUAAAQQQQAABBBIjwIQ+MUNJRxBAAAEEEEAAAQTSKMCEPo2jTp8RQAABBBBAAAEEEiPAhD4xQ0lHEEAAAQQQQAABBNIoIC9/4qhG586dxZYPGjRIzNPuzvZ6qm22oosXL2ZfNvj3wIEDDd7Xf7N37976bxu8Pnz4cIP39d9oKxxoKzRoq9UUFxfXP0SD19pKNoWFhQ32rf9Gcv7oo4/q78brFAloK2loqzfEZfWAFA2VE13VVufQVpc5e/as2D/tO1Ra5Sbf1WN69uwptqNjx45i3q1bt8Q8bcUd7WeH9vmT+m0bIfVdWv1GbDgZOQlo46R9T2rjoa1yV1RU5NmuqVOneqbbRPs8IWmbMmWKlGWGDRsm5mkxWFZWJpbTPuuVlZViuWvXrol52veOWCjEDM7Qh4jNoRBAAAEEEEAAAQQQ8FvAyTP0r7zyiueawdpva37DUR8CYQoQ82Fqc6w4CBDzcRgF2hCmADEfpnbyjuXkhP7ChQvG/td40x6u0Hhf3iPgkgAx79Jo0VY/BIh5PxSpwyUBYt6l0YpfW52c0H/961/3lNywYYPZsWOHZx6JCLgsoMX8kSNHXO4abUfAU0CLef4a60lGouMCWszzPe/44IbQfK6hDwGZQyCAAAIIIIAAAgggEJSAk2foNQxtRZe+ffuKRbVVB7S7y0+dOuVZZ2lpqWe6TTx+/LiY53UpUXbnGzduZF8261/tbu+KigqxrqFDh4p5BQUFYp5k2a1bN7EMl0uJNM5kaKsRaHmtWrUS+6itKqDlaZ9Z8WBkJEJAiyetg9pKIdKKLtrPm169eomHGzBggJin/ZyS2mErk1Zcs3naCj7a50j73LZv396zD1p9ngVIbLGAFvNanrbKTb9+/Tzbpa0IKK2MYyvS5gzaCk2ejfhLorbqk/b5k+YotlptlSnt86e1M6w8ztCHJc1xEEAAAQQQQAABBBAIQIAJfQCoVIkAAggggAACCCCAQFgCTOjDkuY4CCCAAAIIIIAAAggEIMCEPgBUqkQAAQQQQAABBBBAICwBJvRhSXMcBBBAAAEEEEAAAQQCEEjcKjfaSipdu3YVCbU7sK9fvy6Wk1aJOX36tFjm/PnzYp62ko12R7e2soDWfu14Wp3SCge2Y9Jd4p06dRL7ra3uIxYiwxmBdu3aiW296y75vIK2+pGWJx6MjEQItG3bVuyH9jNAW91Cy5NWniksLBTb0adPHzFPW+VGq1P6brUH0layuXbtmtgWLUNb5Ub6TGs/b7RjkZe/gLaSjVar9vP/3LlznkX37NnjmW4TtbnN1q1bxXJSLNkC2ueyf//+Yp3aKjfjx48Xy0n9tgUuXbrkWa66utozPexE+Sdp2C3heAgggAACCCCAAAIIINBsgVhM6O0apNu3b2924ymAgKsCxLyrI0e78xUg5vOVo5yrAsS8qyPnZrtDv+TGXjayYcOGBlr24UwvvfSS+c53vmNGjBhhhg8f3iCfNwi4LEDMuzx6tD0fAWI+HzXKuCxAzLs8esloe+gTevsExxdeeMEcOXLEPPLIIxnFyspKU15ebt59993M08SY0CcjuOjFnwWIeSIhbQLEfNpGnP4S88RA1AKhT+jtzUzr1683P/7xj82BAwfMc889l7mRwt608+yzz0btwfER8F2AmPedlApjLkDMx3yAaJ7vAsS876RU2EyB0Cf0tn2tW7c2TzzxhNm1a5d59NFHzZe+9KVmNlve3X6opE1bmUUrp62mIa0soK3acvXqVamJRltZRix0hwxtpYIOHTqIpTUv7a56Ke/jjz8Wj5X0jCBjPi520rjb9mkr2Wh5WsxoKzTYs2Vs0QoEGfPaSjb33HOP2PG77747r7xBgwZ5ltNWsunSpYtnGZuorfilrfghrbJh67TXa0ub9vNNy9NW1ZFWs4nLih+SRZDpQcZ8vt+vWn+1uUhZWZlnUW0VGC2WtLjW5hraajWTJk3ybKNNnDZtmpg3ZMgQMc9e9i1t9koSr02b73ntH1RapDfF2sH4zW9+Y+wySNKyYEF1nHoRiEKAmI9CnWNGKUDMR6nPsaMQIOajUOeYkZyhr89u139//vnnM0nZs3HaGTu74/z5801paWn9ajKvDx48aKZMmdIknQQE4iTgd8zHqW+0BQEvAb9jvkePHl6HIQ2B2Aj4HfOx6RgNia1A5BP6+jLLly839uFPS5YsqZ/c5PWvf/1rz0tTvvzlLxvpz4BNKiEBgRgI+BHzmzZtikFPaAICuQn4EfP79u3L7WDshUAMBPyI+XfeeScGPaEJcRaIbEJvr93au3evsU9atdca2ifnLVu2LCcr6bpFex0WE/qcCNkpAoGgYj6CrnBIBHISIOZzYmKnBAkQ8wkaTMe6EsmEfu3atZnJ+6xZs4y94cHeRGMvl+nevbtZuXJl5iy9Y440FwFVgJhXechMoAAxn8BBpUuqADGv8pAZsEDoE3p7nfzSpUvN5s2bTePrIFetWmXWrFljFi1alHe37fKX0qatIKNdt6+tEpO97r/xMbWVcRrvW/+91g7tLnd7vZ60FRYWSlmmqKhIzOvZs6eYp93VLa1yoK3CIB4oARlBx7wLRNrqB3ZlCGmTPl92f1a5kdSiTw865ocOHSp28r777hPzRo8eLeZpzz/p16+fZzltJRstrrWfKdrPDu3ng7YCzrBhwzzbbxO172X7sKTmbtL3f3PrcW3/oGNe+w7VVonR4lAzlq520MZX+77WjqW18fz582JRbd6jxbyWN3DgQPF49qSz16at4OO1f1Bpoa9yYwfcfjl6fREWFxUblpsLaqipNyoBYj4qeY4blQAxH5U8x41KgJiPSp7jZgVCP0Nvz0wsXLjQLFiwILNajb3kxv4maFetWbdunSkpKcm2jX8RSIQAMZ+IYaQTzRAg5puBxa6JECDmEzGMTnci9DP0Vmvx4sVmxYoVxl4KYhfqtzeRTJ8+3djVOrQ/oTgtTeNTLUDMp3r4U9l5Yj6Vw57qThPzqR7+yDsf+hn6bI/t07i0J3Jl9+NfBJIiQMwnZSTpR64CxHyuUuyXFAFiPikj6V4/IpvQB0V19uxZsWrtkcXazT/azaG9e/f2PJ5dT1/atMd+azc9aTdeDB48WDqc+rCtsWPHiuW0fh8/flwsd+LECc88bWy0Y3lWRqJTAvbP0dKmxbx2T432mZWORXoyBPr37y92ZMKECWLeqFGjxDztO1u6IVG7oVS7UVGLa7GBxnjee5bdX7px1+ZrnxXtJkdtIYnscRv/q92cm2+/Gx8jje+lGLQWjRcYqe8jzVHsPtp3r7TwxcWLF+tX3+C1vdpC2vKJJVuXthiIdCybbu9pkLYOHTpIWUb73Ep52s838UABZERyyU0A/aBKBBBAAAEEEEAAAQRSKcCEPpXDTqcRQAABBBBAAAEEkiLAhD4pI0k/EEAAAQQQQAABBFIpwIQ+lcNOpxFAAAEEEEAAAQSSIsCEPikjST8QQAABBBBAAAEEUikgLz3hKIf2mOB9+/aJvZo0aZKYN2TIEDFv3LhxnnknT570TL9T4rVr18Rd+vTpI+Zp7dceha49Ql1arcY24qOPPhLb8uGHH3rmVVVVeabbRFa5EWmcych3BQttpQVthQNtFQOtnDOgNFQU0MZeW60m3xXGpO8ubVUPaUUM2yltlY3WrVuL/dZWkLlx44ZYrnPnzmJecXGxmGcf+ihtUt+1n33aqkDScUj/s4D2/arF9bBhw0TCvn37innSqnRlZWVimYqKCjFPW2lJa/+gQYPEOidPnizmacuia58xKa7tgaQ8rW9iAwPI4Ax9AKhUiQACCCCAAAIIIIBAWAJOnqF/7733jNeZbG2d+bBAOQ4CQQgQ80GoUmecBbSY187oxblPtA0BTUCLea0ceQhYAScn9P/1X/9lvP4cdPToUUYVgUQKEPOJHFY6pQhoMa89SE+pkiwEYi2gxXysG07jYiHg5IT+hz/8oSfe3LlzzcaNGz3zSETAZQEt5jds2OBy12g7Ap4CWsx7FiARAccFtJjfvHmz472j+UELcA190MLUjwACCCCAAAIIIIBAgAJOnqHXPLQ7/ffs2SMWffvtt8W8gQMHinlTpkzxzPubv/kbz3SbKJWxeV73BmQrKiwszL5s8q+2Wk3v3r2b7J9N0FYk2LJlS3a3Jv+WlJQ0ScsmHDx4MPuywb9xuRO8QaN445uAtvLIzZs38zqOtgJOmzby15dWLq+GUChWAmfOnBHbU15eLuYNHz5czNNWpZFiu6amRqxPWyHmwoULYjlpRR1bwOtS02xF1dXV2ZdN/tVW1dE+K23btm1SVzahoKAg+5J/QxCQYtAeWsvTVn3SVseTYubUqVNibysrK8U8rY29evUSy2mr1Wgr+Gix+8EHH4jHk1bpswWkz5/22RMPFEAGZ+gDQKVKBBBAAAEEEEAAAQTCEmBCH5Y0x0EAAQQQQAABBBBAIAABJvQBoFIlAggggAACCCCAAAJhCTChD0ua4yCAAAIIIIAAAgggEIAAE/oAUKkSAQQQQAABBBBAAIGwBORlIsJqQYjHOX/+vHi0P/zhD2KetkKHlHf//feL9Wl3bYuFjDHaagTaCjIHDhwQq3311VfzytPuBL969apYJxnJFdBiUFodwGpo8aKtZNO5c+fkYtIzVUB7iOAbb7whltVidNSoUWI56cm02qpkp0+fFus7fvx4Xnna50j6WWQP1KNHD/F4Xbp0EfMuX74s5p04ccIz7+LFi57pNlH7PIuFyMgIaLGrzW2OHDkiCk6YMEHMmzVrlmeetuqftlKUNvatW7f2PJZN1FYu1D5Hf/zjH8U6tWe37Nq1Sywnff60NoqVBZDBGfoAUKkSAQQQQAABBBBAAIGwBCI7Q2/Pyu3du9dUVFQYe4ZgwIABZtCgQWH1m+MgELoAMR86OQeMWICYj3gAOHzoAsR86OQc8C8CkUzo165da5YtW2bsn3TsAwXsovz2YUTdu3c3K1euNNqDEBg5BFwUIOZdHDXa3BIBYr4lepR1UYCYd3HUktPm0Cf09mlhS5cuNZs3b25yXd+qVavMmjVrzKJFi5IjTE9SL0DMpz4EUgdAzKduyFPfYWI+9SEQOUDo19DboO/Xr1/mMpvGvS8uKja1tbWNk3mPgNMCxLzTw0fj8xAg5vNAo4jTAsS808OXiMaHfobe3um8cOFCs2DBAjN//vzMJTfXr183paWlZt26daakpCQwWPuBk7Zz585JWeb1118X86TVXubMmSOWmTdvnpg3bNgwMU9bcWDr1q1iufXr14t5O3fuFPM0E+2Oe7HClGZEGfNhktfU1IiHe/fdd8W8l156ScybNGmSmHfmzBkxjxMDIk0oGUHHvDb2b731ltjHQ4cOiXnDhw8X8+xJKK9NW1lGWhHD1lNeXu5VXSZN+97VVtXRfr517NhRPF63bt3EPO1zJLVTG5vi4mLxWK5nBB3z2s/cyspKkU9btaWqqkost3//fs+8mTNneqbbxJEjR4p5WgxeuHBBLPfRRx+JeTt27BDzPvjgAzFPW/lHa4u9PNxr0z57XvsHlRb6GXrbkcWLF5sVK1aYwsLCzBebvYlk+vTpZtOmTaagoCCovlIvApEJEPOR0XPgiASI+YjgOWxkAsR8ZPQc2C4LG5WCXYu98Xrs9rcc+5+23rpt7xNPPGG81vjdvn17VN3huAjcUYCYvyMROyRMgJhP2IDSnTsKEPN3JGKHgAQim9B79Wf58uWZFW6WLFnilV2XZm+a9frTR6tWrczLL79ctx8vEIi7ADEf9xGifX4L+BHzq1ev9rtZ1IdAYAJ+xDxzm8CGJzEVx2pCb5eyzGWbMmWK524bN25kQu8pQ2JcBYj5uI4M7QpKwI+YZ0If1OhQbxACfsQ8E/ogRgkLdN0AACAASURBVCZZdUY2oQ/i4QtDhgzJjE7Pnj2NvVnp0qVLd7x8pznDmb0kyN78kt2km5S0m57sA7Wym63T/mXB/mc37YYM6Vi23OHDh7NVGntzYv1HKWt1ajfaZNtkb4yy/9W/FKr+67oDN+OFrc862oeK2VjQHhfejGpjvauLMW9B7VhlYyFf4Po3Dzau78CBA2K12nHt5zu72Tiu/7nUyuUau43bmT1Wvv8S8/48QNB+z9vvzT59+mS+6+xj7+t/39WPtcZjpS0skL3J09Ztx6p+nTbNa9O+P+vfqNg4lrSbEbXv+fp/mW78Pe/VvlzS6n8eGrdTK28Xs7jTZn3szZD22TK2X3zP30nMO/9Ocxvt+05brCD7ebDjbrf69UhzGOlmWVu+fuw2ntu0b9/eu3PGmGw7vHYoKyurS7Z11o9XqY22QP2fD3UV/OVF9jvC9tvWWf+z3njf+u/r+9RPr98mW2dUc5tWtdmRrN+6gF8H9fAFOzD79u3LtN4+gfbzn/+8+b+/+r++9eadd98xNpj/7m//zrc6f7TiR+b+++83kydN9q3OL3zxC+Y///M/TZvWt3/xaEnlH+770Lz66qvm6e8+3ZJqGpR9+f+9bOyKPo8++mgm3a5+YB8sltSNmL89ssQ8Md+SBwjyPf/nzxLf87e/U+Lyiu/52yPB93z43/P+zPhuj+EdX9kv46AeLGV/SxozZkymDfasjT0rsOD/LLhjm3Ld4eatm5nfYP2s83ev/c7Mnj3bfPazn821GXfcz/62+dBDD5m2bdvecd9cdijsW2js8lB+9vuD3R+YgQMH1o1XLu1wdR9ivuHIEfN//o5qqJKsd8R8w/Ek5on5ljw0k7nNnz9PzG0afq80fhf6spX2i54HSzUeBt4nWYCYT/Lo0jcvAWLeS4W0JAsQ80keXTf6FvoZenttUVQPlnJjSGhl0gSI+aSNKP25kwAxfych8pMmQMwnbUTd60/oZ+gtEQ9fcC9QaHHLBIj5lvlR2j0BYt69MaPFLRMg5lvmR+mWCYR+hj7bXK+HL2Tz+BeBJAoQ80kcVfqkCRDzmg55SRQg5pM4qm70qfX3v//977vR1Oa10i7eU1BQYGbMmNG8gsrets7evXub4cOHK3s1M6vWmJEjRxq71KZfm+33Jz7xiQZLULWkbttve4Px2LFjW1JNg7L2esPBgweboqKiBum8yV+AmCfm848eN0sS88S8m5Gbf6uJeWJeip5Ilq2UGkM6AggggAACCCCAAAIINE8gkmvom9dE9kYAAQQQQAABBBBAAAFJgAm9JEM6AggggAACCCCAAAIOCDChd2CQaCICCCCAAAIIIIAAApIAE3pJhnQEEEAAAQQQQAABBBwQYELvwCDRRAQQQAABBBBAAAEEJAEm9JIM6QgggAACCCCAAAIIOCDAhN6BQaKJCCCAAAIIIIAAAghIAol4sNSZM2fMK6+8Ynbt2mVGjRpl2rZt26S/+/btMy+99JI5c/qMGTlqpG8PXWpyICHh2rVrZu3ateaNN97IPEypW7duwp7G7N271+zcudPfB1iJR2uYcScn+0Co9957z7z66qvG9sE+aIstfAFi3j9zYt4/yyBrIub90yXm/bMMsiZi3j/dNMS882fob9y4YRYuXJh5kmllZaV5/PHHm0RAaWmp+frXv5550ul///a/zU9/+tMm+wSd8PTTT5sDBw6Y4uJi84UvfMFUVVV5HvLq1avmK1/5itm4caNnfpCJuTitXr3a/OpXvzJTp041S5YsMbt37w6ySdTtIUDMe6DkmUTM5wkXcjFi3j9wYt4/yyBrIub9001NzNc6vv3+97+v/e53v1vXi3nz5tUePny47r198b3vfa927dq1mbTLly/XjhgxokF+0G/Onz9fO23atLrD/PCHP6x9+eWX697Xf/Hkk0/WLlu2rPaZZ56pnxzK61ycvva1r9Vu3Lgx055f/OIXtT/60Y9CaRsHuS1AzN+2aOkrYr6lguGUJ+b9cybm/bMMsiZi3j/dtMS882fojx49akaMGFH3q9zo0aPNsWPH6t7bF4cOHTJDhw7NpHXq1Cnzr70EJqztxIkTmb8OZI83bNgwc+TIkezbun83bNhgCgoKzAMPPFCXFuaLXJzsXzqWL19unnvuObNmzZrMXxvCbCPHMoaY9y8KiHn/LIOsiZj3T5eY988yyJqIef900xLzzk/oL1y4YDp27Fg38h06dDDV1dV17+2LiooKY9Ozm53UX79+Pfs28H/t5TV2op7d2rdvbxr/QnHu3DmzYsUK89RTT2V3C/3fXJy2b99u+vbtm7m+v02bNmb//v2htzPtByTm/YsAYt4/yyBrIub90yXm/bMMsiZi3j/dtMR8G//IoqmpsLDQ2Gvns9v58+cz16ln39t/+/fvby5evFiXZCfT3bt3r3sf9At746gNqOxmP6gDBw7Mvs38+5Of/MRcuXLFfPvb386cvT958qQZP368eeSRRxrsF+SbOznZG2KfffbZzCTe/oIyadIk881vftPMmTMnyGZRdyMBYr4RSAveEvMtwAuxKDHvHzYx759lkDUR8/7ppiXmnT9DP2PGDLN+/Xpz69Ytc/nyZbNt27bM5TU1NTV1Z8Fnz55t3nzzzUx0vP/++2bMmDH+RUoONQ0ZMsR8+OGHmV887KTYttdOhu1mf7mwad/4xjfMiy++aL71rW+ZL37xi2bmzJnm05/+dA61+7eL5JS1vOuuu8yECRPqfjkqLy83EydO9K8B1JSTADGfE1NOOxHzOTFFvhMx798QEPP+WQZZEzHvn25qYt6/2w6iq+mXv/xl7UMPPVQ7Y8aM2tdeey3TEHvj5uc+97nM6ytXrtQ+9dRTtQsWLKidNWtW7cGDB0NvbElJSeb4DzzwQO0PfvCDuuPPnTu3dsuWLXXv7YvXX389kptiJaf6ltu2bat9/PHHax977LHMf6WlpQ3azptwBIh5f5yJeX8cw6iFmPdHmZj3xzGMWoh5f5TTEvOtLJd/vwdFV5Nd4sle023PIkubPRte/3p7ab8g0+31/fWv5w/yWPnWnYtTLvvke3zK5SZAzOfmlMteucRzLvvkciz2yV+AmM/frnHJXOI5l30a18t7fwWIef88c4nnXPbxr0X+1pSYCb2/LNSGAAIIIIAAAggggIAbAvLpbDfaTysRQAABBBBAAAEEEEi1ABP6VA8/nUcAAQQQQAABBBBwXYAJvesjSPsRQAABBBBAAAEEUi3AhD7Vw0/nEUAAAQQQQAABBFwXYELv+gjSfgQQQAABBBBAAIFUCzChT/Xw03kEEEAAAQQQQAAB1wWY0Ls+grQfAQQQQAABBBBAINUCTOhTPfx0HgEEEEAAAQQQQMB1ASb0ro8g7UcAAQQQQAABBBBItQAT+lQPP51HAAEEEEAAAQQQcF2ACb3rI0j7EUAAAQQQQAABBFItwIQ+1cNP5xFAAAEEEEAAAQRcF2BC7/oI0n4EEEAAAQQQQACBVAswoU/18NN5BBBAAAEEEEAAAdcFmNC7PoK0HwEEEEAAAQQQQCDVAkzoUz38dB4BBBBAAAEEEEDAdQEm9K6PIO1HAAEEEEAAAQQQSLUAE/pUDz+dRwABBBBAAAEEEHBdgAm96yNI+xFAAAEEEEAAAQRSLcCEPtXDT+cRQAABBBBAAAEEXBdgQu/6CNJ+BBBAAAEEEEAAgVQLMKFP9fDTeQQQQAABBBBAAAHXBZjQuz6CtB8BBBBAAAEEEEAg1QJM6FM9/HQeAQQQQAABBBBAwHUBJvSujyDtRwABBBBAAAEEEEi1ABP6VA8/nUcAAQQQQAABBBBwXYAJvesjSPsRQAABBBBAAAEEUi3AhD7Vw0/nEUAAAQQQQAABBFwXYELv+gjSfgQQQAABBBBAAIFUCzChT/Xw03kEEEAAAQQQQAAB1wWY0Ls+grQfAQQQQAABBBBAINUCTOhTPfx0HgEEEEAAAQQQQMB1ASb0ro8g7UcAAQQQQAABBBBItQAT+lQPP51HAAEEEEAAAQQQcF2ACb3rI0j7EUAAAQQQQAABBFItwIQ+1cNP5xFAAAEEEEAAAQRcF2BC7/oI0n4EEEAAAQQQQACBVAswoU/18NN5BBBAAAEEEEAAAdcFmNC7PoK0HwEEEEAAAQQQQCDVAkzoUz38dB4BBBBAAAEEEEDAdQEm9K6PIO1HAAEEEEAAAQQQSLUAE/pUDz+dRwABBBBAAAEEEHBdgAm96yNI+xFAAAEEEEAAAQRSLcCEPtXDT+cRQAABBBBAAAEEXBdgQu/6CNJ+BBBAAAEEEEAAgVQLMKFP9fDTeQQQQAABBBBAAAHXBZjQuz6CtB8BBBBAAAEEEEAg1QJM6FM9/HQeAQQQQAABBBBAwHUBJvSujyDtRwABBBBAAAEEEEi1ABP6VA8/nUcAAQQQQAABBBBwXYAJvesjSPsRQAABBBBAAAEEUi3AhD7Vw0/nEUAAAQQQQAABBFwXYELv+gjSfgQQQAABBBBAAIFUCzChT/Xw03kEEEAAAQQQQAAB1wWY0Ls+grQfAQQQQAABBBBAINUCTOhTPfx0HgEEEEAAAQQQQMB1ASb0ro8g7UcAAQQQQAABBBBItQAT+lQPP51HAAEEEEAAAQQQcF2ACb3rI0j7EUAAAQQQQAABBFItwIQ+1cNP5xFAAAEEEEAAAQRcF2BC7/oI0n4EEEAAAQQQQACBVAswoU/18NN5BBBAAAEEEEAAAdcFmNC7PoK0HwEEEEAAAQQQQCDVAkzoUz38dB4BBBBAAAEEEEDAdQEm9K6PIO1HAAEEEEAAAQQQSLUAE/pUDz+dRwABBBBAAAEEEHBdgAm96yNI+xFAAAEEEEAAAQRSLcCEPtXDT+cRQAABBBBAAAEEXBdgQu/6CNJ+BBBAAAEEEEAAgVQLMKFP9fDTeQQQQAABBBBAAAHXBZjQuz6CtB8BBBBAAAEEEEAg1QJM6FM9/HQeAQQQQAABBBBAwHUBJvSujyDtRwABBBBAAAEEEEi1ABP6VA8/nUcAAQQQQAABBBBwXYAJvesjSPsRQAABBBBAAAEEUi3AhD7Vw0/nEUAAAQQQQAABBFwXYELv+gjSfgQQQAABBBBAAIFUCzChT/Xw03kEEEAAAQQQQAAB1wWY0Ls+grQfAQQQQAABBBBAINUCTOhTPfx0HgEEEEAAAQQQQMB1ASb0ro8g7UcAAQQQQAABBBBItQAT+lQPP51HAAEEEEAAAQQQcF2ACb3rI0j7EUAAAQQQQAABBFItwIQ+1cNP5xFAAAEEEEAAAQRcF2BC7/oI0n4EEEAAAQQQQACBVAswoU/18NN5BBBAAAEEEEAAAdcFmNC7PoK0HwEEEEAAAQQQQCDVAkzoUz38dB4BBBBAAAEEEEDAdQEm9K6PIO1HAAEEEEAAAQQQSLUAE/pUDz+dRwABBBBAAAEEEHBdoI3rHajf/o8//tjs2bOnfhKvHREYMGCA6dGjhyOtjU8zifn4jEVzW0LMN1fsz/sT8/m5xaEUMZ/fKBDz+bnFoVSYMZ+oCf0rr7xivvKVr5iePXs2exzvukv+Y0X79u3F+jp27OiZJ6Xbne2HU9pu3bolZRmtjZ06dRLLde7cWczT6rx586ZY7sKFC2LepUuXPPOuXbvmmW49amtrzdmzZz3zSZQFWhLz7dq1Eytu27atmNemjffXRocOHcQy2udB+7xqedovgFqejTVpO3funJRlDhw4IOadPHnSM0/6LBDznlw5JbYk5nM6gMdO0vek9FmwVWjfu/aHvLRNnjxZyjLaZ3bnzp1iucOHD4t5ly9fFvNu3Lgh5jU3w8a89eJ7vrlyxtiYf+yxx0yfPn08CxcUFHim20QtDrt37y6W69Wrl2det27dPNNtohafrVu3FstpcyytTu3nlDTfsI2Qvq9t3rFjx8R2njlzxjMvLt/z3j+ZPZsc/8SysrJMI8+fP9/sxrZq1UosowVN165dxXJShjZp175AtQ+ElqdN9qU22nStnVeuXBGLVlRUeOZdvXrVM90mDh06VMwjQxZoScxrkxHtS1TK69Kli9hQaUIkFvhLhvZFrx2vd+/eYtXahF77IVBTUyPWKf2CW1lZKZYh5kUaNaMlMa9WrGRKPx+0z5D2/dm/f3/xaNovo9ovxlIb7YEuXrwoHk+LUa0PYoVKxt13363kkiUJ2Ji34yudcNC+C7W40MpJ3/NaDGp52jxKK6edKNLypEm2NdbmiPmcyNQ+Q2F+zzs5od++fbu5fv16k9h///33m6SRgEASBIj5JIwifWiOADHfHC32TYIAMZ+EUYyuD05O6P/jP/7DnD59uona66+/3iSNBASSIEDMJ2EU6UNzBIj55mixbxIEiPkkjGJ0fXByQv/CCy94is2dO9ds2LDBM49EBFwWIOZdHj3ano8AMZ+PGmVcFtBi/q233nK5a7Q9BAH5TtAQDs4hEEAAAQQQQAABBBBAoGUCTp6hz7fL2s0h2g0b2k1Kw4YN82yOdve4dkOGdHOdPYh2Y2FRUZFnO2zi4MGDxTzt7viqqiqxnHYzmHTDrNd9D+IByPBFQBsnbfUDbXWZgQMHerZt5MiRnuk2ccyYMWKeVk6LXe0zpvVbumnbNlC7D0e7YV1aKYSYF4fdqQzpu1dbcGD48OFiHxcsWCDmPfjgg2Lerl27xDzpJkZbQMuT+mbLaT8ztZvLxUaSkbeAtkCA9n2tfb/OmDFDbM/MmTM986Q5j91Zu7lVixctzjwb8ZdE7Xu+urpaLKqtCKX9XJQWRojL9zxn6MUhJwMBBBBAAAEEEEAAgfgLMKGP/xjRQgQQQAABBBBAAAEERAEm9CINGQgggAACCCCAAAIIxF+ACX38x4gWIoAAAggggAACCCAgCjChF2nIQAABBBBAAAEEEEAg/gKJW+VGu1tauyO6a9eu4mhpj6ueOHGiZzntWH/60588y9jEs2fPinnaY5q1u9x79+4t1qnd0a2tfqCtCiQejIxABLSY11ZG0FaJkVaysR0YP368Zz+kz4Ld+Z577vEsYxP79u0r5mkrIxw/flwsp32OTp48KZY7cOCAmHf48GExT1tRQSxEhjMC0iPmtdXFZs2aJfZv3rx5Yt7FixfFPG0t8j179ojltNXTpJU7xMrIiERA+57XGtS6dWsxW4prW0Caw1RWVor1HT16VMzTYlBaGc9WpsVnYWGheLyhQ4eKed26dRPztJ+L0jxRcxQPFEAGZ+gDQKVKBBBAAAEEEEAAAQTCEohsQn/r1i2TPftWdqTMlJSUGJvGhkBSBYj5pI4s/ZIEiHlJhvSkChDzSR3Z+Pcrkgn9a6+9ZiZPnpz50719/dCCh8zq1avNvffea7Q/N8afkxYi4C1AzHu7kJpcAWI+uWNLz7wFiHlvF1LDEQj9Gnp7Vv7nP/+52bp1q7HXpE6bNi1z3bi9Nsl+GNatW2cWLlwYTu85CgIhCBDzISBziFgJEPOxGg4aE4IAMR8CModQBUI/Q//xxx9nHidtH5ltb9bs0aOHyd5Q0K9fP1NVVaU2mEwEXBMg5l0bMdrbUgFivqWClHdNgJh3bcSS197Qz9DbO67nzJljZs+ebc6cOWOWLl1qvvrVr5oHH3zQrFq1KnOWviXM2p3g7dq1E6vWVoLRVugYPXq0Z53aLyb2N/l8Nm3FEm21Gm0FnOwvU17t0e5K1+48l/LsF14at6BjXltxqGPHjiK5dqe//eVa2qSVPbQ4u379ulSd2bt3r5h38OBBMe/QoUNiXnl5uZhXUVEh5mmX/F26dEksJ33eb968KZZJckbQMR+EnfY56tWrl+chx44d65luE7WVbLSfRRs2bBDrfPfdd8W8U6dOiXna50/6vhYrI8NTIOiY1+YN2vhq31va9+TOnTs9+6nVd+TIEc8yNvHcuXNinrZKmPZZ0VaSsieNpU3z0r6zpc+KVkZqQxDpoU/obSeWLFliHn74YWMHyk4C7BdYWVmZWb9+feasfRAdpU4EohQg5qPU59hRCBDzUahzzCgFiPko9Tl2JBN6y17/DKA9Y283ewbX/qetf273+8d//Edz+vTpTJn6/9uxY0f9t7xGIFYCxHyshoPGhCBAzIeAzCFiJUDMx2o4UtWYyCb0XsrLly839uZY+1uuttmz+15/otm9e7fRLhPR6iQPgSgE/Ih57ZKVKPrEMRHQBPyI+fPnz2uHIA+BWAn4EfP79++PVZ9oTPwEYjWhX7ZsWU5CM2bM8NxPuw7eswCJCEQsQMxHPAAcPnQBYj50cg4YsYAfMc+EPuJBdODwkU3or169mrkZzt6g1qVLFzNgwAAzaNAgB8hoIgL5CRDz+blRyl0BYt7dsaPl+QkQ8/m5UarlApFM6NeuXWvsb6z2DmW7eoC9fMauZtG9e3ezcuXKzGU3+XZNu/7e/uIgbdovEyNHjpSKNbgXoP5OV65cqf+2wesbN240eF//jXZHt7ZiiXZHt10aVNq0O+e1dmp3ukt3kKd1lRtrH2TMt2kjf4y11Y+klTtse+tfB9o4duzn1GvTxvf48eNeRTJpx44dE/P27dsn5tkb6aXNrqAlbdpleVLs2rq0lQykvDQ//TrImJfG9k7p2s8HbdWnwYMHe1b9yU9+0jPdJg4fPlzM0+73euONN8Ry2mfF6zJUsaJ6GdrKcPV2a/JS+9nRZOeUJAQZ89p3ifa9VVlZKerbZwFJ29GjRz2zzp4965luE0+ePCnmaXMisZAx6kIpM2fOFItqca21RbucT7LU5kpiAwPIkGcCARzMVml/6NulKjdv3pxZg77+YeyylWvWrDGLFi2qn8xrBJwWIOadHj4an4cAMZ8HGkWcFiDmnR6+RDQ+kgdL2bN/XmfLi4uKDb/1JyKu6EQ9AftFT8zXA+Fl4gWI+cQPMR1sJEDMNwLhbegCoZ+ht5cHLFy40CxYsMDMnz8/c8mN/XNRaWmpWbdunSkpKQkdgQMiEKQAMR+kLnXHUYCYj+Oo0KYgBYj5IHWpOxeB0M/Q20YtXrzYrFixwhQWFhr7pDJ7E8n06dPNpk2bTEFBQS7tZh8EnBIg5p0aLhrrgwAx7wMiVTglQMw7NVyJa2zoZ+izgiNGjDD2PzYE0iJAzKdlpOlnVoCYz0rwb1oEiPm0jHT8+hnZhD4oCvtnL2nTVjEYOHCgVMwUFRWJedoqIlIhrY3aXyh69uwpVZn5a4eUqa1mku+KH9pd4vZaQq+N+yO8VFqe1rp1a7GStm3binnaqkn2AW/SJn2OtPq0FRo6dOggHcpony8tT1uF6eLFi+LxtNUKtJUkiHmRNFYZWqz16dNHbOv48eM986ZOneqZbhPtkszStmHDBinLaOuNS6sp2cq0nyviwe6QIcW1LSZ9n9fU1NyhVrLzEdDGQvt+1b4LpZVsbPukOrXvT20+IdVnj6XFrl3SXNq0uZn2Wdc+m/aqEWk7d+6cZ5b2s8GzQECJkVxyE1BfqBYBBBBAAAEEEEAAgdQJMKFP3ZDTYQQQQAABBBBAAIEkCTChT9Jo0hcEEEAAAQQQQACB1AkwoU/dkNNhBBBAAAEEEEAAgSQJyHeQOtpL7QZBr4dZZbvZu3fv7Msm/0qPurc7tm/fvsn+NkG7IUO7kUO7gVV7lPjo0aM922ETi4uLxbwgHhcu3eCiPXZdbCAZdxTQbkKTblyzlWo3WV27dk08rnTjqPaobelGWnsQ7cbddu3aie3Qbtzt0aOHWE7LKysrE8udPn1azJO8NH+xMjJaJCB9/9hKte/yIUOGiMedNGmSZ16nTp08023ili1bxLzt27eLeXYZZ2nTPg/SzyJbl/bdq30PaDfhSjcCEvPS6LUsXXOVvpPtEbUbVbXFLaTjafGpxYtUn22jNm/TVkMcNWpUXqhHjhwRy504cULMk24w1j5DYmUBZHCGPgBUqkQAAQQQQAABBBBAICwBJ8/QnzlzxnNJJeksWViYHAeBoASI+aBkqTeuAsR8XEeGdgUlQMwHJZuOep2c0P/93/+9KS0tbTJCdv1e7U+STQqQgIAjAlrMa5esONI9molAEwEt5pvsTAICCRAg5hMwiBF2wckJ/e9+9ztPsrlz56rXLXoWIhEBBwS0mN+8ebMDPaCJCDRPQIt57cFMzTsKeyMQHwEt5t966634NJSWxFKAa+hjOSw0CgEEEEAAAQQQQACB3AScPEOvdU1b4UC7NEHL0x5pL61yoK1kM336dK0LYt7QoUPFPOnR5LaAtvqBtnKHdvlSQUGB2BbJUltpQayMjDsKaI/U1u4r0R7hffbsWfG4J0+e9MyTVr2wO0sxYfO0FQ46d+7seSybqD0SXItdrU5tdSotfiUTzV/sGBktEtC+r/v06SPWra2mMXDgQM9y2iPkt23b5lnGJtprpaVNi09tlR5tFTftM6atdFJVVSU100h5ly9fFsuQkb+AtpqZ9t2r/XzQvtOklVu01Wq0PG0VNC2up06dKqINGzZMzNu5c6eYt2/fPjHv1KlTYp7krPVbrCyADM7QB4BKlQgggAACCCCAAAIIhCXAhD4saY6DAAIIIIAAAggggEAAAkzoA0ClSgQQQAABBBBAAAEEwhJgQh+WNMdBAAEEEEAAAQQQQCAAASb0AaBSJQIIIIAAAggggAACYQkkbpUb7U5q7W5v6Y59OxDnz58Xx0NaPUBbLUNaMcEepFu3buKxRo0aJeYNHjxYzNNWM5HabyvTVseRVvex5aQVRrRjiY0no0UC0l35tlLtbn7trv1Lly55tinfVTakeLEH0ers2rWrZztsorZSiLYSllihMUazlFazuXHjhlYleXkKaKtzaN9N/fr1E484ZMgQMU/6LrQPM5Q2r4cfZvfVvue1nw/ayk49e/bMVt/kXy12te+Bo0ePNqnrTgnE/J2E/M+XVqS505G0ctrPAKlebf6lrXSmrTA1e/Zs6XDq6mkffPCBWO7AgQNilFO00AAAIABJREFUnjYX1FYaEisMMYMz9CFicygEEEAAAQQQQAABBPwWiMWE3q6Du337dr/7Rn0IxFaAmI/t0NCwgASI+YBgqTa2AsR8bIcmkQ0L/ZIbe9lL48d22z/5vfTSS+Y73/mOsX96GT58eCKx6VQ6BYj5dI57mntNzKd59NPZd2I+neMep16HPqG312W98MIL5siRI+aRRx7JWFRWVpry8nLz7rvvGvsEUib0cQoR2tJSAWK+pYKUd02AmHdtxGhvSwWI+ZYKUr6lAqFP6O2NEevXrzc//vGPjb0x4bnnnsvcdGpvKnv22Wdb2h/KIxA7AWI+dkNCgwIWIOYDBqb62AkQ87EbktQ1KPQJvRW2q5088cQTZteuXebRRx81X/rSl3yD1+6w1+5e1lYk0FZN6NWrl2fbtZU7tFU2tDxtpQJplQ3buHxXMTh9+rRn32yi1hbpznltZQrxQAnJCDLmNVdt1QH7J2JpO378uJSV+WuaV6b9gSZtWlx37NhRKqau+tS/f3+xnLZSSO/evfMqd/nyZbFcRUWFZ96FCxc809OQGGTMa/GkrYxUWFgo0kvf5bbAzZs3PcudOHHCM90maj83Bg0aJJYbO3asmKetcqOtIqatdKZ5VVdXi22R6tS+c8TKEpIRZMxrRPavA9Im/TyW9s+mS+Oo/bzR8rTPw3333Zc9bJN/J06c2CQtm6CtZPPHP/4xu1uTf+0VIdKmxbzmLNUXZnqkN8VOmjTJ/OY3vzF79uwxffv2DbPfHAuBSASI+UjYOWiEAsR8hPgcOhIBYj4S9tQfNJIz9PXV7TXzzz//fCYp+5uk9lue3XHVqlXG68yXtiZw/WPyGoEoBYj5KPU5dhQCxHwU6hwzSgFiPkr9dB478gl9ffbly5cb+7CYJUuW1E9u8to+QMPrkhbp4R9NKiABgZgIEPMxGQiaEZoAMR8aNQeKiQAxH5OBSHgzYjWhX7ZsWU7cX/7ylz33e/nll412TaNnIRIRiFDAj5g/duxYhD3g0Ag0T8CPmC8rK2veQdkbgQgF/Ih57emmEXaNQ8dIILIJ/dWrV83evXuNvZnM3pRjb/bRbhSKkRlNQSAvAWI+LzYKOSxAzDs8eDQ9LwFiPi82CvkgEMmEfu3atcb+xjpr1ixjVxawdxUfPHjQdO/e3axcuTJz2U2+fZNWI7D1SStR2Dzt+nutnLRCgL1+TtrsJUPSNnr0aCnLFBUViXna3dc7d+4Uy9mVhqTNPitA2s6ePStlGft0PK9NW4HIa/8kpQUZ89rqMp07dxYZtTztTn9pfL3ua8kevKamJvuyyb9a++13grRJqzDY/bt16yYVM/369RPztJVOtHLSZ0Xrm9iIhGREFfPad6+9pFPatFU4pFW9tJ83w4YNkw5ltO95bSUb7XOktUX72aHF6MmTJ8U+2J/ZXpvWRq/9k5QWZMzn66TNDfKpU6tPW31K+zzMmzdPbEqHDh3EvE2bNol5drEVadNWLMveyymVjXN66BN6i7V06VKzefNm06NHjwY29mbXNWvWmEWLFjVI5w0CLgsQ8y6PHm3PR4CYz0eNMi4LEPMuj14y2h76spU26O2ZLq8z28VFxUb77S8Z5PQibQLEfNpGnP4S88RA2gSI+bSNePz6G/oZevsnmYULF5oFCxaY+fPnZy65sX/OtA92WrdunSkpKYmfEi1CoAUCxHwL8CjqpAAx7+Sw0egWCBDzLcCjqC8CoZ+ht61evHixWbFihbFP7bNP7LI3kUyfPt3Y66G06x996TGVIBCBADEfATqHjFSAmI+Un4NHIEDMR4DOIesEQj9Dnz3yiBEjjP2PDYG0CBDzaRlp+pkVIOazEvybFgFiPi0jHb9+RjahD4ri1q1bYtVVVVVinlbu4sWLYjnpDmztIVd9+/YV69NW2ZBWF7GVaSvIfPjhh+LxtLVttTX9KysrxTql1RbsNYZs/gtortrKHf3798+rMWfOnPEsp618dOnSJc8yNlFbFUNbbUf7zEqfS3s8beUcbcUPr/t+sp2yf2732u701GuvMqTdWUDytiU1c62c18MKsy2RVlTSVlPSVjNrvCBE9jj2X+nzZfO0VWe0+Bw3blz9QzR4rbVT+2xKP4+0z2WDA/PGSQHps2A7o/28uf/++8X+Tp48WczT5ij/8z//I5bTPkdaXIsVOpARySU3DrjQRAQQQAABBBBAAAEEnBBgQu/EMNFIBBBAAAEEEEAAAQS8BZjQe7uQigACCCCAAAIIIICAEwJM6J0YJhqJAAIIIIAAAggggIC3ABN6bxdSEUAAAQQQQAABBBBwQsB7aQYnmu7dSO1Js9rd99Id+/Yodp18aZNWxdDW09dWI9BWLNFW/Dh9+rTURKOtVnP+/HmxnLYyibaqjuSs9U1sBBl3FNBiXluRYMCAAWLdRUVFYt7ly5c9844dO+aZbhO1GNQ+X9oqItqyt2PGjBHbMnToUDFPWwlLi3n7cDyvTVrxyWtf0nIXkL5jbA2auTROtpz2WZHisLi4WGy09n197do1sdypU6fEPK3Oe+65RyynrZ5mH+oobcePH5eyjLT6W1JXEBEhEpohfR60FfzuvvtuUeMzn/mMmKetSvbWW2+J5fbs2SPmaZ917WemWKEDGZyhd2CQaCICCCCAAAIIIIAAApKAk2fop06dav70pz816ZN2ZqbJziQg4JCAFvMdO3Z0qCc0FYHcBLSY1/4Cmlvt7IVA/AS0mI9fa2lR3AScPEO/ZcsWYy8Hafzfpz/96bj50h4EfBEg5n1hpBKHBIh5hwaLpvoiQMz7wpjaSpw8Qy890a9169apHUg6nmwBYj7Z40vvmgoQ801NSEm2ADGf7PENundOTujzRcn3pkzp5hDbDu0x41I7tTLSTba2Lu1GKu3mVukmRlundpOVdgmTlsdNUdLIB5Ou3SCo3dis5WmPip8wYYJnR7SbRrWbTbX2Szcj2gYMHjzYsx02cciQIWKe1s6jR4+K5bSbfqXPn3ZjlnggMu4ooLlKN2vaSsvLy8W6L1y4IOZJN2B3795dLKPVp32X9+7dW6yzsLAwr7x9+/aJ5bZu3SrmHTp0SMyTbmZP6g2HIkRCM6QTpNp38uTJk0UN6TNkC5SVlYnl3n33XTFP+7mSxjh08pIbcXTJQAABBBBAAAEEEEAgZQJM6FM24HQXAQQQQAABBBBAIFkCTOiTNZ70BgEEEEAAAQQQQCBlAkzoUzbgdBcBBBBAAAEEEEAgWQJM6JM1nvQGAQQQQAABBBBAIGUCqVrlRhtbbQUcbVUaqZx0h7htg7aSjVSfLaetjKCtZKOtCJHvajVaOzVn8vwX0MbwzJkz4gF37dol5nXu3FnM69+/v2fepEmTPNNtYt++fcW8rl27inn5flZOnTol1rljxw4x75133hHzvB5ml91ZOp42Ntmy/Nt8AW1lpIqKCrFCbbWXTZs2ieUGDBjgmTdt2jTPdJvYqVMnMU9bOU37bq2srBTr1Nq/Zs2avMpJcW0r08ZAPBgZsRLQ5jbSEpraKjeDBg0S+6etOvP++++L5Q4fPizmad+v2vHECh3P4Ay94wNI8xFAAAEEEEAAAQTSLRDZGXq7hu3evXuNPZvSpUsXY8+AaL/dpXuY6H0SBIj5JIwifWiOADHfHC32TYIAMZ+EUXSzD5FM6NeuXWuWLVtmZs2aZXr16pV5uNHBgweNfUjHypUrjfYneDeZaXXaBYj5tEdA+vpPzKdvzNPeY2I+7REQbf9Dn9Db6wOXLl1qNm/ebHr06NGg96tWrTL2Wr9FixY1SOcNAi4LEPMujx5tz0eAmM9HjTIuCxDzLo9eMtoe+jX0Nuj79euXucymMWFxUbFJ440MjR14nywBYj5Z40lv7ixAzN/ZiD2SJUDMJ2s8XexN6Gfo27RpYxYuXGgWLFhg5s+fn7nkxq7CUlpaatatW2dKSkpi56j9klFTU+PZ3urqas90m6itwnDgwAGxnLbKzcWLF8Vy5eXlYp693k/apL7Z/TUTLU86VpLTg455zVuLGW31AC1GpZVC7CV00jZx4kQpyxQXF4t5Woa2go+2asLOnTvFaj/66CMx7+zZs2Ke5KyNjVhZAjKCjnmNSPtOsz9npE1bKezEiROexT7zmc94ptvEe++9V8zr2bOnmFdWVibmvf3223nlaZ91beUcVrIRuZtkRBnzTRrjQ4L081/7nEg/G2xztFWYtO/ko0ePir1hlZuGNKGfobeHX7x4sVmxYoUpLCw0drJpv4CnT5+eGfCCgoKGLeQdAgkQIOYTMIh0oVkCxHyzuNg5AQLEfAIG0eEuhH6GPms1YsQIY/+rv9k/Wdn/tLVR7f6vv/66uXLlSv2imdfSWZQmO5KAQAQCxHwE6BwyUgFiPlJ+Dh6BADEfATqHzAhENqH38l++fHlmhZslS5Z4ZdelffDBB56XraT1z9t1MLxwToCYd27IaHALBYj5FgJS3DkBYt65IXOywbGa0NulLHPZnnzySc/d7Ko53/3udz3zSEQgjgLEfBxHhTYFKUDMB6lL3XEUIObjOCrJa1NkE/ogHr7AGXp3A/TChQvuNj7HlhPzOUKlZDdiPr+B5ns+P7c4lCLm8xsFYj4/tziUCjPmW9VGEClBPXzBrizzr//6r8bebW4R/+Vf/sU88MADvo3pyZMnjV0RYOzYsb7Vae/utk/J7dOnj291vvnmm2bOnDmmVatWvtRp+2wf/GVvXPZrs6uJDB8+3MybNy+zYs6DDz5opkyZ4lf1sauHmL89JMQ8Md+SBwjyPf/nzxLf87e/U+Lyiu/52yPB93wE3/N2Qh/mVlNTUzt69Oja8+fPNznsiy++WPvrX/+6SXo+CRUVFbVDhgzJp6hYZvXq1bVPPvmkmJ9Pxj/8wz/UbtiwIZ+iYpm2bdvW3rhxQ8xvbsaWLVtqv/zlLze3mLr/s88+W/vv//7v6j5JySTmG44kMd/QI4nviPmGo0rMN/RI4jtivuGoEvMNPcJ4F/qylTx84fZvsLxKhwAxn45xppe3BYj52xa8SocAMZ+OcY5zL0O/hj5pD1+I8+DStngIEPPxGAdaEZ4AMR+eNUeKhwAxH49xSHMrQj9Db7F5+EKaQy6dfSfm0znuae41MZ/m0U9n34n5dI57XHod+hn6bMe9Hr6QzeNfBJIoQMwncVTpkyZAzGs65CVRgJhP4qi60adIztCHQWOfNms/WH5unTt3Nr169fKzSlNYWGg6duzoa53jxo3zbYUb27AOHTqYfv36+dpG+8yALl26+Fpn2isj5v1Z1YmYd+eTRMwT8+5Eqz8tJeaJeSmSIlm2UmoM6QgggAACCCCAAAIIINA8gcSeoW8eA3sjgAACCCCAAAIIIOCmABN6N8eNViOAAAIIIIAAAgggkBFgQk8gIIAAAggggAACCCDgsAATeocHj6YjgAACCCCAAAIIIMCEnhhAAAEEEEAAAQQQQMBhASb0Dg8eTUcAAQQQQAABBBBAgAk9MYAAAggggAACCCCAgMMCrb///e9/3+H2Z5p+5swZ88orr5hdu3aZUaNGmbZt2zbp0r59+8xLL71kzpw+Y0aOGunrg5eaHMwj4dq1a2bt2rXmjTfeMEVFRaZbt24ee/05ae/evWbnzp1m+PDh4j5BZdzJ6eOPPzbvvfeeefXVVzN96N27d1BNoV5FgJhXcJqZRcw3Eyyi3Yl5/+CJef8sg6yJmPdPNw0x7/wZ+hs3bpiFCxearl27msrKSvP44483iYDS0lLz9a9/3YwdO9b892//2/z0pz9tsk/QCU8//bQ5cOCAKS4uNl/4whdMVVWV5yGvXr1qvvKVr5iNGzd65geZmIvT6tWrza9+9SszdepUs2TJErN79+4gm0TdHgLEvAdKnknEfJ5wIRcj5v0DJ+b9swyyJmLeP93UxHyt49vvf//72u9+97t1vZg3b17t4cOH697bF9/73vdq165dm0m7fPly7YgRIxrkB/3m/PnztdOmTas7zA9/+MPal19+ue59/RdPPvlk7bJly2qfeeaZ+smhvM7F6Wtf+1rtxo0bM+35xS9+UfujH/0olLZxkNsCxPxti5a+IuZbKhhOeWLeP2di3j/LIGsi5v3TTUvMO3+G/ujRo2bEiBF1v8qNHj3aHDt2rO69fXHo0CEzdOjQTFqnTp0y/9pLYMLaTpw4kfnrQPZ4w4YNM0eOHMm+rft3w4YNpqCgwDzwwAN1aWG+yMXJ/qVj+fLl5rnnnjNr1qzJ/LUhzDZyLGOIef+igJj3zzLImoh5/3SJef8sg6yJmPdPNy0x7/yE/sKFC6Zjx451I9+hQwdTXV1d996+qKioMDY9u9lJ/fXr17NvA//XXl5jJ+rZrX379qbxLxTnzp0zK1asME899VR2t9D/zcVp+/btpm/fvpnr+9u0aWP2798fejvTfkBi3r8IIOb9swyyJmLeP11i3j/LIGsi5v3TTUvMt/GPLJqaCgsLM9fOZ49+/vz5zHXq2ff23/79+5uLFy/WJdnJdPfu3eveB/3C3jhqAyq72Q/qwIEDs28z//7kJz8xV65cMd/+9rczZ+9Pnjxpxo8fbx555JEG+wX55k5O9obYZ599NjOJt7+gTJo0yXzzm980c+bMCbJZ1N1IgJhvBNKCt8R8C/BCLErM+4dNzPtnGWRNxLx/ummJeefP0M+YMcOsX7/e3Lp1y1y+fNls27Ytc3lNTU1N3Vnw2bNnmzfffDMTHe+//74ZM2aMf5GSQ01DhgwxH374YeYXDzsptu21k2G72V8ubNo3vvEN8+KLL5pvfetb5otf/KKZOXOm+fSnP51D7f7tIjllLe+66y4zYcKEul+OysvLzcSJE/1rADXlJEDM58SU007EfE5Mke9EzPs3BMS8f5ZB1kTM+6ebmpj377aD6Gr65S9/WfvQQw/Vzpgxo/a1117LNMTeuPm5z30u8/rKlSu1Tz31VO2CBQtqZ82aVXvw4MHQG1tSUpI5/gMPPFD7gx/8oO74c+fOrd2yZUvde/vi9ddfj+SmWMmpvuW2bdtqH3/88drHHnss819paWmDtvMmHAFi3h9nYt4fxzBqIeb9USbm/XEMoxZi3h/ltMR8K8vl3+9B0dVkl3iy13Tbs8jSZs+G17/eXtovyHR7fX/96/mDPFa+defilMs++R6fcrkJEPO5OeWyVy7xnMs+uRyLffIXIObzt2tcMpd4zmWfxvXy3l8BYt4/z1ziOZd9/GuRvzUlZkLvLwu1IYAAAggggAACCCDghoB8OtuN9tNKBBBAAAEEEEAAAQRSLcCEPtXDT+cRQAABBBBAAAEEXBdgQu/6CNJ+BBBAAAEEEEAAgVQLMKFP9fDTeQQQQAABBBBAAAHXBZjQuz6CtB8BBBBAAAEEEEAg1QJM6FM9/HQeAQQQQAABBBBAwHUBJvSujyDtRwABBBBAAAEEEEi1ABP6VA8/nUcAAQQQQAABBBBwXYAJvesjSPsRQAABBBBAAAEEUi3AhD7Vw0/nEUAAAQQQQAABBFwXYELv+gjSfgQQQAABBBBAAIFUCzChT/Xw03kEEEAAAQQQQAAB1wWY0Ls+grQfAQQQQAABBBBAINUCTOhTPfx0HgEEEEAAAQQQQMB1ASb0ro8g7UcAAQQQQAABBBBItQAT+lQPP51HAAEEEEAAAQQQcF2ACb3rI0j7EUAAAQQQQAABBFItwIQ+1cNP5xFAAAEEEEAAAQRcF2BC7/oI0n4EEEAAAQQQQACBVAswoU/18NN5BBBAAAEEEEAAAdcFmNC7PoK0HwEEEEAAAQQQQCDVAkzoUz38dB4BBBBAAAEEEEDAdQEm9K6PIO1HAAEEEEAAAQQQSLUAE/pUDz+dRwABBBBAAAEEEHBdgAm96yNI+xFAAAEEEEAAAQRSLcCEPtXDT+cRQAABBBBAAAEEXBdgQu/6CNJ+BBBAAAEEEEAAgVQLMKFP9fDTeQQQQAABBBBAAAHXBZjQuz6CtB8BBBBAAAEEEEAg1QJM6FM9/HQeAQQQQAABBBBAwHUBJvSujyDtRwABBBBAAAEEEEi1ABP6VA8/nUcAAQQQQAABBBBwXYAJvesjSPsRQAABBBBAAAEEUi3AhD7Vw0/nEUAAAQQQQAABBFwXYELv+gjSfgQQQAABBBBAAIFUCzChT/Xw03kEEEAAAQQQQAAB1wWY0Ls+grQfAQQQQAABBBBAINUCTOhTPfx0HgEEEEAAAQQQQMB1ASb0ro8g7UcAAQQQQAABBBBItQAT+lQPP51HAAEEEEAAAQQQcF2ACb3rI0j7EUAAAQQQQAABBFItwIQ+1cNP5xFAAAEEEEAAAQRcF2BC7/oI0n4EEEAAAQQQQACBVAswoU/18NN5BBBAAAEEEEAAAdcFmNC7PoK0HwEEEEAAAQQQQCDVAkzoUz38dB4BBBBAAAEEEEDAdQEm9K6PIO1HAAEEEEAAAQQQSLUAE/pUDz+dRwABBBBAAAEEEHBdgAm96yNI+xFAAAEEEEAAAQRSLcCEPtXDT+cRQAABBBBAAAEEXBdgQu/6CNJ+BBBAAAEEEEAAgVQLMKFP9fDTeQQQQAABBBBAAAHXBZjQuz6CtB8BBBBAAAEEEEAg1QJM6FM9/HQeAQQQQAABBBBAwHUBJvSujyDtRwABBBBAAAEEEEi1ABP6VA8/nUcAAQQQQAABBBBwXYAJvesjSPsRQAABBBBAAAEEUi3AhD7Vw0/nEUAAAQQQQAABBFwXYELv+gjSfgQQQAABBBBAAIFUCzChT/Xw03kEEEAAAQQQQAAB1wWY0Ls+grQfAQQQQAABBBBAINUCTOhTPfx0HgEEEEAAAQQQQMB1ASb0ro8g7UcAAQQQQAABBBBItQAT+lQPP51HAAEEEEAAAQQQcF2ACb3rI0j7EUAAAQQQQAABBFItwIQ+1cNP5xFAAAEEEEAAAQRcF2BC7/oI0n4EEEAAAQQQQACBVAswoU/18NN5BBBAAAEEEEAAAdcFmNC7PoK0HwEEEEAAAQQQQCDVAkzoUz38dB4BBBBAAAEEEEDAdQEm9K6PIO1HAAEEEEAAAQQQSLUAE/pUDz+dRwABBBBAAAEEEHBdgAm96yNI+xFAAAEEEEAAAQRSLcCEPtXDT+cRQAABBBBAAAEEXBdgQu/6CNJ+BBBAAAEEEEAAgVQLMKFP9fDTeQQQQAABBBBAAAHXBZjQuz6CtB8BBBBAAAEEEEAg1QJM6FM9/HQeAQQQQAABBBBAwHUBJvSujyDtRwABBBBAAAEEEEi1ABP6VA8/nUcAAQQQQAABBBBwXYAJvesjSPsRQAABBBBAAAEEUi3AhD7Vw0/nEUAAAQQQQAABBFwXYELv+gjSfgQQQAABBBBAAIFUCzChT/Xw03kEEEAAAQQQQAAB1wWY0Ls+grQfAQQQQAABBBBAINUCTOhTPfx0HgEEEEAAAQQQQMB1ASb0ro8g7UcAAQQQQAABBBBItQAT+lQPP51HAAEEEEAAAQQQcF2ACb3rI0j7EUAAAQQQQAABBFItwIQ+1cNP5xFAAAEEEEAAAQRcF2BC7/oI0n4EEEAAAQQQQACBVAu0SVLvd+zYYaZOnWpGjx6dpG4lvi+3bt0yn/nMZ8zPfvazxPfV7w4S836LhlMfMR+OM0dBAAEE0iKQqAn9G2+8kRm3ffv2eY7fXXfJf5Do0KGDZxmb2LVrVzFv+PDhnnnTpk3zTLeJ06dPF/OKi4vFvGvXrol5H374oZi3fft2MU+ysgWOHz8ulquqqhLzampqPPM+/vhjz3SbeOHCBSb0oo6ccaeYl0vqOfl8Vvr27StW+olPfELMe/jhh8W8++67T8yrrq4W8958800x75VXXhHzdu7cKebZGJW2GzdueGYR854sJCKAAAII+Cwgz3B9PhDVIaAJdO/eXcsmD4HECRDziRtSOoQAAghEJuDkGfqZM2carzPLly5digySAyMQpAAxH6QudSOAAAIIIOC2gJMT+rfeesvU1tY2kf/c5z5nbB4bAkkTIOaTNqL0BwEEEEAAAf8EnJzQd+zY0VOgdevWnukkIuC6ADHv+gjSfgQQQAABBIITcHJCr3G0atVKzNZufO3Ro4dYbty4cWLeX/3VX3nmffazn/VMt4naja/aTXRXr14V6xwwYICYN2LECDFv48aNYt4777wj5h0+fFjMu3LlimeedhOjZwESAxVo00b++Hfu3Fk89pgxYzzz/vqv/9oz3SY+9thjYl5hYaGYd/LkSTHPrhQjbfPmzZOyTEFBgZinmdgVhaStsrLSM0u7kd2zAIkIIIAAAgjkIcBNsXmgUQQBBBBAAAEEEEAAgbgIMKGPy0jQDgQQQAABBBBAAAEE8hBgQp8HGkUQQAABBBBAAAEEEIiLABP6uIwE7UAAAQQQQAABBBBAIA8BJvR5oFEEAQQQQAABBBBAAIG4CMjLXMSlhc1sh/bI+rZt24q19e7dW8ybOHGimDdhwgTPPG11i9/+9reeZWyi1wOzsjtLj5e3+f3798/u1uTfYcOGNUnLJowaNSr7ssm/ZWVlTdKyCadPn86+bPKvthpPk51JCFRAW8pVWgrTNujuu+8W2/X5z3/eM++LX/yiZ7pNPH78uJj3b//2b2Lerl27xDxtdRxp9SlbWZcuXcQ6tRWhjh49Kpa7fPmyZx4rO3mykIgAAggg4LMAZ+h9BqU6BBBAAAEEEEAAAQTCFIhsQm/XkM4+7bXsSJkpKSkx2rrSYaJwLASCECDmg1ClTgQQQAABBBCIZEL/2muvmcmTJ5vx48cb+/qhBQ+Z1atXm3vvvddcvHiRUUEgcQLEfOKGlA4hgAACCCAQG4HQr6G3Z+V//vOfm61btxr7tNFp06aZs2fPmq5du2Ym9+vWrTMLFy6MDRANQaClAsR8SwUpjwACCCCAAAKaQOhn6D/++GPTqlUr06lTJ2NvRO3Ro4fp0KFDpo39+vUzVVVXtyeCAAAa+0lEQVRVWnvJQ8A5AWLeuSGjwQgggAACCDglEPoZervqxpw5c8zs2bPNmTNnzNKlS81Xv/pV8+CDD5pVq1ZlztK3RND+siBtWl5BQYFUzPTq1UvMy94H0HiH999/v3FS3fs//OEPda8bv9i7d2/jpLr32oolU6ZMqduv8YuBAwc2Tqp737Nnz7rXjV/YX7akrX379lKWmC5ZiQUSkhF0zGtM2spOWlxrKzt98pOf9Dyk/TxL289+9jMpy2zcuFHM0+6r0VbpuX79ulin1u/OnTuL5dq1ayfmSd8tUrpYERkIIIAAAgjkIRD6hN62ccmSJebhhx829geknVBu2LDB2CUS169fnzlrn0c/KIJArAWI+VgPD41DAAEEEEDAaYFIJvRWzF5ek93sGXu72UsT7H/aWvJ2P/sLwNUrV7PF6/49depU3WteIBA3AWI+biNCexBAAAEEEEiGQGQTei++5cuXZ26OtWczte29994zFRUVTXY5d+5ckzQSEIizADEf59GhbQgggAACCLghEKsJ/bJly3JSe+aZZzz32717t3n77bc980hEII4CfsQ8f5mK48jSJgQQQAABBMITiGxCf/XqVWNvALVn2u2j2AcMGGAGDRoUXs85EgIhCxDzIYNzOAQQQAABBFIiEMmEfu3atcaemZw1a1ZmBZnq6mpz8OBB0717d7Ny5crMZTf5+ue7kkpNTY14yEuXLol5dpLmtd24ccMrOZMmlbGZ1kLaunXrJmVllv+UMrVyV65ckYpllheVMtu0iSR0pObEPj3ImNfuOdFWudFWOBoyZIhoKq1wtG3bNrHMRx99JObZ+2akTVuhady4cVIxM3r0aDFPW3lG+9xqedL3jpQuNo4MBBBAAAEE8hAIfVZmf3jbpSo3b97cZBJql61cs2aNWbRoUR5doQgC8RQg5uM5LrQKAQQQQACBpAhE8mApu9qHvcym8VZcVGw4o9VYhfeuC9gJPTHv+ijSfgQQQAABBOIrEPoZenupxsKFC82CBQvM/PnzM5fc2IfAlJaWmnXr1pmSkpL4atEyBPIQIObzQKMIAggggAACCOQsEPoZetuyxYsXmxUrVpjCwkJTXl5u7DXl06dPN5s2bTLaE1tz7hU7IhAzAWI+ZgNCcxBAAAEEEEiQQOhn6LN2I0aMMPY/NgTSIkDMp2Wk6ScCCCCAAALhCkQ2oQ+qm9o1+Ddv3hQPW1VVJeYdPnxYzJOW2uzRo4dYJt9fZIqKisQ6P/WpT4l52l899u3bJ5bTHtR17do1sZw0BtrqImJlZNxRQHNt3bq1WF5bAUdbxUhaGUmLieLiYrEdffv2FfNGjRol5s2ePVvM0z4rhw4dEstpa/prq11J3y3SZ0FsABkIIIAAAgjkIRDJJTd5tJMiCCCAAAIIIIAAAggg4CHAhN4DhSQEEEAAAQQQQAABBFwRYELvykjRTgQQQAABBBBAAAEEPASY0HugkIQAAggggAACCCCAgCsCTOhdGSnaiQACCCCAAAIIIICAhwCr3PwFpbKy0oPnz0lHjhwR86RVYrQVOD75yU+K9Y0fP17MGzp0qJjXq1cvMW/Xrl1i3s6dO8U8+7AvactnxQ/7xFQ2/wW0VW60o1VXV4vZJ0+eFPNOnDjhmdehQwfPdJs4ceJEMa9du3ZinrY6zoABA8Ry7du3F/OOHj0q5kl9swXyiXlWuRGpyUAAAQQQ8FGAM/Q+YlIVAggggAACCCCAAAJhCzh5hv5v//ZvjdeZtM2bN4ftx/EQCEWAmA+FmYMggAACCCDgpICTE/qnn37a3Lhxown43/3d35lt27Y1SScBAdcFtJjfsWOH692j/QgggAACCCDQAgEnJ/TSk1a7du3aAgqKIhBfAWI+vmNDyxBAAAEEEIhagGvoox4Bjo8AAggggAACCCCAQAsEnDxDr/VXW1WipqZGLKqtYHHq1CmxnLQSjHRG1VZ0//33i/Vpq9Voq4Hs3r1brPO9994T8z744AMxr7y8XMy7evWqmMdqNiJNIBma982bN8VjajFfVlYmluvcubNnXvfu3T3TbWKbNvJXza1bt8RyXpfWZXfu1q1b9mWTfy9fvtwkLZuwf//+7Msm/2qr+2gxr323NDkICQgggAACCPgswBl6n0GpDgEEEEAAAQQQQACBMAWY0IepzbEQQAABBBBAAAEEEPBZgAm9z6BUhwACCCCAAAIIIIBAmAJM6MPU5lgIIIAAAggggAACCPgsIN+p5vOB4lCddsOsdmPh9evXxeZLNxZqN+W1bt1arK+wsFDMO3funJin3cR4+PBhsVxlZaWYV11dLeZplq1atRLLkeG/gBa72k2lFy5cEBujxZN0PO2m2Pbt24vH0uKld+/eYrmOHTuKeYcOHRLzPvzwQzGvoqJCzNNuMNY+D2KFZCCAAAIIIOCTAGfofYKkGgQQQAABBBBAAAEEohCIxYT+ypUrZvv27VH0n2MiEIkAMR8JOwdFAAEEEEAgkQKhX3Jj15zesGFDA0y7zvtLL71kvvOd7xi7fvvw4cMb5PMGAZcFiHmXR4+2I4AAAgggEH+B0Cf09lrTF154wRw5csQ88sgjGSF7Hbd9iNG7775rCgoKmNDHP25oYTMEiPlmYLErAggggAACCDRbIPQJfdu2bc369evNj3/8Y3PgwAHz3HPPmfPnz5tr166ZZ599ttkdoAACcRcg5uM+QrQPAQQQQAABtwVCn9BbLrvKyxNPPGF27dplHn30UfOlL30pFEVtNQ076ZI26VH3dv+uXbt6FtNW4KiqqvIsYxO11Tm0VW7sL0TSprW/Q4cOUjFz11353WIhldP8xUYkJCOqmK+pqREFtZWYjh07JpaT4rdTp05imTZt5K8abXWcOXPmiHVKcWYL/OlPfxLLaas+2XsbpE2zZJUbSY10BBBAAIEwBPKbsfnUskmTJpnf/OY3Zs+ePaZv374+1Uo1CMRXgJiP79jQMgQQQAABBFwVkE+bhdQje838888/nzladn1r7cyb3XH//v3Ga31t6cxhSF3hMAjkJEDM58TETggggAACCCCQo0DkE/r67Vy+fHnmEpYlS5bUT27y+p/+6Z/MiRMnmqRrf2ZvsjMJCMRAgJiPwSDQBAQQQAABBBwXiNWEftmyZTlx/upXv/Lcb+7cuU2WxPTckUQEYiJAzMdkIGgGAggggAACDgtENqG/evWq2bt3r7GPWu/SpYsZMGCAGTRokMOUNB0BXYCY133IRQABBBBAAIH8BCKZ0K9du9bYM5OzZs0yvXr1MtXV1ebgwYPGrnaxcuVKceWYXLqoraSiXZuvrdChrcJhfxHx2rQy2goiduUfadNW0mjXrp1UzAwcOFDMO3r0qJin3ZNw/fp1sRwZTQWCjPmmR7udkr0v5XbK7Vc3b968/abRK20FHGnstZWitLwePXo0Ovrtt9ov+RcuXLi9Y6NXu3fvbpRy+61dJlfatJVsNEupPtIRQAABBBAIQyD0Cb39obh06VKzefNm0/gH+apVq8yaNWvMokWLwug7x0AgFAFiPhRmDoIAAggggEBqBUJfttJObvr165e5zKaxenFRsdHOQjfen/cIuCBAzLswSrQRAQQQQAABdwVCP0NvHzCzcOFCs2DBAjN//vzMJTf2T/ilpaVm3bp1pqSkxF1NWo6AhwAx74FCEgIIIIAAAgj4JhD6GXrb8sWLF5sVK1aYwsJCU15ebuzNgtOnTzebNm0ydo1uNgSSJkDMJ21E6Q8CCCCAAALxEQj9DH226yNGjDD2PzYE0iJAzKdlpOknAggggAAC4QpENqEPt5t/Ppq2Ao62Cke3bt3E5vbp08czr3379p7pNtFeXiRtO3bskLIyqwBJmVOmTJGyTP/+/cW8vn37inmnTp0S865cuSLmaauniIXICF1Au19FG0NpJRhp9RvbMW0VKW0lm6KiItHlwIEDYp5dNUva8o1dzUs6FukIIIAAAgiEIRDJJTdhdIxjIIAAAggggAACCCCQBgEm9GkYZfqIAAIIIIAAAgggkFgBJvSJHVo6hgACCCCAAAIIIJAGASb0aRhl+ojA/2/vTkKjaNoAjj/GuGOMC+675lUUd9xAwWAUcUUvLqg5qSiICILbQcG44UHE9SCe9CAo+n64oTm4gDuoKCoa943EGKMYNTE6H9Uw82aZaidJ98xU178hZKaru7rqV4/4TE+lGgEEEEAAAQQQCKwACX1gh5aOIYAAAggggAACCNggELhVbmq7EoXbqh4pKfrPPbrVO9xWzfny5Ys2ttxWwHFbkcZtlRu3lULUswB0W5MmTXRFop5+qtt0ZbUdG9112O+fgNtY6Va5UQ/Q0m1paWm6IhkwYIC2zO25FA8ePNCeV1BQoC0rKyvTluliV53gtkqWm5f2YhQggAACCCDgkYA+U/XoAlSDAAIIIIAAAggggAAC/gnob6n5d80617x582YpLCysVo/bHbtqB7MDAYMEiHmDBoumIoAAAgggEGcBIxP6kSNHyvfv36tR5ebmitvDkKqdwA4EDBEg5g0ZKJqJAAIIIIBAAgSMTOizsrKiUu3evVu4Sx+Vhp2GCxDzhg8gzUcAAQQQQMBHAebQ+4hL1QgggAACCCCAAAII+C1g5B362qKUl5drT/3586e2rKioSFtWWloatcxtZZnevXtHPUftfP36tbasc+fO2rKMjAxtmdsKHA0bNtSep+ubOkG30okqc1spRHsxCowR0K324hZLbv8e3GI32tS6MJTbilBu5xGfYUF+I4AAAggERYA79EEZSfqBAAIIIIAAAgggYKUACb2Vw06nEUAAAQQQQAABBIIiQEIflJGkHwgggAACCCCAAAJWCpDQWznsdBoBBBBAAAEEEEAgKAIk9EEZSfqBAAIIIIAAAgggYKWAVavcuK1uUVJSog0At5Vn7ty5E/W80aNHR92vds6ePVtbNmPGDG1Zs2bNtGVuq86cOnVKe15eXp62rLi4WFtWVlamLXNz1p5EgTECtVnlplOnTtr+tWrVSluWn5+vLfv8+bO27NevX9oyt38r2pMoQAABBBBAIIkFEpbQq2XlHj58KJ8+fZLmzZuLWpKxa9euSUxF0xComwAxXzc/zkYAAQQQQACB6AIJSehPnz4tq1evFnUXu3Xr1qLWgFd3itPT02Xfvn2SlpYWvbXsRcBQAWLe0IGj2QgggAACCBggEPeEXk3HWLVqlVy9elVatmxZiejAgQNy8uRJWbhwYaX9vEHAZAFi3uTRo+0IIIAAAggkv0Dc/yhWJTft27d3ptlU5enYoaO4PdW06vG8R8AEAWLehFGijQgggAACCJgrEPc79KmpqTJ37lyZPn26TJ482ZlyU1paKuox7mfOnJFLly6Zq0nLEYgiQMxHQWEXAggggAACCHgmEPeEXrV88eLFkpmZKWqFmLdv30rjxo1l+PDhsnbtWue1Z72rQUVuq2J8/PhRW1Nubm7UMrcVYrKzs6Oeo3ZOmjRJW1ZUVKQtO3v2rLbs8OHD2rK7d+9qy9z6UF5erj2PguoCyRjz1VsZ2x7dt2huKx8VFhZqK79375627MePH9qyV69eacu+fv2qLXP7t66+TdFtun7rjmc/AggggAAC8RJISEKvOpeRkeH8VOyo+s9U/aSkuM8EUquFRPvPlSSzoiavk02AmE+2EaE9CCCAAAIIBEMgYQl9NL6tW7c6K9wsX748WnFkX1ZWljx69CjyPvzC7a5c+Bh+I5BMAsR8Mo0GbUEAAQQQQMBMgaRK6NVSlrFsaoWcaNu2bducaTvRytiHQDIKEPPJOCq0CQEEEEAAAbMEEpbQ85AdswLF79baMF2KmPc7isyq34aYN2tEaC0CCCBgrkC9ULTJ6D73x6+H7Kg/sh06dKj0799f1B/TPX/+XOrXr+9ZbxSV+vnbHP+aXFD9zUC9evWcn5qc53aserS9aqOq14vNr343bdpUunfvLmqq1JQpU2T//v1eNDcp6yDm/xsWYt6OmP9vxHmFAAIIIOC3QNwTevWfuUq4dQ+WUkmeFw+WUivCDBs2zFkO0yvE48ePy82bN2X79u1eVSmLFi2SOXPmyPjx4z2rs2HDhlJSUiINGjTwpM7r16/Lzp075ejRo57UpyrJycmRLl26iNuKP55dLMEVEfOVB4CY169yVVmKdwgggAACCMQm4L6cTGx11OgoldzwYKkakXGw4QLEvOEDSPMRQAABBBBIcoG4z6HnITtJHhE0z3MBYt5zUipEAAEEEEAAgQoCcb9Dr66tHrKza9cuadu2rXz48EHUHwuqB0tduXJF1JQbNgSCJkDMB21E6Q8CCCCAAALJIxD3O/Thrkd7yE64jN8IBFGAmA/iqNInBBBAAAEEEi+QkDv0ie82LUAAAQQQQAABBBBAIBgCcV/lJl5saunGvLw86dOnj2eXLC4udqYHdezY0bM637x5I+np6dK8eXPP6lRP0e3bt69ny1aqFXMKCwulW7dunrUxPz/fWYWnVatWntVpe0XEPDFv+78B+o8AAgjYKhDYhN7WAaXfCCCAAAIIIIAAAnYJMOXGrvGmtwgggAACCCCAAAIBEyChD9iA0h0EEEAAAQQQQAABuwRI6O0ab3qLAAIIIIAAAgggEDABEvqADSjdQQABBBBAAAEEELBLgITervGmtwgggAACCCCAAAIBEyChD9iA0h0EEEAAAQQQQAABuwRI6O0ab3qLAAIIIIAAAgggEDCB+hs3btxoep8KCgrk6NGjcvfuXedBUg0aNKjWpcePH8uRI0ekIL9A/unzj2cPXap2Ic2OHz9+yOnTp+X8+fPSoUMHadGiheZIkYcPH8qdO3ekV69e2mP8Kvib058/f+TGjRty4sQJpw9t2rTxqynU6yJAzLvg1LCImK8hGIcjgAACCCSdgPF36MvKymTu3LmSlpYmnz9/luzs7GrIL168kCVLlkj//v3l3//9K3v37q12jN871q1bJ0+fPhX1lNmZM2fK169fo17y+/fvMm/ePLl8+XLUcj93xuJ07NgxOXTokAwbNkyWL18u9+/f97NJ1B1FgJiPglLLXcR8LeE4DQEEEEAgqQSMf1KsuuN98eJF2bJliwM7adIk2b9/v/To0SMCvWHDBhk5cqRMnjxZSkpKZMiQIfLkyZNIud8v1AeNiRMnyq1bt5xL7dixQ7p06SJz5sypdunVq1c73x6kpqZKTk5OtXI/d8TitHjxYlmwYIGMHTtWDh486HiuWLHCz2ZRdxUBYr4KSB3eEvN1wONUBBBAAIGkETD+Dv3r168lIyMjAtq3b1958+ZN5L168ezZs0iC36xZM6dMTYGJ1/bu3Tvn24Hw9Xr27CkvX74Mv438zs3NlaZNm0pmZmZkXzxfxOKkvunYunWr8wHq5MmTzrcN8Wwj1xIh5r2LAmLeO0tqQgABBBBInIDxCX1xcbE0adIkIti4cWP5+fNn5L168enTJ1H7w5tK6ktLS8Nvff+tpteoRD28NWrUSKp+oCgsLJRdu3bJmjVrwofF/XcsTrdv35Z27do58/vVtwjx/KYj7iBJekFi3ruBIea9s6QmBBBAAIHECaQm7tLeXLlt27bO3PlwbUVFRc489fB79btTp07y5cuXyC6VTKenp0fe+/1C/eGoShzCm0rI1JSbituePXuc6SsrV6507t6/f/9eBgwYILNnz654mK+v/+ak/iB206ZNThKvPqAMHjxYli1bJllZWb62i8orCxDzlT3q8o6Yr4se5yKAAAIIJIuA8XfoR4wYIWfPnpXy8nL59u2bM09dzZ///ft35C74mDFj5MKFC475vXv3pF+/fnH17969uzx69Mj54KGSYtVelQyrTX24UPuWLl3qzP1X89FnzZolo0aNknHjxsW1nTqnsGVKSooMHDgw8uHow4cPMmjQoLi2kYuJEPPeRQEx750lNSGAAAIIJFAgFIDt4MGDoWnTpoVGjBgROnXqlNOjy5cvh6ZOneq8LikpCa1ZsyY0ffr00OjRo0N5eXlx7/WlS5ec62dmZoZycnIi158wYULo2rVrkffqxblz50Lr16+vtC8eb3ROFS1v3boVys7ODs2fP9/5efHiRTyaxjWqCBDzVUBq+ZaYryUcpyGAAAIIJJWA8avchD8LqaX81JxudRdZt6m74RXn2+uO83O/mt9fcT6/n9eqbd2xOMVyTG2vz3mxCRDzsTnFclQs8RzLMbFci2MQQAABBBDwWiAwCb3XMNSHAAIIIIAAAggggIAJAvrb2Sa0njYigAACCCCAAAIIIGC5AAm95QFA9xFAAAEEEEAAAQTMFiChN3v8aD0CCCCAAAIIIICA5QIk9JYHAN1HAAEEEEAAAQQQMFuAhN7s8aP1CCCAAAIIIIAAApYLkNBbHgB0HwEEEEAAAQQQQMBsARJ6s8eP1iOAAAIIIIAAAghYLkBCb3kA0H0EEEAAAQQQQAABswVI6M0eP1qPAAIIIIAAAgggYLkACb3lAUD3EUAAAQQQQAABBMwWIKE3e/xoPQIIIIAAAggggIDlAiT0lgcA3UcAAQQQQAABBBAwW4CE3uzxo/UIIIAAAggggAAClguQ0FseAHQfAQQQQAABBBBAwGwBEnqzx4/WI4AAAggggAACCFguQEJveQDQfQQQQAABBBBAAAGzBUjozR4/Wo8AAggggAACCCBguQAJveUBQPcRQAABBBBAAAEEzBYgoTd7/Gg9AggggAACCCCAgOUCJPSWBwDdRwABBBBAAAEEEDBbgITe7PGj9QgggAACCCCAAAKWC5DQWx4AdB8BBBBAAAEEEEDAbAESerPHj9YjgAACCCCAAAIIWC5AQm95ANB9BBBAAAEEEEAAAbMFSOjNHj9ajwACCCCAAAIIIGC5AAm95QFA9xFAAAEEEEAAAQTMFiChN3v8aD0CCCCAAAIIIICA5QIk9JYHAN1HAAEEEEAAAQQQMFuAhN7s8aP1CCCAAAIIIIAAApYLkNBbHgB0HwEEEEAAAQQQQMBsARJ6s8eP1iOAAAIIIIAAAghYLkBCb3kA0H0EEEAAAQQQQAABswVI6M0eP1qPAAIIIIAAAgggYLkACb3lAUD3EUAAAQQQQAABBMwWIKE3e/xoPQIIIIAAAggggIDlAiT0lgcA3UcAAQQQQAABBBAwW4CE3uzxo/UIIIAAAggggAAClguQ0FseAHQfAQQQQAABBBBAwGwBEnqzx4/WI4AAAggggAACCFgu8H+XIpl/biVWXwAAAABJRU5ErkJggg==)
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**Cross Validation Of KNN model**

For my cross validation function, there were a few methods that I used in order to make my function run faster. Originally, I tried splitting the data frames by assigned group “m” inside my “shuffle” function, (after shuffling and assigning random groups of m), but I ran into difficulties rejoining them, and I realized that the code would run more efficiently just by using subset and indexing. Another way I saved code efficiency was by calculating the distance matrix outside of the for loop, inside of the predict\_knn function. I had the distance matrix as a parameter inside the predict\_knn function, that would default to calculating the distance matrix once if it wasn’t provided, based off of “predict” and “train”. Both of these ideas for code efficiency came from Nick’s comments on Piazza.

For this assignment, I was unable to completely finish debugging my two functions, predict\_knn and cv\_error\_knn before the deadline. I did spend many hours trying to optimize these functions, but was not able to complete them because I did not start early enough. I do believe I was very close to finishing my cross validation function: I was running into an error when I expanded it to the whole data frame, in that when I tried to append the randomized group labels for splitting (via subsetting) into predict and train data inside the for loop. I am sure there is an easy fix for this, but it is the error I could not solve as I hit the deadline. I did manage to complete my predict\_knn function, and it was returning predicted value labels, though since I did not manage to apply my cv\_error\_knn to the entire dataset, I cannot tell how successful my algorithm was. When I did apply my cv\_error\_knn function to a small subset of the data, it generated 75-100% error most of the time, indicating there were problematic issues with how I set up my predict\_knn function. One issue is that I did not include a case to deal with ties. Another is that I decided the winning label by counting the one with the highest votes, rather than the inverse distance model which would have been a more accurate estimation of the label based on nearest neighbor. I used the which.max function to return the first case with the highest votes, which introduced bias towards whichever label was alphabetized first.

I have annotated my code to the best of my ability, hoping that you will give me partial credit for the amount of work I did manage to complete, and that you will see that I did provide credible effort into this assignment. I also believe I should earn some credit for good coding skills, because I split up both of my functions into a few smaller ones which hits the “code modularity” standard. All of my smaller functions work well, but finishing the main functions predict\_knn and cv\_error\_knn was where I ran into the deadline and did not succeed in completing this assignment.

**Sources:**

I used many of the posts on piazza to help me write my code, below are the few that I saved:

<https://stackoverflow.com/questions/32443250/matrix-to-image-in-r>

<https://piazza.com/class/jmf7qwk0sf03ya?cid=534>

<https://piazza.com/class/jmf7qwk0sf03ya?cid=583>

<https://piazza.com/class/jmf7qwk0sf03ya?cid=577>

<https://piazza.com/class/jmf7qwk0sf03ya?cid=514>

<https://piazza.com/class/jmf7qwk0sf03ya?cid=508>

# Mira Mastoras

# Assignment 6

library(ggplot2)

#Question 1

# read digits function

read\_digits = function(file\_path) {

image\_df = read.table(file\_path, header = F, sep = "")

return (image\_df)

}

test\_table = read\_digits("/Users/miramastoras/sta141a/digits/test.txt")

train\_table = read\_digits("/Users/miramastoras/sta141a/digits/train.txt")

#Question 2

#What does each digit look like on average?

#combined data, but i ended up just using the training set

all\_image\_data = rbind.data.frame(test\_table, train\_table)

all\_image\_data

#rename V1 to be "class"

colnames(train\_table)[colnames(train\_table) == "V1"] = "class"

#split data by class

split\_data = split(train\_table, train\_table$class)

#find means in each column for pixels in each class

avg\_data = lapply(split\_data, colMeans)

# convert to a matrix

avg\_data = lapply(avg\_data, as.matrix)

#subset

test\_image\_zero = avg\_data$`0`[-1,1]

#convert to matrix

test\_zero = as.matrix(test\_image\_zero)

typeof(test\_zero)

# coerce into a 16X16 matrix

first = matrix(test\_zero, 16, 16, byrow=T)

# apply the image function

image(t(apply(first, 2, rev)), col=grey(seq(0,1,length=256)))

# Generalized image function

get\_images = function(DF\_element) { # input is avg\_data$'class'

test\_image = DF\_element[-1,1]

test\_matrix = as.matrix(test\_image)

first = matrix(test\_matrix,16, 16, byrow=T)

image(t(apply(first, 2, rev)), col=grey(seq(0,1,length=256))) # from Stack Overflow

}

par(mfrow = c(3,4))

lapply(avg\_data,get\_images)

# Which pixels seem to be the most useful ones for classification ?

# this is asking which pixel location in the matrix is the most or least variable

# need to get the variances across each of the pixel locations in the 16 x 16 matrix

# make a heat map of the variances

#remove class label

test\_tbl = subset(test\_table, select = -c(V1))

#get the variance

var\_data = lapply(test\_tbl, var)

var\_data= as.numeric(var\_data) # make it numeric before making the matrix - Piazza

var\_data = as.matrix(var\_data)

#coerce to 16x16 matrix

var\_data\_16X16 = matrix(var\_data,16, 16, byrow=T)

#variance heatmap

par(mfrow = c(1,1)) #resetting the grid

image(t(apply(var\_data\_16X16, 2, rev)), col=grey(seq(1,0,length=256)))

class(var\_data\_16X16)

# Question 3: KNN function

# need to calculate distance matrix between K neighbors - distances of all the points between the two

# 16x16 matrices

# this function iterates through and finds labels for the K nearest neighbors

# returns a vector of the labels

find\_k\_labels = function(k, row\_ordered, correct\_dist, combined, m){

x = 1

labels = vector(mode = "list", length = k) # preallocate a vector of labels based on K

while (x <= k){

positions = which(correct\_dist == row\_ordered[x], arr.ind=T) #getting row & col number in distance matrix with the k distance value

label = combined[(positions[2]) + m, 1] # gives column of original distance matrix, and position to draw label from

labels[x] = label

x = x + 1

}

return(labels)

}

# this function takes in vector of labels for K nearest neighbors and decides

# which one wins

decide\_label = function(labels) {

unlisted = unlist(labels)

tbl = table(unlisted)

label = as.numeric(names(which.max(tbl)))

#still need to deal with ties somehow

return(label)

}

predict\_knn = function(predict, train, k, distance = dist(rbind(predict, train))) {

m = nrow(predict)

p = nrow(train)

combined = rbind(predict, train)

distance = as.matrix(distance)

predicted\_labels = vector(mode = "list", length = m) # preallocating room for a vector of the predicted labels for each row

correct\_dist = distance[(1:m),(m + 1):(m + p)] #subsetted distance matrix

for (row in (1:m)) {

row\_ordered = sort(correct\_dist[row,], decreasing = T) # order the distances in the row for that point

labels = find\_k\_labels(k, row\_ordered, correct\_dist, combined, m) # gets a vector of k labels

label = decide\_label(labels) # finds the highest label

predicted\_labels[row] = label # add highest label to correct position in vector

}

return(predicted\_labels) # returns vector of predicted labels for predict data based off of train data

}

# KNN function testing:

train = train\_matrix[1:200,]

predict = test\_matrix[1:200,]

train\_matrix = as.matrix(train\_table)

test\_matrix = as.matrix(test\_table)

train = train\_matrix

predict = test\_matrix

ncol(predict)

predict\_labels = predict\_knn(predict, train, k = 6, metric = "euclidean")

predict\_labels = unlist(predict\_labels)

table(predict\_labels)

debug(predict\_knn)

# Question 4 Cross Validation

# for each fold, (m) calculate and compute an error estimate

# calculate the distance matrix outside of predict\_knn and then pass it into predict\_knn

train = train\_matrix[1:8,]

set.seed(141)

# this function shuffles the data and splits on m groups

shuffle = function (train, m) {

train\_df = as.data.frame(train) # convert to data frame

train\_rows = nrow(train\_df)

shuffled = train\_df[sample(nrow(train\_df)), ] # shuffle the data

groups = rep(c(1:m), (train\_rows / m )) # create vector of group labels

shuffled$Groups = groups # assign groups to data

return(shuffled) # returns a data frame with original train data split into m groups

}

# This function calculates error rate based on output from predict\_knn & actual labels

calc\_error\_rate = function (predicted\_labels, predict) {

length = nrow(predict)

sum\_incorrect = 0

for (row in (1:length)) {

if (predicted\_labels[row] != predict[row,1]) {

sum\_incorrect = sum\_incorrect + 1

}

}

error\_rate = sum\_incorrect / length

return(error\_rate)

}

cv\_error\_knn = function(train, m, k, metric) {

train\_shuffle = shuffle(train, m) # calls the function to shuffle & split data

sum\_error\_rates = 0

for (group in 1:m) {

predict = as.matrix(train\_shuffle[train\_shuffle$Groups == group,])

train = as.matrix(train\_shuffle[-(train\_shuffle$Groups == group),])

distance = dist(rbind(predict, train), method = metric)

predicted\_labels = predict\_knn(predict, train, k , distance )

group\_error\_rate = calc\_error\_rate(predicted\_labels, predict) #get error rate

sum\_error\_rates = sum\_error\_rates + group\_error\_rate # add error rate to sum

}

cv\_error\_rate = sum\_error\_rates / m

}

# Testing my CVV function

train = train\_matrix

predict = test\_matrix

debug(cv\_error\_knn)

cv\_error\_test = cv\_error\_knn(train, m = 5, k = 10)

cv\_error\_test

predict\_labels = predict\_knn(predict, train, k = 2)

train\_test = lapply(train\_split[-1], as.matrix)

train\_test = unsplit(train\_split[-1], train\_split[])

train\_test = train\_split[-1]

train\_split = split\_shuffle(train, m)

train\_test$'2'

debug(shuffle)

shuffledd = shuffle(train, m = 10)

shuffledd

group = 1

typeof(as.matrix((shuffled[shuffled$Groups == group,])))