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# Введение

Существуют разные парадигмы проектирования алгоритмов, одна из них - жадная парадигма. Если говорить о том, что такое жадная парадигма, то это можно выразить так: это алгоритмическая парадигма, которая следует за локальным оптимальным выбором на каждом шаге, допуская, что конечное решение окажется правильным.

Существует множество видов жадных алгоритмов, к примеру, алгоритм Дейкстры ищет кратчайшее расстояние от стартовой вершины до любой другой. Количество жадных алгоритмов создает трудности при выборе конкретной реализации. Еще одной трудностью жадных алгоритмов является определение правильности выхода алгоритма для каждого возможного входа.

Из вышесказанного можно сделать выводы:

1. Легко придумать один или несколько жадных алгоритмов.
2. Легко проанализировать время выполнения алгоритма.
3. Трудно установить правильность алгоритма.

Одной из причин, по которой жадные алгоритмы труднодоказуемы заключается в том, что множество алгоритмов на самом деле не являются правильным на некоторых определенных входных данных, т.е. алгоритм не получит желаемый результат.

# Постановка задачи

Реализовать алгоритм *GreedyDiff* и *GreedyRatio*. Вычислить взвешенную сумму времени выполнения расписания, выводимого алгоритмами на определенном массиве данных. Сравнить временные затраты для обоих задач и привести асимптотическую оценку временной сложности алгоритмов.

# Описание алгоритмов

Рассмотрим базовый жадный алгоритм в задаче планирования работ. Предположим, что каждая работа имеет длину , которая является мерой времени, нужной на завершение работы . Например, продолжительность пары, лекции, смены и т.д. Кроме времени затрачиваемой на работу также существует важность работы или вес, который будем обозначать . Таким образом, чем больше веса у работы, тем больший у нее приоритет и ее срочность выполнения.

Расписание работ конкретизирует порядок выполнения работ, то есть говорит в каком порядке выполнять работы. К примеру, если существует задача с n работами, то существует n! разных расписаний, что очень много. Если n=10, то 10! = 6 миллионов, если n=20, то 20! = 2,4 квинтиллиона. Видим, что считать факториал разных расписаний долго. Введем целевую функцию, которая будет представлять срок завершения работы j в расписании есть сумма длин работ, предшествующих j в , плюс длина самого j. Для чего его ввели целевую функцию будет объяснено чуть позже. Таким образом, срок завершения работы в расписании - это суммарное время, которое проходит до полной обработки работы.

В реальных задачах зачастую стремятся к минимальным срокам завершения работ, но компромиссы неизбежны - в любом расписании работы, запланированные ранее, убудут иметь и более ранние сроки завершения, а те, что запланированы ближе к концу, будут иметь более поздние сроки завершения.

Один из способов решения компромиссов состоит в минимизации суммы взвешенных сроков завершения, см. формулу 1.

Формула 1. Минимизация сроков завершения.

Минимизация выполняется над всеми n! возможными расписаниями , а обозначает срок завершения работы j в расписании . Это эквивалентно минимизации средневзвешенных сроков завершения работ, где усредняющие веса пропорциональны значениям . К примеру, если взять работы с весами, равными и выполнять последовательно работы, то сроки завершения будут равны: 3 + 6 + 6 = 15. Проверив все возможные расписания можно убедиться, что это действительно является расписанием, которое минимизирует сумму взвешенных сроков завершения.

Чтобы решить задачу в общем случае, не перебирая всевозможные варианты, нам понадобиться жадный алгоритм. Мы знаем, что более предпочтительной работой является та, что более короткая и с большим весом, но как поступить, если идет выбор между короткой с маленьким весом и длинной с большим весом? Для данного случая можно ввести формулу, которая описывала две величины одной. В качестве реализации можно представить два варианта: *GreedyDiff* и *GreedyRatio*. Первый представляет разность вежду весом и длинной и-ой работы - . Тогда как *GreedyRatio*, судя по названию, является отношением величин: .

Эти две реализации приводят к двум разным алгоритмам вычисления ответа. Встает вопрос, а какой алгоритм дает лучшие результаты? Способ это сделать - найти экземпляр, в котором два алгоритма выводят разные расписания с разными значениями целевой функции. И тот алгоритм, чьи значения будут в сумме хуже показывать - не оптимальный.

Например, возьмем 2 работы, см. таблицу 1.

|  |  |  |
| --- | --- | --- |
|  | Работа 1 | Работа 2 |
| Длина |  |  |
| Вес |  |  |

Таблица 1. Пример 2 работ.

Первая работа имеет более крупное отношение против , но большую разность (-3 против -2). Таким образом, алгоритм *GreedyDiff* планирует вторую работу первой, тогда как алгоритм *GreedRatio* планирует наоборот.

# Доказательство корректности

Для доказательства корректности алгоритма *GreedyRatio* зададим множество работ с положительными весами и длинами . Докажем, что алгоритм GreedyRatio создает расписание, которое минимизирует сумму взвешенных сроков завершения. Примем два допущения: первое - работы проиндексированы в невозрастающем порядке отношения веса к длине: . Второе - между отношениями нет совпадений значений: всякий раз, когда . Первое допущение создано с целью минимизировать издержки в формальных обозначениях. Переупорядочивание работ во входе не влияет на решаемую задачу. Следовательно, есть возможность переупорядочить и переиндексировать работы так, чтобы допущение соблюдалось. Второе допущение накладывает ограничение на вход. В сумме два допущения приводят к тому, что задания индексируются в строго убивающем порядке отношения веса к длине.

Будем исходить от противного. Для начала допустим, что *GreedyRatio* создает расписание заданных работ, которое не является оптимальным. Таким образом, существует оптимальное расписание этих работ со строго меньшей суммой взвешенных сроков завершения. Используем разницу между и для явного конструирования расписания, которое еще лучше, чем ; это будет противоречить допущению о том, что является оптимальным расписанием. Предположим, от противного, что алгоритм *GreedyRatio* производит расписание σ и что существует оптимальное расписание σ\* со строго меньшей суммой взвешенных сроков завершения. Согласно первому допущению, жадное расписание σ планирует работы в порядке индекса (сначала работа 1, затем работа 2, вплоть до работы n). Двигаясь снизу вверх в жадном расписании, индексы работ всегда поднимаются вверх. Это не относится ни к одному другому расписанию. Уточняя это логическое утверждение, определим последовательную инверсию в расписании как пару i, j работ, таких что i > j и работа i обрабатывается непосредственно перед работой j. Для дальнейшего доказательства нам нужна лемма о том, что жадные расписания имеют инверсии.

## Не жадные расписания имеют инверсии

Каждое расписание, отличное от жадного расписания σ, имеет, по крайней мере, одну последовательную инверсию.

Доказательство: мы доказываем противопоставление. В отсутствие последовательных инверсий индекс каждой работы по крайней мере на 1 больше, чем у работы, ей предшествующей. Существует n работ, и максимально возможный индекс равен n, поэтому между индексами работ, расположенными подряд, не может быть скачков, равных 2 или больше. Это означает, что совпадает с расписанием, вычисленным жадным алгоритмом. Ч. Т. Д.

Возвращаясь к доказательству прошлой теоремы, мы допускаем, что существует оптимальное расписание σ\*заданных работа со строго меньшей суммой взвешенных сроков завершения, чем жадное расписание σ. Поскольку , лемма выше применима к σ\*, и есть идущие подряд работы i,j в σ\* при i > j. Как использовать этот факт для выявления еще одного расписания , которое еще лучше, чем σ\*, тем самым создавая противоречие? Идея заключается в выполнении обмена. Давайте определим новое расписание , идентичное , за исключением того, что работы i и j обрабатываются в обратном порядке, где теперь j обрабатывается непосредственно перед i. Работы перед i и j совпадают с и . То же касается работ, которые следуют и за i, и за j. В результате обмена работами i и j в последовательной инверсии срок завершения увеличивается на длину работы j, что увеличивает целевую функцию на . Преимущество в том, что срок завершения уменьшается на длину , задания i, что уменьшает целевую функцию на . В итоге мы приходим к следующему -

, где - значение целевой функции , - значение целевой функции , - эффект обмена.

Теперь используем тот факт, что запланировало i и j в неправильном порядке при i>j. Первое и второе допущение приводят к тому, что работы индексируются в строго убывающем порядке отношения веса к длине, поэтому . После очищения знаменателя получаем . Поскольку преимущество обмена превышает допустимую стоимость, уравнение (1) говорит о том, что значение целевой функции от меньше значения целевой функции от .

Однако расписание должно быть оптимальным при наименьшей возможной сумме взвешенных сроков завершения.

В итоге мы получили противоречие, которое завершает доказательство формулы суммы взвешенных сроков завершения для случая, когда все работы имеют разные отношения веса к длине.

Теперь докажем правильность алгоритма *GreedyRatio* с учетом наличия совпадения значений (ничья) в коэффициентах веса к длине работы и исходя из того, что работы индексируются в неубывающем порядке отношения веса к длине, так как это не влечет потерю общности. Обозначим через расписание, вычисленное алгоритмом *GreedyRatio*. Рассмотрим произвольное расписание , показав непосредственно, последовательностью обменов работами, что сумма взвешенных сроков завершения расписания не больше, чем . Доказав это для каждого расписания , мы заключим, что , по сути дела, является оптимальным расписанием.

Теперь допустим, что . По лемме выше имеет последовательную инверсию - две работы i и j, причем i>j, а j запланирована сразу после i. Возьмём из , поменяв местами i и j в расписании. Как и для уравнения (1), стоимость и преимущества этого обмена составляют соответственно и . Поскольку i > j и работы индексируются в неубывающем порядке отношения веса к длине, и, следовательно, . Другими словами, обмен не может увеличить сумму взвешенных сроков завершения - сумма может уменьшиться или остаться прежней.

# Асимптотика решений

Алгоритмы работают за O(nlog(n)). На сортировку элементов по возрастанию весов требуется O(nlog(n)). После сортировки происходит вычисление взвешенной суммы за O(n) шагов. В итоге O(n + nlog(n)) = O(nlog(n)).

# Результаты запуска программы

Для того, чтобы выяснить, какой алгоритм показывает лучшие результаты, *GreedyDiff* или *GreedyRatio*, нужно их сравнить.

Проверим алгоритмы на коротком наборе данных, см. фото 1.
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Фото 2. Результат работы GreedyRatio.
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Фото 3. Результат работы *GreedyDiff*.

Теперь проверим данные из задачи на 10 000 строк. *GreedyRatio* справился за 2864917 нс с ответом равным 67311454237, см. фото 4. *GreedyDiff*, в свою очередь, с временем в 2642450 нс и взвешенной суммой равной 69118616542, см. фото 5.
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![](data:image/png;base64,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)Фото 5. *GreedyDiff*.

По результатам видим, что алгоритм *GreedyRatio* показывает лучшие результаты по взвешенной сумме, чем *GreedyDiff,* но уступает по скорости. Весь исходный код лежит в **Приложении.**

# Заключение

Оба жадных алгоритма решают поставленную задачу. Алгоритм GreedyRatio показывает лучшие выходные данные из-за выбранной им метрики , но не превосходит алгоритм GreedyDiff по скорости вычисления, медленнее на 8% из-за деления, которое лежит в основе GreedyRatio, оно медленнее, чем сложение (от 1 до 7 тактов процессора на деление, против 1 у сложения).
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# Приложения

Реализация алгоритма GreedyRatio.

public class GreedyRatio {  
  
 protected ArrayList<RatioJob> jobs;  
  
 public GreedyRatio(ArrayList<RatioJob> jobs) {  
 this.jobs = jobs;  
 }  
  
  
 private void createSequence() {  
 Collections.*sort*(jobs);  
 }  
  
 public long calculateEfficiency() {  
 createSequence();  
 long result = 0;  
 long currentLength = 0;  
 long time\_start = System.*nanoTime*();  
  
  
 for (RatioJob job: jobs) {  
 currentLength += job.getLength();  
 result += job.getWeight() \* currentLength;  
 }  
 long time\_end = System.*nanoTime*() - time\_start;  
 System.*out*.println("time consumed: " + time\_end);  
 return result;  
}

public void FromFile(String path) throws IOException {  
 InputStream inputStream = new FileInputStream(path);  
 BufferedReader reader = new BufferedReader(  
 new InputStreamReader(inputStream));  
 int a = Integer.*parseInt*(reader.readLine());  
 while (a != 0) {  
 a--;  
 String[] splittedLine = reader.readLine().split("\\s+");  
 this.addJob(new GreedyRatio.RatioJob(Integer.*parseInt*(splittedLine[0]),Integer.*parseInt*(splittedLine[1])));  
 }  
 inputStream.close();  
 reader.close();  
 }  
  
 public void addJob(RatioJob job) {  
 jobs.add(job);  
 }  
  
 public static class RatioJob implements Comparable<RatioJob> {  
  
 int length;  
 int weight;  
  
 public RatioJob(int length, int weight) {  
 this.length = length;  
 this.weight = weight;  
 }  
  
 public int getLength() {  
 return length;  
 }  
  
 public void setLength(int length) {  
 this.length = length;  
 }  
  
 public int getWeight() {  
 return weight;  
 }  
  
 public void setWeight(int weight) {  
 this.weight = weight;  
 }  
  
 @Override  
 public int compareTo(RatioJob o) {  
 if( (this.weight \* 1.0 / this.length) - (o.weight \* 1.0 / o.length) > 0) {  
 return -1;  
 } else if ((this.weight \* 1.0 / this.length) - (o.weight \* 1.0 / o.length) < 0) {  
 return 1;  
 } else {  
 return 0;  
 }  
 }  
 }  
}

Реализация алгоритма *GreedyDiff*

public class GreedyDiff {  
  
 protected ArrayList<DiffJob> jobs;  
  
 public GreedyDiff(ArrayList<DiffJob> jobs) {  
 this.jobs = jobs;  
 }  
  
 private void createSequence() {  
 Collections.*sort*(jobs);  
 }  
  
 public void FromFile(String path) throws IOException {  
 InputStream inputStream = new FileInputStream(path);  
 BufferedReader reader = new BufferedReader(  
 new InputStreamReader(inputStream));  
 int a = Integer.*parseInt*(reader.readLine());  
 while (a != 0) {  
 a--;  
 String[] splittedLine = reader.readLine().split("\\s+");  
 this.addJob(new DiffJob(Integer.*parseInt*(splittedLine[0]),Integer.*parseInt*(splittedLine[1])));  
 }  
 inputStream.close();  
 reader.close();  
  
 }  
  
 public long calculateEfficiency() {  
 createSequence();  
 long result = 0;  
 long currentLength = 0;  
 long time\_start = System.*nanoTime*();  
  
  
 for (DiffJob job: jobs) {  
 currentLength += job.getLength();  
 result += job.getWeight() \* currentLength;  
 }  
 long time\_end = System.*nanoTime*() - time\_start;  
 System.*out*.println("time consumed: " + time\_end);  
 return result;  
}

long estimatedTime = System.*nanoTime*() - time\_start;  
 System.*out*.println("Время на подсчет для GreedyDiff:" + estimatedTime + "ns");  
 return result;  
 }  
  
 public void addJob(DiffJob job) {  
 jobs.add(job);  
 }  
  
 public static class DiffJob implements Comparable<DiffJob> {  
  
 int length;  
 int weight;  
  
 public DiffJob(int length, int weight) {  
 this.length = length;  
 this.weight = weight;  
 }  
  
 public int getLength() {  
 return length;  
 }  
  
 public void setLength(int length) {  
 this.length = length;  
 }  
  
 public int getWeight() {  
 return weight;  
 }  
  
 public void setWeight(int weight) {  
 this.weight = weight;  
 }  
  
 @Override  
 public int compareTo(DiffJob o) {  
 return (o.weight - o.length) - (this.weight - this.length);  
 }  
 }  
}

Реализация вспомогательной структуры данных *Job*

public class Job implements Comparable{  
  
 private int length;  
 private int importance;  
  
 public Job(int length, int importance) {  
 this.length = length;  
 this.importance = importance;  
 }  
  
 public int getLength() {  
 return length;  
 }  
  
 public void setLength(int length) {  
 this.length = length;  
 }  
  
 public int getImportance() {  
 return importance;  
 }  
  
 public void setImportance(int importance) {  
 this.importance = importance;  
 }  
  
 public String showDifference() {  
 return "Diff: " + (importance - length);  
 }  
  
 public String showRatio() {  
 return "Ratio: " + 1.0 \* importance/length;  
 }  
  
 @Override  
 public String toString() {  
 return "Importance: " + importance + " Length: " + length;  
 }  
  
 @Override  
 public int compareTo(Object o) {  
 return 0;  
 }  
}

Реализация интерфейса запуска и тестирования алгоритмов

public static void main(String[] args) throws IOException {  
  
 System.*out*.println();  
  
 GreedyDiff Diff = new GreedyDiff(new ArrayList<>());  
 GreedyRatio Ratio = new GreedyRatio(new ArrayList<>());  
  
  
  
 Ratio.FromFile("../test\_data\_big.txt");  
 System.*out*.println("Взвешенная сумма времени выполнения GreedyRatio = " + Ratio.calculateEfficiency());  
  
 System.*out*.println();  
 Diff.FromFile("../test\_data\_big.txt");  
 System.*out*.println("Взвешенная сумма времени выполнения GreedyDiff = " + Diff.calculateEfficiency());  
  
}