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# Lecture 2 - R Fundamentals: Functions and Vectors

## 2.1. Functions

### Exercise 2.1. Functions

#### Exercise 2.1 – Task 1: Calling Built-in Functions

a) Create a variable my\_name that contains your name

b) Create a variable name\_length that holds how many letters (including spaces) are in your name.

* Hint: Use nchar().

c) Print the number of letters in your name

d) Create a variable now\_doing that is your name followed by “is programming!”.

* Hint: Use paste().

e) Make the now\_doing variable upper case. Hint: Use the toupper() function.

my\_name <- "Michèle Fille"  
name\_length <- nchar(my\_name)  
name\_length

[1] 13

now\_doing <- paste(my\_name, "is programming")  
toupper(now\_doing)

[1] "MICHÈLE FILLE IS PROGRAMMING"

#### Exercise 2.1 – Task 2: Calling Built-in Functions (continued)

a) Pick two of your favorite numbers (between 1 and 100) and assign them to variables fav\_1 and fav\_2

b) Divide each number by the square root of 201 and save the new value in the original variable.

c) Create a variable raw\_sum that is the sum of the two variables. Use the sum() function for practice.

d) Create a variable round\_sum that is the raw\_sum rounded to 1 decimal place. Use the round() function.

e) Create two new variables round\_1 and round\_2 that are your fav\_1 and fav\_2 variables rounded to 1 decimal places.

f) Create a variable sum\_round that is the sum of the rounded values.

g) Which is bigger, round\_sum or sum\_round? (You can use the max() function!)

fav\_1 <- 7  
fav\_2 <- 11  
  
fav\_1 <- fav\_1 / (sqrt(201))  
fav\_2 <- fav\_2 / (sqrt(201))  
fav\_1

[1] 0.4937419

fav\_2

[1] 0.7758802

raw\_sum <- sum(fav\_1,fav\_2)  
raw\_sum

[1] 1.269622

round\_sum <- round(raw\_sum, 1)  
round\_sum

[1] 1.3

round\_1 <- round(fav\_1, 1)  
round\_2 <- round(fav\_2, 1)  
round\_1

[1] 0.5

round\_2

[1] 0.8

sum\_round <- sum(round\_1, round\_2)  
sum\_round

[1] 1.3

max(round\_sum, sum\_round)

[1] 1.3

#### Exercise 2.1 – Task 3: Writing and Executing Functions

a) Define a function add\_three() that takes a single argument and returns a value that is 3 greater than the input.

b) Create a variable ten that is the result of passing 7 to your add\_three function.

c) Define a function imperial\_to\_metric() that takes in 2 arguments: a number of feet and a number of inches. The function should return the equivalent length in meters.

* Remark: Look up the conversion formula with your preferred web browser.

d) Create a variable height\_in\_meters by passing your height in imperial to your imperial\_to\_metric() function.

add\_three <- function(num){  
 result <- num + 3  
 return(result)  
}  
  
ten <- add\_three(7)  
ten

[1] 10

imperial\_to\_metric <- function(feet, inches) {  
 total\_inches <- feet \* 12 + inches  
 meters <- total\_inches \* 0.0254  
 meters # return the value in meters  
}  
  
height\_in\_meters <- imperial\_to\_metric(5,4)  
height\_in\_meters

[1] 1.6256

### Self-Study 2.1. Functions

#### Self-Study 2.1 - Task 1: Using Built-In String Functions

a) Create a variable lyric that contains the text “I like to eat apples and bananas”.

b) Use the substr() function to extract the 1st through 13th letters from lyric, and store the result in a variable called intro.

* Hint: Use ?substr to see more about this function.

c) Use the substr() function to extract the 15th through the last letter of lyric, and store the result in a variable called fruits.

* Hint: Use nchar() to determine how many total letters there are!

d) Use the gsub() function to substitute all the “a”s in fruits with “ee”. Store the result in a variable called fruits\_e.

* Hint: use ?gsub to see more about the function and see <http://www.endmemo.com/program/R/sub.php> for a simple example.

e) Use the gsub() function to substitute all the “a”s in fruits with “o”. Store the result in a variable called fruits\_o

f) Create a new variable lyric\_e that is the intro combined with the new fruits\_e ending. Print out this variable.

g) Without making a new variable, print out the intro combined with the new fruits\_o ending.

lyric <- "I like to eat apples and bananas."  
  
intro <- substr(lyric, start = 1, stop = 13)  
intro

[1] "I like to eat"

fruits <- substr(lyric, start = 15, stop = nchar(lyric))  
fruits

[1] "apples and bananas."

fruits\_e <- gsub("a", "ee", fruits)  
fruits\_e

[1] "eepples eend beeneenees."

fruits\_o <- gsub("a", "o", fruits)  
fruits\_o

[1] "opples ond bononos."

lyric\_e <- paste(intro, fruits\_e)  
lyric\_e

[1] "I like to eat eepples eend beeneenees."

paste(intro, fruits\_o)

[1] "I like to eat opples ond bononos."

#### Self-Study 2.1 - Task 2: Functions and Conditionals

a) Define a function is\_twice\_as\_long() that takes in two character strings, and returns whether or not (e.g., a boolean) the length of one argument is greater than or equal to twice the length of the other.

* Hint: Compare the length difference to the length of the smaller string

b) Call your is\_twice\_as\_long() function by passing it different length strings to confirm that it works.

* Hint: Make sure to check when either argument is twice as long, as well as when neither are!

c) Define a function describe\_difference() that takes in two strings. The function should return one of the following sentences as appropriate:

* “Your first string is longer by N characters”
* “Your second string is longer by N characters”
* “Your strings are the same length!”

d) Call your describe\_difference() function by passing it different length strings to confirm that it works.

* Hint: Make sure to check all 3 conditions!

is\_twice\_as\_long <- function(string\_1, string\_2){  
 len\_1 <- nchar(string\_1)  
 len\_2 <- nchar(string\_2)  
   
 if (len\_1 >= 2 \* len\_2 || len\_2 >= 2 \* len\_1) {  
 return(TRUE)  
 } else {  
 return(FALSE)  
 }  
}  
  
is\_twice\_as\_long("Michele", "M")

[1] TRUE

is\_twice\_as\_long("M", "Michele")

[1] TRUE

is\_twice\_as\_long("Michele", "Michele")

[1] FALSE

# or  
  
is\_twice\_as\_long\_gwen <- function(str1, str2) {  
 diff <- abs(nchar(str1) - nchar(str2))  
 min\_length <- min(nchar(str1), nchar(str2))  
 diff >= min\_length # if difference is more than short  
}  
  
is\_twice\_as\_long\_gwen("Michele", "M")

[1] TRUE

describe\_difference <- function(string\_1, string\_2){  
 len\_1 = nchar(string\_1)  
 len\_2 = nchar(string\_2)  
   
 if (len\_1 > len\_2) {  
 difference = len\_1 - len\_2  
 return(sprintf("Your first string is longer by %d characters", difference))  
 } else if (len\_2 > len\_1) {  
 difference = len\_2 - len\_1  
 return(sprintf("Your second string is longer by %d characters", difference))  
 } else {  
 return("Your strings are the same length!")  
 }  
}  
  
describe\_difference("Michele", "M")

[1] "Your first string is longer by 6 characters"

describe\_difference("M", "Michele")

[1] "Your second string is longer by 6 characters"

describe\_difference("Michele", "Michele")

[1] "Your strings are the same length!"

# or  
  
describe\_difference\_gwen <- function(first, second) {  
 diff <- nchar(first) - nchar(second)  
 if (diff > 0) {  
 sentence <- paste("Your first string is longer by", diff, "characters")  
 } else if (diff < 0) {  
 sentence <- paste("Your second string is longer by", -diff, "characters")  
 } else {  
 sentence <- "Your strings are the same length!"  
 }  
 sentence # return the sentence  
}

### sprintf (additional input from Michèle)

In R, sprintf() supports several placeholders for different types of values. Here are the main ones:

* %d: Represents an integer value.
* %f: Represents a floating-point value (decimal number).
* %s: Represents a string value.
* %x, %X: Represents an integer value in hexadecimal format (lowercase or uppercase).
* %o: Represents an integer value in octal format.
* %e, %E: Represents a floating-point value in scientific notation (lowercase or uppercase).
* %g, %G: Represents a floating-point value, using %f or %e depending on the magnitude of the value (lowercase or uppercase).

## 2.2. Vectors

### Exercise 2.2. Vectors

#### Exercise 2.2 – Task 1: Creating Vectors and Operating on Vectors

a) Create a vector names that contains your name and the names of 2 people next to you. Print the vector.

b) Use the colon operator : to create a vector n of numbers from 10 to 49.

* Use the length() function to get the number of elements in n.
* Add 1 to each element in n and print the result.

c) Create a vector m that contains the numbers 10 to 1 (in that order).

* Hint: use the seq() function.

d) Subtract the m FROM n.

* Remark: Note the recycling!

names <- c("Michèle", "Rahel", "Jervin")  
print(names)

[1] "Michèle" "Rahel" "Jervin"

n <- 10:49  
print(n)

[1] 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34  
[26] 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49

length(n)

[1] 40

print(n+1)

[1] 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35  
[26] 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50

m <- seq(10,1)  
print(m)

[1] 10 9 8 7 6 5 4 3 2 1

result <- n-m  
print(result)

[1] 0 2 4 6 8 10 12 14 16 18 10 12 14 16 18 20 22 24 26 28 20 22 24 26 28  
[26] 30 32 34 36 38 30 32 34 36 38 40 42 44 46 48

#### Exercise 2.2 – Task 2: Indexing and Filtering Vectors

a) Create a vector first\_ten that has the values 10 through 20 in it (using the colon : operator).

b) Create a vector next\_ten that has the values 21 through 30 in it (using the seq() function).

c) Create a vector all\_numbers by combining the previous two vectors.

d) Create a variable eleventh that contains the 11th element in all\_numbers.

e) Create a vector some\_numbers that contains the 2nd through the 5th elements of all\_numbers.

f) Create a vector even that holds the even numbers from 1 to 100.

g) Using the all() function and the %% (modulo) operator, confirm that all of the numbers in your even vector are even.

first\_ten <- 10:20  
print(first\_ten)

[1] 10 11 12 13 14 15 16 17 18 19 20

next\_ten <- seq(21,30)  
print(next\_ten)

[1] 21 22 23 24 25 26 27 28 29 30

all\_numbers <- c(first\_ten, next\_ten)  
print(all\_numbers)

[1] 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30

eleventh <- all\_numbers[11]  
print(eleventh)

[1] 20

some\_numbers <- all\_numbers[2:5]  
print(some\_numbers)

[1] 11 12 13 14

even <- seq(2,100,2) # need to start at 2, as it is 1st even num  
print(even)

[1] 2 4 6 8 10 12 14 16 18 20 22 24 26 28 30 32 34 36 38  
[20] 40 42 44 46 48 50 52 54 56 58 60 62 64 66 68 70 72 74 76  
[39] 78 80 82 84 86 88 90 92 94 96 98 100

all(even %% 2 == 0)

[1] TRUE

### Self-Study 2.2. Vectors

#### Self-Study 2.2 - Task 1: Creating Vectors and Operating on Vectors

a) Use the seq() function to produce a range of numbers from -5 to 10 in 0.1 increments. Store it in a variable x\_range.

1. Create a vector sin\_wave by calling the sin() function on each element in x\_range.

c) Plot your sine wave using ggplot2.

* Hint: To pass the data to ggplot, combine it into a data frame that contains x\_range as the first column and sin\_wave as the second column.

d) Create a vector cos\_wave by calling the cos() function on each element in x\_range. Plot your sine wave using ggplot2.

e) Create a vector wave by multiplying sin\_wave and cos\_wave together, then adding sin\_wave to the product. Plot the result using ggplot2.

x\_range <- seq(-5,10,0.1)  
print(x\_range)

[1] -5.0 -4.9 -4.8 -4.7 -4.6 -4.5 -4.4 -4.3 -4.2 -4.1 -4.0 -3.9 -3.8 -3.7 -3.6  
 [16] -3.5 -3.4 -3.3 -3.2 -3.1 -3.0 -2.9 -2.8 -2.7 -2.6 -2.5 -2.4 -2.3 -2.2 -2.1  
 [31] -2.0 -1.9 -1.8 -1.7 -1.6 -1.5 -1.4 -1.3 -1.2 -1.1 -1.0 -0.9 -0.8 -0.7 -0.6  
 [46] -0.5 -0.4 -0.3 -0.2 -0.1 0.0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8 0.9  
 [61] 1.0 1.1 1.2 1.3 1.4 1.5 1.6 1.7 1.8 1.9 2.0 2.1 2.2 2.3 2.4  
 [76] 2.5 2.6 2.7 2.8 2.9 3.0 3.1 3.2 3.3 3.4 3.5 3.6 3.7 3.8 3.9  
 [91] 4.0 4.1 4.2 4.3 4.4 4.5 4.6 4.7 4.8 4.9 5.0 5.1 5.2 5.3 5.4  
[106] 5.5 5.6 5.7 5.8 5.9 6.0 6.1 6.2 6.3 6.4 6.5 6.6 6.7 6.8 6.9  
[121] 7.0 7.1 7.2 7.3 7.4 7.5 7.6 7.7 7.8 7.9 8.0 8.1 8.2 8.3 8.4  
[136] 8.5 8.6 8.7 8.8 8.9 9.0 9.1 9.2 9.3 9.4 9.5 9.6 9.7 9.8 9.9  
[151] 10.0

sin\_wave <- sin(x\_range)  
  
library("ggplot2")  
df\_sin\_wave <- data.frame(x = x\_range, y = sin\_wave)  
ggplot(df\_sin\_wave, aes(x = x, y = y)) +  
 geom\_point()

![](data:image/png;base64,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)

cos\_wave <- cos(x\_range)  
  
df\_cos\_wave <- data.frame(x = x\_range, y = cos\_wave)  
ggplot(df\_cos\_wave, aes(x = x, y = y)) +  
 geom\_point()
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wave <- (sin\_wave \* cos\_wave) + sin\_wave  
  
df\_wave <- data.frame(x = x\_range, y = wave)  
ggplot(df\_wave, aes(x = x, y = y)) +  
 geom\_point()

![](data:image/png;base64,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)

#### Self-Study 2.2 - Task 2: Indexing and Filtering Vectors

a) Create a vector phone\_numbers that contains the numbers 8, 6, 7, 5, 3, 0, 9.

b) Create a vector prefix that has the first three elements of phone\_numbers.

c) Create a vector small that has the values of phone\_numbers that are less than or equal to 5.

d) Create a vector large that has the values of phone\_numbers that are strictly greater than 5.

e) Replace the values in phone\_numbers that are larger than 5 with the number 5.

f) Replace every odd-numbered value in phone\_numbers with the number 0.

phone\_numbers <- c(8, 6, 7, 5, 3, 0, 9)  
print(phone\_numbers)

[1] 8 6 7 5 3 0 9

prefix <- phone\_numbers[1:3]  
print(prefix)

[1] 8 6 7

small <- phone\_numbers[phone\_numbers <= 5]  
print(small)

[1] 5 3 0

large <- phone\_numbers[phone\_numbers > 5]  
print(large)

[1] 8 6 7 9

phone\_numbers[phone\_numbers > 5] <- 5  
print(phone\_numbers)

[1] 5 5 5 5 3 0 5

phone\_numbers[phone\_numbers %% 2 == 1] <- 0  
print(phone\_numbers)

[1] 0 0 0 0 0 0 0

#### Self-Study 2.2 - Task 3: Vector Practice

a) Create a vector words of 6 (or more) words. You can Google for a “random word generator” if you wish!

b) Create a vector words\_of\_the\_day that is your words vector with the string “is the word of the day!” pasted on to the end.

* BONUS: Surround the word in quotes (e.g., 'data' is the word of the day!).
* Remark: Note that the results are more obviously correct with single quotes.

c) Create a vector a\_f\_words which are the elements in words that start with “a” through “f”.

* Hint: Use a comparison operator to see if the word comes before “f” alphabetically!
* Hint: Make sure all the words are lower-case, and only consider the first letter of the word!

d) Create a vector g\_m\_words which are the elements in words that start with “g” through “m”.

e) Define a function word\_bin that takes in three arguments: a vector of words, and two letters. The function should return a vector of words that go between those letters alphabetically.

f) Use your word\_bin function to determine which of your words start with “e” through “q”.

words <- c("flower", "Ralunkel", "viola", "dog", "Good", "Light", "perfume", "Cookie")  
  
words\_of\_the\_day <- paste0("'", words, "' is the word of the day!") # no space between ' and the word form words vector  
words\_of\_the\_day

[1] "'flower' is the word of the day!" "'Ralunkel' is the word of the day!"  
[3] "'viola' is the word of the day!" "'dog' is the word of the day!"   
[5] "'Good' is the word of the day!" "'Light' is the word of the day!"   
[7] "'perfume' is the word of the day!" "'Cookie' is the word of the day!"

words\_lower <- tolower(words) # make sure all words are lowercase  
a\_f\_words <- words\_lower[substring(words\_lower, 1, 1) <= "f"] # make a substring of first char, and check if it is smaller or equal to f  
a\_f\_words

[1] "flower" "dog" "cookie"

g\_m\_words <- words\_lower[words\_lower >= "g" & substring(words\_lower, 1, 1) <= "m"]  
g\_m\_words

[1] "good" "light"

word\_bin <- function(vector\_of\_words, letter\_1, letter\_2){  
 # all input to lower  
 vector\_of\_words <- tolower(vector\_of\_words)  
 letter\_1 <- tolower(letter\_1)  
 letter\_2 <- tolower(letter\_2)  
   
 words\_result <- vector\_of\_words[substring(vector\_of\_words, 1, 1) >= letter\_1 & substring(vector\_of\_words, 1, 1) <= letter\_2]  
 return(words\_result)  
}  
  
word\_bin(words, "e", "q")

[1] "flower" "good" "light" "perfume"