Many rows from one table map to single row in another table

Ex. more than one employee may come from same address(city)

![OneToMany.jpg](data:image/jpeg;base64,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)

The *address\_id* is the foreign key to the table *employee*. With the help of *address\_id* , we are here doing one to many mapping. The logic behind using this mapping in below example is - many employees can have the same street, city, state ,country as address. (In the sample we are ignoring door number)

**Prepare database**

Create database manytoone;

CREATE TABLE `employee` (

`employee\_id` bigint(10) NOT NULL auto\_increment,

`firstname` varchar(50) default NULL,

`lastname` varchar(50) default NULL,

`cell\_phone` varchar(15) default NULL,

`address\_id` bigint(20) default NULL,

PRIMARY KEY (`employee\_id`),

KEY `FK\_employee` (`address\_id`),

CONSTRAINT `FK\_employee` FOREIGN KEY (`address\_id`) REFERENCES `address` (`address\_id`)

) ENGINE=InnoDB DEFAULT CHARSET=latin1

CREATE TABLE `address` (

`address\_id` bigint(20) NOT NULL auto\_increment,

`street` varchar(50) default NULL,

`city` varchar(50) default NULL,

`state` varchar(50) default NULL,

`country` varchar(50) default NULL,

PRIMARY KEY (`address\_id`)

) ENGINE=InnoDB DEFAULT CHARSET=latin1

**Steps to achieve one to many mapping**

**1.create project web development project and configure to maven**

(may be not the ideal way, you could create directly maven project)

**2.open pom.xml file and add dependencies into it.**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>OneToMany</groupId>

<artifactId>OneToMany</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>war</packaging>

<dependencies>

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-core</artifactId>

<version>4.0.1.Final</version>

</dependency>

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-validator</artifactId>

<version>4.2.0.Final</version>

</dependency>

<dependency>

<groupId>org.hibernate.common</groupId>

<artifactId>hibernate-commons-annotations</artifactId>

<version>4.0.1.Final</version>

<classifier>tests</classifier>

</dependency>

<dependency>

<groupId>org.hibernate.javax.persistence</groupId>

<artifactId>hibernate-jpa-2.0-api</artifactId>

<version>1.0.1.Final</version>

</dependency>

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-entitymanager</artifactId>

<version>4.1.8.Final</version>

</dependency>

<dependency>

<groupId>javax.validation</groupId>

<artifactId>validation-api</artifactId>

<version>1.0.0.GA</version>

<scope>provided</scope>

</dependency>

<dependency>

<groupId>org.slf4j</groupId>

<artifactId>slf4j-api</artifactId>

<version>1.6.4</version>

</dependency>

<dependency>

<groupId>org.jboss.logging</groupId>

<artifactId>jboss-logging</artifactId>

<version>3.1.0.CR2</version>

</dependency>

<dependency>

<groupId>org.slf4j</groupId>

<artifactId>slf4j-log4j12</artifactId>

<version>1.6.4</version>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<version>5.1.10</version>

</dependency>

</dependencies>

<build>

<sourceDirectory>src</sourceDirectory>

<plugins>

<plugin>

<artifactId>maven-compiler-plugin</artifactId>

<version>3.5.1</version>

<configuration>

<source>1.8</source>

<target>1.8</target>

</configuration>

</plugin>

<plugin>

<artifactId>maven-war-plugin</artifactId>

<version>3.0.0</version>

<configuration>

<warSourceDirectory>WebContent</warSourceDirectory>

</configuration>

</plugin>

</plugins>

</build>

</project>

3.create hibernate configuration file **hibernate.cfg.xml**

This file should be paste under source folder

<?xml version='1.0' encoding='utf-8'?>

<!DOCTYPE hibernate-configuration PUBLIC

"-//Hibernate/Hibernate Configuration DTD 3.0//EN"

"http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd">

<hibernate-configuration>

<session-factory>

<!-- Database connection settings -->

<property name="connection.driver\_class">com.mysql.jdbc.Driver</property>

<property name="connection.url">jdbc:mysql://localhost:3306/manytoone</property>

<property name="connection.username">root</property>

<property name="connection.password">root</property>

<property name="connection.pool\_size">1</property>

<property name="dialect">org.hibernate.dialect.MySQLDialect</property>

<property name="current\_session\_context\_class">thread</property>

<property name="cache.provider\_class">org.hibernate.cache.NoCacheProvider</property>

<property name="show\_sql">true</property>

<property name="hbm2ddl.auto">validate</property>

<mapping class="com.worldclock.Address" />

<mapping class="com.worldclock.Employee" />

</session-factory>

</hibernate-configuration>

**4.create Address.java**

package com.worldclock;

import java.util.Set;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.Id;

import javax.persistence.OneToMany;

import javax.persistence.Table;

@Entity

@Table(name = "address")

public class Address {

@Id

@GeneratedValue

@Column(name = "address\_id")

private Long addressId;

@Column(name = "street")

private String street;

@Column(name = "city")

private String city;

@Column(name = "state")

private String state;

@Column(name = "country")

private String country;

@OneToMany(mappedBy = "**address**")

private Set<Employee> employees;

public Long getAddressId() {

return addressId;

}

public void setAddressId(Long addressId) {

this.addressId = addressId;

}

public String getStreet() {

return street;

}

public void setStreet(String street) {

this.street = street;

}

public String getCity() {

return city;

}

public void setCity(String city) {

this.city = city;

}

public String getState() {

return state;

}

public void setState(String state) {

this.state = state;

}

public String getCountry() {

return country;

}

public void setCountry(String country) {

this.country = country;

}

public Set<Employee> getEmployees() {

return employees;

}

public void setEmployees(Set<Employee> employees) {

this.employees = employees;

}

}

**5.create Employee.java**

package com.worldclock;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.Id;

import javax.persistence.JoinColumn;

import javax.persistence.ManyToOne;

import javax.persistence.Table;

@Entity

@Table(name="employee")

public class Employee {

@Id

@GeneratedValue

@Column(name="employee\_id")

private Long employeeId;

@Column(name="firstname")

private String firstname;

@Column(name="lastname")

private String lastname;

@Column(name="cell\_phone")

private String cellphone;

@ManyToOne

@JoinColumn(name="address\_id")

private Address **address**;

public Address getAddress() {

return address;

}

public void setAddress(Address address) {

this.address = address;

}

public Employee() {}

public Employee(String firstname, String lastname, String phone) {

this.firstname = firstname;

this.lastname = lastname;

this.cellphone = phone;

}

public Long getEmployeeId() {

return employeeId;

}

public void setEmployeeId(Long employeeId) {

this.employeeId = employeeId;

}

public String getFirstname() {

return firstname;

}

public void setFirstname(String firstname) {

this.firstname = firstname;

}

public String getLastname() {

return lastname;

}

public void setLastname(String lastname) {

this.lastname = lastname;

}

public String getCellphone() {

return cellphone;

}

public void setCellphone(String cellphone) {

this.cellphone = cellphone;

}

}

**6.Test class ManageEmployee.java**

package com.worldclock;

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.cfg.Configuration;

import org.hibernate.service.ServiceRegistry;

import org.hibernate.service.ServiceRegistryBuilder;

public class ManageEmployee {

private static SessionFactory sf;

private static ServiceRegistry serviceRegistry;

@SuppressWarnings("unchecked")

public static void main(String[] args) {

try {

Configuration configuration = new Configuration();

configuration.configure();

serviceRegistry = new ServiceRegistryBuilder().applySettings(

configuration.getProperties()).buildServiceRegistry();

sf = configuration.buildSessionFactory(serviceRegistry);

} catch (Throwable ex) {

System.err.println("Failed to create sessionFactory object." + ex);

throw new ExceptionInInitializerError(ex);

}

System.out.println("Hibernate One to Many Mapping Example Using Annotation ");

Session session = sf.openSession();

session.beginTransaction();

Address address = new Address();

address.setStreet("sindhiya street");

address.setCity("Gwalior");

address.setState("Madhya Pradesh");

address.setCountry("India");

session.save(address);

Employee e1 = new Employee("Ankit", "Sharma", "9999999999");

Employee e2 = new Employee("Ankit", "Kaushal", "3333333333");

e1.setAddress(address);

e2.setAddress(address);

session.save(e1);

session.save(e2);

session.getTransaction().commit();//saved to db

session.close();

}

}