Проект 1. Контроллер расходов

# Инфраструктура

## Выбор типа инфраструктуры

Первым делом, нам необходим сервер. Разумеется, речь идёт о «железном» сервере. Варианты с веб-хостингом, облачными провайдерами и т.п. не устраивают, поскольку нам требуется полный контроль над ОС, файлами, процессами, установленными компонентами и т.д.

### Существуют следующие варианты:

* Собственный сервер
  + с размещением в ДЦ (Collocation)
  + с размещением на своей территории
* IaaS (Infrastructure as a service):
  + Dedicated Server (Выделенный Сервер)
  + VDS (Virtual Dedicated Server – Виртуальный Выделенный Сервер, ∃ также название VPS – Virtual Private Server)

### Выбранное решение:

VDS

## Выбор VDS

Инструменты:

* поисковая система Google

Нужно найти несколько вариантов и выбрать из них наиболее подходящий. Для оценки подходящего решения существует несколько методик:

* Вариантные секторы
* Экспертная оценка

Для простоты мы ограничимся экспертной оценкой.

### Виртуализация

Все VDS-гипервизоры делятся на 2 больших категории:

* программная виртуализация (основная ОС выполняет все функции по виртуализации ресурсов; обычно строится на ядре Linux и вследствие позволяет разворачивать серверы только на дистрибутивах Linux)
* аппаратная виртуализация (вся виртуализация выполняется аппаратно, т.е. этот способ максимально приближен к выделенным серверам, в силу чего позволяет разворачивать гетерогенные ОС)

Существует несколько основных VDS-гипервизоров:

* Программная виртуализация
  + OpenVZ – пожалуй, лучшее средство виртуализации на базе Linux
  + FreeBSD Jail – средство виртуализации для FreeBSD
* Аппаратная виртуализация
  + KVM (Kernel-based Virtual Machine) – обеспечивает аппаратную виртуализацию для платформ x86 на базе спец. процессоров Intel и AMD
  + Hyper-V – система аппаратной виртуализации для платформы x64 от корпорации Microsoft
  + Xen – лёгкий гипервизор
  + VMware – система аппаратной виртуализации для платформ x64

### Результаты:

Было проанализировано 20 VDS-провайдеров из топа ответов поисковой системы Google по запросу «Виртуальный выделенный сервер»

1. <http://www.1gb.ru/price_vds_vz.php>
2. <http://firstvds.ru/products/vds_vps_hosting>
3. <http://selectel.ru/services/vds/>
4. <http://fastvps.ru/vds/>
5. <http://infobox.ru/vps/linux/>
6. <http://www.logol.ru/vps/>
7. <http://www.host96.ru/vps-vds>
8. <https://fornex.com/vps/>
9. <http://veeble.org/vps/openvz/>
10. <http://www.globoxhost.com/vds-servers.html>
11. <http://hosting.agava.ru/virt/vps/m_price.shtml>
12. <http://www.io-hosts.ru/vds/>
13. <http://www.r-tele.com/vds_cheap/>
14. <http://www.hyper-v-mart.com/Servers.aspx>
15. <http://masterhost.ru/service/hosting/vps>
16. <http://www.depocloud.ru/cart/>
17. <http://yeshost.ru/vds>
18. <http://www.demos-internet.ru/services.bbc.tarif.html>
19. <http://ispserver.com/ru/products/cloud_vps>
20. <http://gldn.ur.ru/services/hosting/vds/>

### Процесс отбора:

#### Первый этап: анализ сайта провайдера

На первом этапе проводилась эвристическая оценка: отсекались сайты, которые вызывали сомнения, не имели нормальных сравнительных таблиц или просто «не понравились».

В результате отбора остались 13 кандидатов:

1. firstvds
2. selectel
3. infobox
4. logol
5. host96
6. fornex
7. veeble
8. globoxhost
9. agava
10. r-telecom
11. 1gb
12. fastvps
13. io-hosts

#### Второй этап отбора: неограниченность трафика

Многие провайдеры накладывают ограничения на трафик:

* определённое соотношение входящего/исходящего трафика
* определённый процент российского/зарубежного трафика

Другие провайдеры не накладывают таких ограничений, однако обычно предъявляют вполне естественные требования на отсутствие «паразитного» трафика (интенсивная рассылка, DOS-атаки, torrent-клиенты и т.д.)

|  |  |
| --- | --- |
| **Ограничивают трафик** | **Не ограничивают трафик** |
| 1gb (исх/вх = 2/1, более 30% российского трафика) | firstvds |
| fastvps (1500 Гб в месяц) | selectel |
| io-hosts (исх/вх = 1/3) | infobox |
|  | logol |
|  | host96 |
|  | fornex |
|  | veeble |
|  | globoxhost |
|  | agava |
|  | r-telecom |

Итак, после второго этапа у нас остаётся 10 кандидатов.

#### Третий этап: цена 1 Мб памяти за простейший тариф

Теперь у каждого кандидата выберем простейший тариф и посчитаем, сколько просит провайдер за 1 Мб памяти.

Примечание: в случае расчёта в долларах тариф принимается равным 33р./$

|  |  |
| --- | --- |
| **Провайдер** | **Цена за 1 Мб памяти (руб.)** |
| globoxhost | 0,16 |
| veeble | 0,35 |
| firstvds | 0,37 |
| infobox | 0,38 |
| r-telecom | 0,56 |
| agava | 0,57 |
| fornex | 0,73 |
| logol | 0,98 |
| host96 | 0,98 |
| selectel | 1,00 |

Итак, на данном этапе была определена тройка лидеров:

* globoxhost
* veeble
* firstvds

#### Четвёртый этап: наличие панели управления

Разумеется, мы будем управлять через Telnet или SSH, но иметь веб-интерфейс для простейших операций тоже неплохо.

Наиболее популярны следующие решения

* ISPmanager Lite
* ISPmanager Pro
* Direct Admin
* cPanel

|  |  |  |
| --- | --- | --- |
| **Провайдер** | **Бесплатный ISPmanager Lite начиная с тарифа (р./мес)** | **Другие панели управления** |
| r-telecom | все тарифы | ISPmanager Pro (289 р./мес)  cPanel (612 р./мес) |
| firstvds | все тарифы |  |
| infobox | все тарифы |  |
| fornex | все тарифы |  |
| host96 | все тарифы |  |
| veeble | – | DirectAdmin (197 р./мес)  WHM/cPanel (495 р./мес)  Kloxo (free)  Webmin (free) |
| logol | 849 | ISPmanager Pro (0-349 р./мес)  cPanel (0-599 р./мес)  Parallels Plesk (0-1999 р./мес) |
| selectel | 1024 |  |
| agava | 1840 | DirectAdmin (245 р./мес)  WHM/cPanel (459 р./мес) |
| globoxhost | – | DirectAdmin (495 р./мес) |

Итак, среди тройки лидеров (globoxhost, veeble, firstvds) предпочтение было отдано последнему варианту, поскольку только «firstvds» имеет бесплатную панель управления на всех тарифах.

## Заключение договора и оплата услуг

Необходимо:

* банковская карта или счёт в платёжной системе (исп. Я.Деньги с привязанной картой Связной.Банк)

## Подключение к серверу

Инструменты:

* клиент для удалённого управления через SSH/Telnet
* клиент для передачи файлов; например:
  + WinSCP
  + SFTP-плагин для TotalCMD
  + FireFTP-плагин для Firefox

Мы использовали связку PuTTY + TotalCMD

# Конфигурирование сервера

## Добавление пользователя

Пароль суперпользователя был выслан в письме через некоторое время после оплаты услуг хостинга.

### Создание пользователя

Процедура добавления пользователя:

useradd mitrakov

passwd mitrakov

mkdir /home/mitrakov

chown mitrakov:mitrakov /home/mitrakov

### Установка Sudo

Далее следует установить программу sudo (от суперпользователя)

apt-get install sudo

Затем добавляем пользователя в sudoers:

sudo adduser mitrakov sudo

Теперь возможно выполнять команды от имени суперпользователя через Sudo.

Ссылка на статью: <http://askubuntu.com/questions/7477/how-can-i-add-a-new-user-as-sudoer-using-the-command-line>

## Установка Midnight Commander

### Инсталляция MC

sudo apt-get install mc

В процессе работы возникла небольшая проблема. При возвращении в консоль через CTRL-O и наборе команды вновь появлялся MC. В этом случае требовалось закрыть MC, и только затем вводить команду (либо вводить прямо внутри MC, что не очень удобно).

Решение было найдено на форуме: <http://www.bsdportal.ru/viewtopic.php?t=7300>. В статье говорится, что проблема не в MC, а в Shell. Поскольку MC был собран в /bin/sh, то он и возвращает консоль /bin/sh.

### Диагностика:

Для проверки текущей конфигурации окружения вводим команду:

env

Вывод:

$ env

TERM=xterm

SHELL=/bin/sh

SSH\_CLIENT=46.146.231.100 15802 22

SSH\_TTY=/dev/pts/0

USER=mitrakov

MAIL=/var/mail/mitrakov

PATH=/usr/local/bin:/usr/bin:/bin:/usr/local/games:/usr/games

PWD=/home/mitrakov

LANG=en\_US.UTF-8

SHLVL=1

HOME=/home/mitrakov

LOGNAME=mitrakov

SSH\_CONNECTION=46.146.231.100 15802 82.146.37.95 22

\_=/usr/bin/env

Очевидно, текущий Shell равен /bin/sh

### Изменение Shell

Для изменения текущего Shell вводим:

sudo chsh -s /bin/bash root

sudo chsh -s /bin/bash mitrakov

Далее обязательно следует перезайти в свою учётную запись и убедиться, что текущий Shell равен /bin/bash.

### Переустановка MC

Теперь нужно в конфигурации MC указать, какую Subshell использовать по команде CTRL-O. Однако есть решение «для чайников»: просто переустановить MC из нормального Shell. Введите от суперпользователя:

sudo apt-get autoremove mc

sudo apt-get install mc

Теперь сочетание клавиш CTRL-O должно работать нормально

### Изменение редактора в MC

Так оказалось, что по клавише F4 MC по умолчанию использует Nano. Для изменения параметров следует зайти в Options → Configuration и поставить флажки:

Use internal edit

Use internal view

Ссылка на статью: <http://askubuntu.com/questions/16776/how-to-switch-the-editor-in-mc-midnight-commander-from-nano-to-mcedit>

## Установка MySQL

### Инсталляция

Для закрепления тех. навыков было принято решение для 2-х проектов выбрать 2 популярные Open-Source СУБД:

* MySQL (Oracle Corporation, Sun Microsystems)
* PostgreSQL (EDB Group)

Конкретно для данного проекта была выбрана СУБД MySQL (насчёт принадлежности этого продукта к разряду Open-Source после покупки корпорацией Oracle спорить не будем).

MySQL была предустановлена в системе, однако было принято решение установить более новую версию:

sudo apt-get autoremove mysql-server-5.0

sudo apt-get autoremove mysql-client-5.0

sudo apt-get install mysql-server mysql-client libmysqlclient-dev

Во время установки был указан пароль для пользователя root.

Проверка версии клиента:

mysql --version

Вывод:

mitrakov@mitrakov-artem:~$ mysql --version

mysql Ver 14.14 Distrib 5.5.35, for debian-linux-gnu (x86\_64) using readline 6.2

Проверка версии сервера:

mysql –p

SELECT VERSION();

Вывод:

mysql> SELECT VERSION();

+------------------+

| VERSION() |

+------------------+

| 5.5.35-0+wheezy1 |

+------------------+

1 row in set (0.00 sec)

### Создание нового пользователя в MySQL

Входим (из-под суперпользователя):

mysql –u root –p

Теперь добавляем нового пользователя:

CREATE USER 'mitrakov'@'localhost' IDENTIFIED BY 'mypass';

CREATE USER 'mitrakov'@'%' IDENTIFIED BY 'mypass';

Первая строка создаёт пользователя для локального подключения, вторая – для удалённого (с любого хоста). В целях безопасности, вместо знака «%» рекомендуется ставить конкретный IP-адрес.

Далее присваиваем права пользователю:

GRANT ALL ON \*.\* TO 'mitrakov'@'localhost';

GRANT ALL ON \*.\* TO 'mitrakov'@'%';

Теперь просим MySQL сбросить привилегии (и заново перезагрузить конфигурацию пользователей):

FLUSH PRIVILEGES;

Дело сделано! Проверить текущую конфигурацию можно через запрос:

SELECT User, Host FROM mysql.user;

Вывод:

mysql> SELECT User, Host FROM mysql.user;

+------------------+-----------+

| User | Host |

+------------------+-----------+

| mitrakov | % |

| root | 127.0.0.1 |

| root | ::1 |

| debian-sys-maint | localhost |

| mitrakov | localhost |

| root | localhost |

+------------------+-----------+

6 rows in set (0.00 sec)

«127.0.0.1» и «::1» – это адреса локального хоста (для IPv4 и IPv6 соответственно). Удалить запись можно через запрос:

DROP USER 'mitrakov'@'localhost';

После всех изменений следует не забыть сбросить привилегии.

### Настройка bind-адреса

Если требуется тестирование приложения с другого хоста, то требуется настроить bind-address (текущий адрес равен ‘localhost’).

Измените bind-address в файле **/etc/mysql/my.cnf** (от суперпользователя):

# Instead of skip-networking the default is now to listen only on

# localhost which is more compatible and is not less secure.

bind-address = 82.146.37.95

Также в целях безопасности там же можно поменять порт подключения. Далее следует перезагрузить mysqld:

sudo service mysql restart

Внимание! Настройка bind-адреса не влияет на обычные подключения к БД с удалённого хоста. Это требуется, только если само приложение будет запускаться с удалённого хоста. Поскольку в нашем проекте приложение будет подключаться локально, данная настройка не была изменена.

## Установка Tomcat 7.0

### Инсталляция

Текущая версия Tomcat имеет номер 8.03, однако мы для простоты установим версию 7.0 из центрального репозитория.

sudo apt-get install tomcat7

### Изменение порта

По умолчанию Tomcat использует порт 8080. Для изменения порта изменяем файл **/etc/tomcat7/server.xml**:

<Connector port="80" protocol="HTTP/1.1"

Далее находим файл **/etc/default/tomcat7**. Там находим строку:

#AUTHBIND=no

И меняем её на

AUTHBIND=yes

Последнее условие требуется для того, чтобы разрешить приложению Tomcat привязку к системным портам (номера которых 0-1023).

Ссылка на статью: <http://stackoverflow.com/questions/4756039/how-to-change-the-port-of-tomcat-from-8080-to-80>

Теперь можно зайти на хост через браузер:

http://82.146.37.95/

Вывод:

It works!

This is the default web page for this server.

The web server software is running but no content has been added, yet.

Нетрудно заметить[[1]](#footnote-1), что вывод файла не соответствует стартовой HTML-странице Томката, расположенной по адресу **/var/lib/tomcat7/webapps/ROOT.index.html**. Дело в том, что порт уже занят установленным по умолчанию веб-сервером Apache2.

### Удаление Apache2 Server

Сначала останавливаем сервер:

sudo service apache2 stop

Теперь удаляем сам сервер. Этот шаг необязательный, но всё же лучше его выполнить, чтобы, например, при перезагрузке машины он не стартовал заново:

sudo apt-get autoremove apache2.2

Перезапускаем Tomcat:

sudo service tomcat7 restart

И заходим на стартовую страницу:

http://82.146.37.95/

Вывод

It works !

If you're seeing this page via a web browser, it means you've setup Tomcat successfully. Congratulations!

This is the default Tomcat home page. It can be found on the local filesystem at: /var/lib/tomcat7/webapps/ROOT/index.html

Tomcat7 veterans might be pleased to learn that this system instance of Tomcat is installed with CATALINA\_HOME in /usr/share/tomcat7 and CATALINA\_BASE in /var/lib/tomcat7, following the rules from /usr/share/doc/tomcat7-common/RUNNING.txt.gz.

You might consider installing the following packages, if you haven't already done so:

tomcat7-docs: This package installs a web application that allows to browse the Tomcat 7 documentation locally. Once installed, you can access it by clicking here.

tomcat7-examples: This package installs a web application that allows to access the Tomcat 7 Servlet and JSP examples. Once installed, you can access it by clicking here.

tomcat7-admin: This package installs two web applications that can help managing this Tomcat instance. Once installed, you can access the manager webapp and the host-manager webapp.

NOTE: For security reasons, using the manager webapp is restricted to users with role "manager-gui". The host-manager webapp is restricted to users with role "admin-gui". Users are defined in /etc/tomcat7/tomcat-users.xml.

## Установка Redis и Curl

Для установки СУБД Redis достаточно набрать команду:

sudo apt-get install redis-server

Для установки утилиты Curl достаточно набрать команду:

sudo apt-get install curl

# Проектирование сервера

## Проектирование БД

Инструменты:

* MySQL Workbench (6.0.8.11354 Community Edition)

База данных была создана локально:

mysql –u mitrakov –p

...

CREATE DATABASE varlam DEFAULT CHARACTER SET utf8 ;

MySQL Workbench позволяет легко подключиться к удалённой БД, используя имя хоста, номер порта, имя пользователя и пароль.

Схема была создана с помощью визуального интерфейса, ниже представлен полный её скрипт:

-- MySQL dump 10.13 Distrib 5.5.35, for debian-linux-gnu (x86\_64)

--

-- Host: localhost Database: varlam

-- ------------------------------------------------------

-- Server version 5.5.35-0+wheezy1

/\*!40101 SET @OLD\_CHARACTER\_SET\_CLIENT=@@CHARACTER\_SET\_CLIENT \*/;

/\*!40101 SET @OLD\_CHARACTER\_SET\_RESULTS=@@CHARACTER\_SET\_RESULTS \*/;

/\*!40101 SET @OLD\_COLLATION\_CONNECTION=@@COLLATION\_CONNECTION \*/;

/\*!40101 SET NAMES utf8 \*/;

/\*!40103 SET @OLD\_TIME\_ZONE=@@TIME\_ZONE \*/;

/\*!40103 SET TIME\_ZONE='+00:00' \*/;

/\*!40014 SET @OLD\_UNIQUE\_CHECKS=@@UNIQUE\_CHECKS, UNIQUE\_CHECKS=0 \*/;

/\*!40014 SET @OLD\_FOREIGN\_KEY\_CHECKS=@@FOREIGN\_KEY\_CHECKS, FOREIGN\_KEY\_CHECKS=0 \*/;

/\*!40101 SET @OLD\_SQL\_MODE=@@SQL\_MODE, SQL\_MODE='NO\_AUTO\_VALUE\_ON\_ZERO' \*/;

/\*!40111 SET @OLD\_SQL\_NOTES=@@SQL\_NOTES, SQL\_NOTES=0 \*/;

--

-- Table structure for table `category`

--

DROP TABLE IF EXISTS `category`;

/\*!40101 SET @saved\_cs\_client = @@character\_set\_client \*/;

/\*!40101 SET character\_set\_client = utf8 \*/;

CREATE TABLE `category` (

`category\_id` bigint(20) unsigned NOT NULL AUTO\_INCREMENT,

`user\_id` bigint(20) unsigned NOT NULL COMMENT 'Reference to a user',

`parent\_id` bigint(20) unsigned DEFAULT NULL COMMENT 'Reference to itself (subcategory); all root nodes must be NULL',

`name` varchar(64) NOT NULL COMMENT 'UNIQUE name of a category',

PRIMARY KEY (`category\_id`),

UNIQUE KEY `name\_UNIQUE` (`user\_id`,`name`),

KEY `fk\_category\_this\_idx` (`parent\_id`),

KEY `ind\_user\_parent` (`user\_id`,`parent\_id`) COMMENT 'Index to search all root categories by user\_id',

CONSTRAINT `fk\_category\_this` FOREIGN KEY (`parent\_id`) REFERENCES `category` (`category\_id`) ON UPDATE CASCADE,

CONSTRAINT `fk\_category\_user` FOREIGN KEY (`user\_id`) REFERENCES `user` (`user\_id`) ON UPDATE CASCADE

) ENGINE=InnoDB DEFAULT CHARSET=utf8 COMMENT='A group of related items (food, entertainment, transport etc.)';

/\*!40101 SET character\_set\_client = @saved\_cs\_client \*/;

--

-- Table structure for table `item`

--

DROP TABLE IF EXISTS `item`;

/\*!40101 SET @saved\_cs\_client = @@character\_set\_client \*/;

/\*!40101 SET character\_set\_client = utf8 \*/;

CREATE TABLE `item` (

`item\_id` bigint(20) unsigned NOT NULL AUTO\_INCREMENT,

`user\_id` bigint(20) unsigned NOT NULL COMMENT 'Reference to a user',

`category\_id` bigint(20) unsigned NOT NULL COMMENT 'Reference to a category (food, fines, housing & utilities)',

`name` varchar(64) NOT NULL COMMENT 'Name of an item (must be UNIQUE)',

PRIMARY KEY (`item\_id`),

UNIQUE KEY `name\_UNIQUE` (`user\_id`,`name`),

KEY `fk\_item\_category\_idx` (`category\_id`),

CONSTRAINT `fk\_item\_category` FOREIGN KEY (`category\_id`) REFERENCES `category` (`category\_id`) ON UPDATE CASCADE,

CONSTRAINT `fk\_item\_user` FOREIGN KEY (`user\_id`) REFERENCES `user` (`user\_id`) ON UPDATE CASCADE

) ENGINE=InnoDB DEFAULT CHARSET=utf8 COMMENT='Items (goods/services and so on)';

/\*!40101 SET character\_set\_client = @saved\_cs\_client \*/;

--

-- Table structure for table `operation`

--

DROP TABLE IF EXISTS `operation`;

/\*!40101 SET @saved\_cs\_client = @@character\_set\_client \*/;

/\*!40101 SET character\_set\_client = utf8 \*/;

CREATE TABLE `operation` (

`operation\_id` bigint(20) unsigned NOT NULL AUTO\_INCREMENT,

`user\_id` bigint(20) unsigned NOT NULL COMMENT 'Reference to a user',

`time` timestamp DEFAULT CURRENT\_TIMESTAMP,

`item\_id` bigint(20) unsigned NOT NULL COMMENT 'Reference to an item (goods/services, salary, debts and so on)',

`person\_id` bigint(20) unsigned DEFAULT NULL COMMENT 'Reference to a person that corresponds to an operation (e.g. debts). May be NULL',

`summa` int(11) NOT NULL COMMENT 'Operation summa (negative values for charges and positive ones for income)',

PRIMARY KEY (`operation\_id`),

KEY `fk\_operation\_item\_idx` (`item\_id`),

KEY `fk\_operation\_person\_idx` (`person\_id`),

KEY `fk\_operation\_user\_idx` (`user\_id`),

KEY `operation\_timestamp` (`time`),

CONSTRAINT `fk\_operation\_item` FOREIGN KEY (`item\_id`) REFERENCES `item` (`item\_id`) ON UPDATE CASCADE,

CONSTRAINT `fk\_operation\_person` FOREIGN KEY (`person\_id`) REFERENCES `person` (`person\_id`) ON UPDATE CASCADE,

CONSTRAINT `fk\_operation\_user` FOREIGN KEY (`user\_id`) REFERENCES `user` (`user\_id`) ON UPDATE CASCADE

) ENGINE=InnoDB AUTO\_INCREMENT=2 DEFAULT CHARSET=utf8 COMMENT='Main table';

/\*!40101 SET character\_set\_client = @saved\_cs\_client \*/;

--

-- Table structure for table `person`

--

DROP TABLE IF EXISTS `person`;

/\*!40101 SET @saved\_cs\_client = @@character\_set\_client \*/;

/\*!40101 SET character\_set\_client = utf8 \*/;

CREATE TABLE `person` (

`person\_id` bigint(20) unsigned NOT NULL AUTO\_INCREMENT,

`user\_id` bigint(20) unsigned NOT NULL COMMENT 'Reference to a user',

`name` varchar(64) NOT NULL COMMENT 'Name or simple description of a person (must be UNIQUE)',

PRIMARY KEY (`person\_id`),

UNIQUE KEY `name\_UNIQUE` (`user\_id`,`name`),

CONSTRAINT `fk\_person\_user` FOREIGN KEY (`user\_id`) REFERENCES `user` (`user\_id`) ON UPDATE CASCADE

) ENGINE=InnoDB AUTO\_INCREMENT=38 DEFAULT CHARSET=utf8 COMMENT='People that might be related to specific operations (debts and so on)';

/\*!40101 SET character\_set\_client = @saved\_cs\_client \*/;

--

-- Table structure for table `user`

--

DROP TABLE IF EXISTS `user`;

/\*!40101 SET @saved\_cs\_client = @@character\_set\_client \*/;

/\*!40101 SET character\_set\_client = utf8 \*/;

CREATE TABLE `user` (

`user\_id` bigint(20) unsigned NOT NULL AUTO\_INCREMENT,

`username` varchar(64) NOT NULL COMMENT 'The UNIQUE username',

PRIMARY KEY (`user\_id`),

UNIQUE KEY `username\_UNIQUE` (`username`)

) ENGINE=InnoDB AUTO\_INCREMENT=7 DEFAULT CHARSET=utf8 COMMENT='Dictionary of the users';

/\*!40101 SET character\_set\_client = @saved\_cs\_client \*/;

/\*!40103 SET TIME\_ZONE=@OLD\_TIME\_ZONE \*/;

/\*!40101 SET SQL\_MODE=@OLD\_SQL\_MODE \*/;

/\*!40014 SET FOREIGN\_KEY\_CHECKS=@OLD\_FOREIGN\_KEY\_CHECKS \*/;

/\*!40014 SET UNIQUE\_CHECKS=@OLD\_UNIQUE\_CHECKS \*/;

/\*!40101 SET CHARACTER\_SET\_CLIENT=@OLD\_CHARACTER\_SET\_CLIENT \*/;

/\*!40101 SET CHARACTER\_SET\_RESULTS=@OLD\_CHARACTER\_SET\_RESULTS \*/;

/\*!40101 SET COLLATION\_CONNECTION=@OLD\_COLLATION\_CONNECTION \*/;

/\*!40111 SET SQL\_NOTES=@OLD\_SQL\_NOTES \*/;

-- Dump completed on 2014-03-10 21:51:38

Скрипт был создан командой **mysqldump**:

mysqldump -u mitrakov -p --no-data varlam > script.sql

Ссылка: <http://stackoverflow.com/questions/6175473/mysql-export-schema-without-data>

Ниже показана схема в графическом виде:
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Для создания диаграммы применялся MySQL Workbench инструмент «Create EER Model from Database».

![](data:image/png;base64,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)

Общая идея такова:

* Таблица **user** является ассоциативным массивом {id: логин}
* Таблица **operation** является главной: в ней отражается факт покупки товара/услуги. При этом выставляется время покупки, сумма покупки и ссылка на товарную позицию (**item\_id**)
* Таблица **item** содержит имена всех товарных позиций и ссылки на категорию
* Таблица **category** служит для обобщения товарных позиций. Например, позиции «Ремонт авто», «Шиномонтаж», «АЗС», «Жидкость для стёкол» можно объединить в 1 категорию «Авто». Также таблица имеет поле **parent\_id** – ссылку на родительскую категорию.
* Таблица **person** содержит сведения о людях, причастных к операции (напр. «Дал в долг»)

Несколько замечаний:

1. Атрибут **user\_id** имеется в каждой таблице. Это значит, что имена товаров, категорий и персон будут своими для каждого пользователя.
2. Для времени (**operation.time**) был выбран тип TIMESTAMP, поскольку в MySQL только для него существует default-константа CURRENT\_TIMESTAMP. Таким образом, время операции вставится автоматически
3. Для всех внешних ключей применялись следующие атрибуты триггеров:
   * on update: cascade
   * on delete: restrict
4. Для таблиц, в которых есть уникальное имя (**category**, **item**, **person**) при создании внешнего ключа на **user** автоматически создаётся индекс (назовём его X). В нашем случае мы специально отдельно создаём UNIQUE-индекс по полям {**user\_id**, **name**}. Делается это для того, чтобы для каждого пользователя все имена были уникальными. Поскольку **user\_id** в индексе стоит первым, то X можно удалить.

## Разработка тестового сервлета

### Стек технологий

* Платформа: Java
* Язык программирования: Java/Scala
* Фреймворк: Spring Framework
* Система сборки: Maven
* Сервер приложений: Tomcat
* ORM: Hibernate
* Дополнительно: EJB3, JPA, JTA

### Создание Maven-проекта

Инструменты:

* JDK 1.7.0\_45
* Apache Maven 3.1.1
* IntelliJ IDEA 13.0.2 (Build 133.696) Community Edition
* Scala Plugin for IntelliJ IDEA

В качестве системы сборки можно порекомендовать:

* Maven
* Ant
* SBT (Simple Build Tool)
* Gradle

Для Scala-проектов рекомендуется применять SBT, однако в нашем проекте применялся Maven.

Создание проекта: New Project → Maven[[2]](#footnote-2)

Далее следует указать параметры проекта (имя, каталог, SDK и т.д.).

В параметрах Maven было указано:

* GroupId: ru.tomtrix.fvds
* ArtifactId: varlam
* Version: 1.0.0

Для задания шаблона применялся archetype: **org.scala-tools.archetypes:scala-archetype-simple**, однако много лишних настроек из шаблона было удалено. После создания проекта следует подождать, пока Maven не загрузит шаблон из archetype.

#### Изменение проекта

1. pom.xml
   1. изменено:
      1. <inceptionYear>2014</inceptionYear>
      2. <scala.version>2.10.3</scala.version>
   2. добавлено:
      1. <name>Varlam Project</name>
      2. <url>http://varlam.com</url>
      3. В **maven-scala-plugin** добавлено: <version>2.15.2</version>
      4. В секцию properties:   
         <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>
   3. удалено:
      1. dependency: junit
      2. dependency: org.spec
      3. plugin: maven-eclipse-plugin
      4. секция reporting
2. удалено из проекта содержимое каталога test/scala/ru.tomtrix.fvds (тесты будем писать позже)
3. файл Application.scala переименован в VarlamStart.scala и слегка переписан:

**package** ru.tomtrix.fvds

**object** VarlamStart **extends** *App* {

println("Hello, world!")

}

1. Также чуть позже в pom.xml в секцию **configuration** Scala-плагина было добавлено следующее:

<**args**>

<**arg**>-target:jvm-1.6</**arg**>

<**arg**>-unchecked</**arg**>

<**arg**>-deprecation</**arg**>

<**arg**>-feature</**arg**>

</**args**>

<**jvmArgs**>

<**jvmArg**>-Xms128m</**jvmArg**>

<**jvmArg**>-Xmx1024m</**jvmArg**>

</**jvmArgs**>

**target-jvm** указывает целевую версию JVM (поднятие версии до 1.7 вызвало ошибку версии классов, поэтому 1.6 оказалось наилучшим вариантом). Следующие 3 параметра: доп. опции компилятора Scala, а **jvmArgs** увеличивает размер кучи для ускорения работы компилятора[[3]](#footnote-3).

Ссылка по теме: <http://scala-tools.org/mvnsites/maven-scala-plugin/example_compile.html>

Заглушка проекта готова. Для запуска нужно в окне проекта найти файл **VarlamStart.scala** и в его контекстном меню выбрать **Run ‘VarlamStart’**.

Ниже представлен код pom.xml:

<**project** *xmlns*="http://maven.apache.org/POM/4.0.0" *xmlns*:xsi="http://www.w3.org/2001/XMLSchema-instance"

*xsi*:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd">

<**modelVersion**>4.0.0</**modelVersion**>

<**groupId**>ru.tomtrix.fvds</**groupId**>

<**artifactId**>varlam</**artifactId**>

<**version**>1.0.0</**version**>

<**name**>Varlam Project</**name**>

<**url**>http://varlam.com</**url**>

<**inceptionYear**>2014</**inceptionYear**>

<**properties**>

<**scala**.version>2.10.3</**scala**.version>

</**properties**>

<**repositories**>

<**repository**>

<**id**>scala-tools.org</**id**>

<**name**>Scala-Tools Maven2 Repository</**name**>

<**url**>http://scala-tools.org/repo-releases</**url**>

</**repository**>

</**repositories**>

<**pluginRepositories**>

<**pluginRepository**>

<**id**>scala-tools.org</**id**>

<**name**>Scala-Tools Maven2 Repository</**name**>

<**url**>http://scala-tools.org/repo-releases</**url**>

</**pluginRepository**>

</**pluginRepositories**>

<**dependencies**>

<!--Scala Library-->

<**dependency**>

<**groupId**>org.scala-lang</**groupId**>

<**artifactId**>scala-library</**artifactId**>

<**version**>*${scala.version}*</**version**>

</**dependency**>

</**dependencies**>

<**build**>

<**sourceDirectory**>src/main/scala</**sourceDirectory**>

<**testSourceDirectory**>src/test/scala</**testSourceDirectory**>

<**finalName**>*${artifactId}*</**finalName**>

<**plugins**>

<!--Scala Build Plugin-->

<**plugin**>

<**groupId**>org.scala-tools</**groupId**>

<**artifactId**>maven-scala-plugin</**artifactId**>

<**executions**>

<**execution**>

<**goals**>

<**goal**>compile</**goal**>

<**goal**>testCompile</**goal**>

</**goals**>

</**execution**>

</**executions**>

<**configuration**>

<**scalaVersion**>*${scala.version}*</**scalaVersion**>

<**args**>

<**arg**>-target:jvm-1.5</**arg**>

</**args**>

</**configuration**>

</**plugin**>

</**plugins**>

</**build**>

</**project**>

### DataBase Reverse-Engineering

В качестве ORM использовался проект Hibernate. Данная ORM предоставляет весьма удобный инструмент для реверс-инжиниринга: Hibernate-Tools (<http://hibernate.org/tools>). Этот инструмент поставляется в 2-х формах:

* плагин для IDE Eclipse
* Ant-Task

Ant-Task был использован сообществом Codehaus как основа для разработки Maven-плагина **hibernate3-maven-plugin**. Этот плагин позволяет решить все те задачи, которые решает стандартный Hibernate-Tools.

В нашем случае плагин настроен для решения следующей задачи: требуется подключиться к существующей БД и на основе метаданных сгенерировать Entity-классы (стандарта EJB3). При этом требуется включить генерацию в процесс сборки, чтобы можно было свободно редактировать схему БД и не бояться за актуальность Entity-классов. Иными словами, чтобы при каждой сборке перегенерировались Entity-классы.

Ниже представлен код плагина (требуется включить в секцию <build><plugins>)

<!--Hibernate Reverse-Engineer-Plugin-->

<**plugin**>

<**groupId**>org.codehaus.mojo</**groupId**>

<**artifactId**>hibernate3-maven-plugin</**artifactId**>

<**version**>2.2</**version**>

<**executions**>

<**execution**>

<**id**>hbm2cfgxml</**id**>

<**phase**>generate-resources</**phase**>

<**goals**>

<**goal**>hbm2cfgxml</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2cfgxml</**name**>

<**implementation**>jdbcconfiguration</**implementation**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

</**componentProperties**>

</**configuration**>

</**execution**>

<**execution**>

<**id**>hbm2hbmxml</**id**>

<**phase**>generate-resources</**phase**>

<**goals**>

<**goal**>hbm2hbmxml</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2hbmxml</**name**>

<**outputDirectory**>target/classes</**outputDirectory**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

</**componentProperties**>

</**configuration**>

</**execution**>

<**execution**>

<**id**>hbm2java</**id**>

<**phase**>generate-sources</**phase**>

<**goals**>

<**goal**>hbm2java</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2java</**name**>

<**implementation**>configuration</**implementation**>

<**outputDirectory**>src/main/scala</**outputDirectory**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

<**configurationfile**>target/hibernate3/generated-mappings/hibernate.cfg.xml</**configurationfile**>

<**jdk5**>true</**jdk5**>

<**ejb3**>true</**ejb3**>

</**componentProperties**>

</**configuration**>

</**execution**>

</**executions**>

<**dependencies**>

<**dependency**>

<**groupId**>mysql</**groupId**>

<**artifactId**>mysql-connector-java</**artifactId**>

<**version**>5.1.29</**version**>

</**dependency**>

</**dependencies**>

</**plugin**>

Настройки содержат 3 задачи (**hbm2cfgxml**, **hbm2hbmxml**, **hbm2java**) и 1 зависимость (**MySQL-JDBC-Driver**).

1. **hbm2cfgxml** – применяется для генерации файла «hibernate.cfg.xml», который будет использоваться в др. задачах. В общем случае проект Hibernate требует наличия этого файла для работы с Session, однако в нашем случае мы имеем дело с проектом JPA, поэтому в runtime этот файл использоваться не будет
2. **hbm2hbmxml** – применяется для создания Mapping-XML-файлов, на базе которых будут созданы Java-классы. Эти XML-файлы также в runtime использоваться не будут
3. **hbm2java** – задача, которая на базе файла конфигурации («hibernate.cfg.xml») и Mapping-файлов будет генерировать Java-классы сущностей. Параметр <ejb3> должен быть обязательно установлен в **true**.

Ссылка на статью: <http://stackoverflow.com/questions/2843949/how-to-configure-hibernate-tools-with-maven-to-generate-hibernate-cfg-xml-hbm>

Также следует упомянуть о задаче **hbm2dao**, которая позволяет создавать DAO для каждого полученного Entity-класса. Её вполне можно включить в цикл работы плагина, однако мы этого делать не будем, а будем писать код DAO вручную. Ниже на всякий случай приведён код подзадачи:

<**execution**>

<**id**>hbm2dao</**id**>

<**phase**>generate-sources</**phase**>

<**goals**>

<**goal**>hbm2dao</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2dao</**name**>

<**implementation**>configuration</**implementation**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

<**configurationfile**>target/hibernate3/generated-mappings/hibernate.cfg.xml</**configurationfile**>

<**jdk5**>true</**jdk5**>

<ejb3>true</ejb3>

</**componentProperties**>

</**configuration**>

</**execution**>

Генерация DAO была исключена из сборки в связи с некоторыми проблемами, о которых будет рассказано позже.

Последний элемент: создание файла с описанием свойств подключения к базе данных (**src/main/resources/database.properties**):

hibernate.dialect = org.hibernate.dialect.MySQL5Dialect

hibernate.connection.driver\_class = com.mysql.jdbc.Driver

hibernate.connection.url = jdbc:mysql://82.146.37.95:3306/varlam

hibernate.connection.username = mitrakov

hibernate.connection.password= 12345

Обратите внимание! Здесь указан внешний URL (82.146.37.95).

Для сборки следует запустить любую команду из жизненного цикла Maven, которая включает фазу **generate-sources**, напр.

mvn clean package

В целом, удобнее это делать не из консоли, а напрямую из IntelliJ IDEA.

Примечание: на данном этапе сгенерированные файлы будут давать ошибку компиляции из-за отсутствия соотв. библиотек.

### Внедрение JPA через Spring Framework

Проект Varlam использует технологию JPA, реализованную в Hibernate. Для этого нужно добавить в POM соответствующие зависимости:

<!--Hibernate Java Persistence API-->

<**dependency**>

<**groupId**>org.hibernate</**groupId**>

<**artifactId**>hibernate-entitymanager</**artifactId**>

<**version**>4.3.1.Final</**version**>

</**dependency**>

<!-- MySQL connector -->

<**dependency**>

<**groupId**>mysql</**groupId**>

<**artifactId**>mysql-connector-java</**artifactId**>

<**version**>5.1.29</**version**>

</**dependency**>

Следует обратить внимание: в зависимостях проекта и в зависимостях плагина **hibernate3-maven-plugin** применяется один и тот же **MySQL connector**.

Теперь можно попробовать пересобрать проект и убедиться в отсутствии ошибок компиляции.

JPA-проект вместо стандартного конфигурационного файла hibernate.cfg.xml использует Persistence-Unit, описываемый в файле **src/main/resources/META-INF/persistence.xml**:

<?**xml** *version*="1.0" *encoding*="UTF-8"?>

<**persistence** *version*="1.0" *xmlns*="http://java.sun.com/xml/ns/persistence"

*xmlns*:xsi="http://www.w3.org/2001/XMLSchema-instance"

*xsi*:schemaLocation="http://java.sun.com/xml/ns/persistence

http://java.sun.com/xml/ns/persistence/persistence\_1\_0.xsd">

<**persistence-unit** *name*="trixik" *transaction-type*="RESOURCE\_LOCAL">

<**provider**>org.hibernate.jpa.HibernatePersistenceProvider</**provider**>

<**properties**>

<**property** *name*="hibernate.dialect" *value*="org.hibernate.dialect.MySQL5Dialect"/>

<**property** *name*="hibernate.connection.driver\_class" *value*="com.mysql.jdbc.Driver"/>

<**property** *name*="hibernate.show\_sql" *value*="true"/>

<**property** *name*="hibernate.connection.username" *value*="mitrakov"/>

<**property** *name*="hibernate.connection.password" *value*="12345"/>

<**property** *name*="hibernate.connection.url" *value*="jdbc:mysql://127.0.0.1:3306/varlam"/>

<**property** *name*="hibernate.connection.characterEncoding" *value*="UTF-8"/>

</**properties**>

</**persistence-unit**>

</**persistence**>

Обратите внимание! Казалось бы, эти настройки копируют уже имеющийся **database.properties**, однако это не так. Здесь URL установлен в 127.0.0.1 (‘localhost’), поскольку подключение будет производиться локально. В том же случае мы специально указали внешний адрес (82.146.37.95), чтобы **hibernate3-maven-plugin** мог корректно работать с произвольного хоста.

Следующий шаг: подключение **Spring Framework**:

<!--Spring Context Management-->

<**dependency**>

<**groupId**>org.springframework</**groupId**>

<**artifactId**>spring-context</**artifactId**>

<**version**>4.0.1.RELEASE</**version**>

</**dependency**>

<!--Spring Entity & Transaction Management-->

<**dependency**>

<**groupId**>org.springframework</**groupId**>

<**artifactId**>spring-orm</**artifactId**>

<**version**>4.0.1.RELEASE</**version**>

</**dependency**>

Одна библиотека позволяет работать со Spring-контекстом, другая – с ORM (в т.ч. Hibernate). Spring нам поможет с инициализацией EntityManagerFactory и управления транзакциями.

Для создания контекста прописываем XML-файл (**src/main/resources/trix.xml**):

<?**xml** *version*="1.0" *encoding*="UTF-8"?>

<**beans** *xmlns*="http://www.springframework.org/schema/beans"

*xmlns*:xsi="http://www.w3.org/2001/XMLSchema-instance"

*xmlns*:context="http://www.springframework.org/schema/context" *xmlns*:tx="http://www.springframework.org/schema/tx"

*xsi*:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-3.0.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd">

<!--Force Spring to inject dependencies via annotations-->

<**context:annotation-config** />

<!--Inject the Transaction Manager via @Transactional annotation-->

<**tx:annotation-driven** *transaction-manager*="transactionManager" />

<!--Spring Entity Manager Factory built on META-INF/persistence.xml-->

<**bean** *id*="entityManagerFactory" *class*="org.springframework.orm.jpa.LocalEntityManagerFactoryBean">

<**property** *name*="persistenceUnitName" *value*="trixik" />

</**bean**>

<!--Spring Transaction Manager-->

<**bean** *id*="transactionManager" *class*="org.springframework.orm.jpa.JpaTransactionManager">

<**property** *name*="entityManagerFactory" *ref*="entityManagerFactory" />

</**bean**>

<!--My DAO-->

<**bean** *id*="dao" *class*="ru.tomtrix.fvds.DAO" />

</**beans**>

1. **context:annotation-config** позволяет Спрингу управлять зависимостями в коде через аннотации (в нашем случае через @Transactional).
2. **tx:annotation-driven** позволяет внедрить Менеджера Транзакций в любой участок кода, помеченного как @Transactional (метод или класс целиком). Менеджер Транзакций создаётся ниже.
3. **bean id="entityManagerFactory"** создаёт Фабрику Менеджера Сущностей, которая считывает контекст из модуля **trixik**, описанного в **persistence.xml**.
4. **bean id="transactionManager"** создаёт Менеджера Транзакций
5. **bean id="dao"** создаёт экземпляр DAO, который мы опишем в след. разделе.

### Создание универсального DAO

Ниже представлен код DAO.scala.

**package** ru.tomtrix.fvds

**import** *javax.persistence.\_*

*import org.springframework.transaction.annotation.Transactional*

/\*\*

\* Created by Mitrakov

\*/

@Transactional

**class** DAO {

@PersistenceContext private **val** entityManager: EntityManager = *null*

**def** **persist**(*transientInstance*: AnyRef) {

println("persisting Operation instance")

**try** {

entityManager.persist(transientInstance)

println("persist successful")

}

**catch** {

**case** *re*: RuntimeException =>

re.printStackTrace()

**throw** re

}

}

**def** **remove**(*persistentInstance*: AnyRef) {

println("removing Operation instance")

**try** {

entityManager.remove(entityManager.merge(persistentInstance))

println("remove successful")

}

**catch** {

**case** *re*: RuntimeException =>

re.printStackTrace()

**throw** re

}

}

**def** **merge**[T](*detachedInstance*: T): T = {

println("merging Operation instance")

**try** {

**val** result: T = entityManager.merge(detachedInstance)

println("merge successful")

result

}

**catch** {

**case** *re*: RuntimeException =>

re.printStackTrace()

**throw** re

}

}

**def** **findById**[T](*id*: Long, *clazz*: Class[T]): T = {

println("getting Operation instance with id: " + id)

**try** {

**val** instance: T = entityManager.find(clazz, id)

println("get successful")

instance

}

**catch** {

**case** *re*: RuntimeException =>

re.printStackTrace()

**throw** re

}

}

}

Код был воссоздан на базе DAO, сгенерированного плагином hibernate3-maven-plugin для некоторой сущности (подзадача **hbm2dao**). Далее класс будет несколько дополнен.

Основные отличия от автоматически генерируемого DAO-файла:

* Класс написан на Scala
* Все методы параметризованы типом T, что позволяет иметь ровно один DAO для любого Entity-класса. Напомним, что Hibernate-Tools для N сущностей генерирует N практически одинаковых DAO.
* Класс содержит аннотацию @Transactional, через которую Spring Framework внедряет Менеджера Транзакций.
* Метод remove переписан так, что сначала выполняется merge, а уже потом непосредственно remove. Если сущность была получена в ходе разных транзакций, то эта техника позволяет избежать ошибки:

java.lang.IllegalArgumentException: Removing a detached instance

Замечание 1: аннотация @Transactional должна принадлежать Spring Framework. Следующее определение будет неверным:

import javax.transaction.Transactional

Замечание 2: **entityManager** также будет внедрён с помощью Spring Framework через аннотацию @PersistenceContext.

Замечание 3: пока что класс пишет в stdout. Чуть позже мы настроим нормальный логгер.

### Создание тестового web-проекта

Для веб-коммуникации проект будет использовать технологию Java Servlet 3.1. Для создания веб-проекта требуется:

1) добавить в POM директиву упаковки war:

<packaging>war</packaging>

2) создать файл **/src/main/webapp/WEB-INF/web.xml**:

<?**xml** *version*="1.0" *encoding*="UTF-8"?>

<**web-app**>

<**display-name**>Trix Web Application</**display-name**>

<**servlet**>

<**servlet-name**>VarlamStart</**servlet-name**>

<**servlet-class**>ru.tomtrix.fvds.VarlamStart</**servlet-class**>

</**servlet**>

<**servlet-mapping**>

<**servlet-name**>VarlamStart</**servlet-name**>

<**url-pattern**>/start</**url-pattern**>

</**servlet-mapping**>

</**web-app**>

Секция Servlet специфицирует имя сервлета и его класс, а секция Servlet-Mapping: соответствующий URL.

3) Добавляем в проект зависимость:

<!-- Servlet-API with PROVIDED scope -->

<**dependency**>

<**groupId**>javax.servlet</**groupId**>

<**artifactId**>javax.servlet-api</**artifactId**>

<**version**>3.0.1</**version**>

<**scope**>provided</**scope**>

</**dependency**>

Обязательно указываем Scope provided! Это значит, что зависимость нужна на этапе компиляции, но она должна быть исключена из финальной сборки, поскольку Servlet-API уже предоставляется контейнером. В противном случае Tomcat будет выдавать ошибку о конфликте классов.

4) В POM-файле в секции Build следует добавить:

<finalName>${artifactId}</finalName>

Это заставит Maven назвать сборку «varlam.war» вместо стандартного «varlam-1.0.0.war»

5) Пишем код (src/main/scala/ru/tomtrix/fvds/VarlamStart.scala)

**package** ru.tomtrix.fvds

**import** *scala.compat.Platform*

*import javax.servlet.http.\_*

*import javax.persistence.EntityManagerFactory*

*import org.springframework.context.support.ClassPathXmlApplicationContext*

*import ru.tomtrix.fvds.db.Person*

**class** VarlamStart **extends** *HttpServlet* {

**val** factory = **new** ClassPathXmlApplicationContext("trix.xml"); //Spring XML

**val** emf = factory.getBean("entityManagerFactory").asInstanceOf[EntityManagerFactory]

**val** dao = factory.getBean("dao").asInstanceOf[DAO]

override **def** **doGet**(*req*: HttpServletRequest, *resp*: HttpServletResponse): Unit = {

**val** writer = resp.getWriter

**try** {

dao persist **new** Person("Васёк" + Platform.currentTime)

**val** v = dao findById(*1L*, classOf[Person])

v setName("Tommy" + Platform.currentTime)

dao merge v

writer println "All right!"

}

**catch** {**case** *x*: Throwable => writer println x}

writer.close()

}

override **def** **destroy**(): Unit = {

emf.close()

*super*.destroy()

}

}

* factory получает ссылку на Context Спринга
* emf – ссылка на Фабрику Менеджера Сущностей. По факту, класс DAO уже содержит ссылку на Менеджера Сущностей; emf требуется только для того, чтобы корректно завершить работу сервлета в методе destroy()
* dao – экземпляр нашего DAO-класса

На этом создание тестового сервлета завершено.

### Deploying

Инструменты:

* SFTP или SCP-клиент для копирования файлов на сервер

Сначала выполняем сборку с помощью Maven (фаза package или выше) и получаем готовый WAR-архив в папке target. При сборке также будут перегенерированы все Entity-классы.

Теперь следует скопировать архив на сервер в каталог **/var/lib/tomcat7/webapps**. В нашем случае сначала архив был загружен в домашнюю директорию, а уже затем скопирован от имени суперпользователя:

sudo cp ~/varlam.war /var/lib/tomcat7/webapps

После копирования Tomcat через некоторое время сам запустит web-приложение (так называемый hot-deploying)

Замечание 1. Пока что мы копируем файл вручную, позже этот процесс автоматизируем

Замечание 2. Все возможные ошибки будут записываться в лог Томката: **/var/log/tomcat**

Теперь можно открывать страницу <http://82.146.37.95/varlam/start> в браузере. Вывод:

All right!

Далее с помощью MySQL-клиента можно убедиться в том, что все изменения в БД прошли успешно.

### Структура проекта

Ниже показана полная структура проекта:
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#### pom.xml

<**project** *xmlns*="http://maven.apache.org/POM/4.0.0" *xmlns*:xsi="http://www.w3.org/2001/XMLSchema-instance"

*xsi*:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd">

<**modelVersion**>4.0.0</**modelVersion**>

<**groupId**>ru.tomtrix.fvds</**groupId**>

<**artifactId**>varlam</**artifactId**>

<**packaging**>war</**packaging**>

<**version**>1.0.0</**version**>

<**name**>Varlam Project</**name**>

<**url**>http://varlam.com</**url**>

<**inceptionYear**>2014</**inceptionYear**>

<**properties**>

<**scala**.version>2.10.3</**scala**.version>

<**db**.package>*${project.groupId}*.db</**db**.package>

</**properties**>

<**repositories**>

<**repository**>

<**id**>scala-tools.org</**id**>

<**name**>Scala-Tools Maven2 Repository</**name**>

<**url**>http://scala-tools.org/repo-releases</**url**>

</**repository**>

</**repositories**>

<**pluginRepositories**>

<**pluginRepository**>

<**id**>scala-tools.org</**id**>

<**name**>Scala-Tools Maven2 Repository</**name**>

<**url**>http://scala-tools.org/repo-releases</**url**>

</**pluginRepository**>

</**pluginRepositories**>

<**dependencies**>

<!--Scala Library-->

<**dependency**>

<**groupId**>org.scala-lang</**groupId**>

<**artifactId**>scala-library</**artifactId**>

<**version**>*${scala.version}*</**version**>

</**dependency**>

<!--Spring Context Management-->

<**dependency**>

<**groupId**>org.springframework</**groupId**>

<**artifactId**>spring-context</**artifactId**>

<**version**>4.0.1.RELEASE</**version**>

</**dependency**>

<!--Spring Entity & Transaction Management-->

<**dependency**>

<**groupId**>org.springframework</**groupId**>

<**artifactId**>spring-orm</**artifactId**>

<**version**>4.0.1.RELEASE</**version**>

</**dependency**>

<!--Hibernate Java Persistence API-->

<**dependency**>

<**groupId**>org.hibernate</**groupId**>

<**artifactId**>hibernate-entitymanager</**artifactId**>

<**version**>4.3.1.Final</**version**>

</**dependency**>

<!-- MySQL connector -->

<**dependency**>

<**groupId**>mysql</**groupId**>

<**artifactId**>mysql-connector-java</**artifactId**>

<**version**>5.1.29</**version**>

</**dependency**>

<!-- Servlet-API with PROVIDED scope -->

<**dependency**>

<**groupId**>javax.servlet</**groupId**>

<**artifactId**>javax.servlet-api</**artifactId**>

<**version**>3.0.1</**version**>

<**scope**>provided</**scope**>

</**dependency**>

</**dependencies**>

<**build**>

<**sourceDirectory**>src/main/scala</**sourceDirectory**>

<**testSourceDirectory**>src/test/scala</**testSourceDirectory**>

<**finalName**>*${project.artifactId}*</**finalName**>

<**plugins**>

<!--Scala Build Plugin-->

<**plugin**>

<**groupId**>org.scala-tools</**groupId**>

<**artifactId**>maven-scala-plugin</**artifactId**>

<**executions**>

<**execution**>

<**goals**>

<**goal**>compile</**goal**>

<**goal**>testCompile</**goal**>

</**goals**>

</**execution**>

</**executions**>

<**configuration**>

<**scalaVersion**>*${scala.version}*</**scalaVersion**>

<**args**>

<**arg**>-target:jvm-1.5</**arg**>

</**args**>

</**configuration**>

</**plugin**>

<!--Hibernate Reverse-Engineer-Plugin-->

<**plugin**>

<**groupId**>org.codehaus.mojo</**groupId**>

<**artifactId**>hibernate3-maven-plugin</**artifactId**>

<**version**>2.2</**version**>

<**executions**>

<**execution**>

<**id**>hbm2cfgxml</**id**>

<**phase**>generate-resources</**phase**>

<**goals**>

<**goal**>hbm2cfgxml</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2cfgxml</**name**>

<**implementation**>jdbcconfiguration</**implementation**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

</**componentProperties**>

</**configuration**>

</**execution**>

<**execution**>

<**id**>hbm2hbmxml</**id**>

<**phase**>generate-resources</**phase**>

<**goals**>

<**goal**>hbm2hbmxml</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2hbmxml</**name**>

<**outputDirectory**>target/classes</**outputDirectory**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

</**componentProperties**>

</**configuration**>

</**execution**>

<**execution**>

<**id**>hbm2java</**id**>

<**phase**>generate-sources</**phase**>

<**goals**>

<**goal**>hbm2java</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2java</**name**>

<**implementation**>configuration</**implementation**>

<**outputDirectory**>src/main/scala</**outputDirectory**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

<**configurationfile**>target/hibernate3/generated-mappings/hibernate.cfg.xml</**configurationfile**>

<**jdk5**>true</**jdk5**>

<**ejb3**>true</**ejb3**>

</**componentProperties**>

</**configuration**>

</**execution**>

</**executions**>

<**dependencies**>

<**dependency**>

<**groupId**>mysql</**groupId**>

<**artifactId**>mysql-connector-java</**artifactId**>

<**version**>5.1.29</**version**>

</**dependency**>

</**dependencies**>

</**plugin**>

</**plugins**>

</**build**>

</**project**>

#### resources/trix.xml

<?**xml** *version*="1.0" *encoding*="UTF-8"?>

<**beans** *xmlns*="http://www.springframework.org/schema/beans"

*xmlns*:xsi="http://www.w3.org/2001/XMLSchema-instance"

*xmlns*:context="http://www.springframework.org/schema/context" *xmlns*:tx="http://www.springframework.org/schema/tx"

*xsi*:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-3.0.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd">

<!--Force Spring to inject dependencies via annotations-->

<**context:annotation-config** />

<!--Inject the Transaction Manager via @Transactional annotation-->

<**tx:annotation-driven** *transaction-manager*="transactionManager" />

<!--Spring Entity Manager Factory built on META-INF/persistence.xml-->

<**bean** *id*="entityManagerFactory" *class*="org.springframework.orm.jpa.LocalEntityManagerFactoryBean">

<**property** *name*="persistenceUnitName" *value*="trixik" />

</**bean**>

<!--Spring Transaction Manager-->

<**bean** *id*="transactionManager" *class*="org.springframework.orm.jpa.JpaTransactionManager">

<**property** *name*="entityManagerFactory" *ref*="entityManagerFactory" />

</**bean**>

<!--My DAO-->

<**bean** *id*="dao" *class*="ru.tomtrix.fvds.DAO" />

</**beans**>

#### resources/database.properties

hibernate.dialect = org.hibernate.dialect.MySQL5Dialect

hibernate.connection.driver\_class = com.mysql.jdbc.Driver

hibernate.connection.url = jdbc:mysql://82.146.37.95:3306/varlam

hibernate.connection.username = mitrakov

hibernate.connection.password= 541888

#### resources/META-INF/persistence.xml

<?**xml** *version*="1.0" *encoding*="UTF-8"?>

<**persistence** *version*="1.0" *xmlns*="http://java.sun.com/xml/ns/persistence"

*xmlns*:xsi="http://www.w3.org/2001/XMLSchema-instance"

*xsi*:schemaLocation="http://java.sun.com/xml/ns/persistence

http://java.sun.com/xml/ns/persistence/persistence\_1\_0.xsd">

<**persistence-unit** *name*="trixik" *transaction-type*="RESOURCE\_LOCAL">

<**provider**>org.hibernate.jpa.HibernatePersistenceProvider</**provider**>

<**properties**>

<**property** *name*="hibernate.dialect" *value*="org.hibernate.dialect.MySQL5Dialect"/>

<**property** *name*="hibernate.connection.driver\_class" *value*="com.mysql.jdbc.Driver"/>

<**property** *name*="hibernate.show\_sql" *value*="true"/>

<**property** *name*="hibernate.connection.username" *value*="mitrakov"/>

<**property** *name*="hibernate.connection.password" *value*="541888"/>

<**property** *name*="hibernate.connection.url" *value*="jdbc:mysql://127.0.0.1:3306/varlam"/>

<**property** *name*="hibernate.connection.characterEncoding" *value*="UTF-8"/>

</**properties**>

</**persistence-unit**>

</**persistence**>

#### webapp/WEB-INF/web.xml

<?**xml** *version*="1.0" *encoding*="UTF-8"?>

<**web-app**>

<**display-name**>Trix Web Application</**display-name**>

<**servlet**>

<**servlet-name**>VarlamStart</**servlet-name**>

<**servlet-class**>ru.tomtrix.fvds.VarlamStart</**servlet-class**>

</**servlet**>

<**servlet-mapping**>

<**servlet-name**>VarlamStart</**servlet-name**>

<**url-pattern**>/start</**url-pattern**>

</**servlet-mapping**>

</**web-app**>

## Автоматизация труда

### Сохранение проекта в Git

#### VCS и Системы управления проектами

Проблема управления проектами решается, как правило, одним из следующих способов:

* Система контроля версий (VCS, Version Control System)
* Система управления проектами (Project Management System)

Второй случай предоставляет более широкий спектр возможностей: он включает непосредственно VCS, а также Wiki, Ussue Tracker, Bug Tracker, форумы, группы новостей и прочие инструменты.

Среди VCS особо популярны:

* Git
* Subversion SVN
* Mercurial
* Bazaar

Среди хостингов ПО наиболее известны:

* Github
* Google Code
* SourceForge
* Launchpad
* BitBacket

Некоторые из них ориентированы на работу с конкретной VCS (напр, Github), другие же поддерживают множество различных VCS.

Ссылка: <http://ru.wikipedia.org/wiki/Сравнение_хостингов_для_проектов_свободного_ПО>

Для данного проекта была выбрана площадка SourceForge и система контроля версий Git.

#### Регистрация на SourceForge

Регистрация в системе SourceForge не должна вызвать особых проблем. После подтверждения регистрации можно создавать проект. В нашем случае проект носит имя **Varlam** (<https://sourceforge.net/projects/varlam/>)

#### Установка и настройка Git для Windows

Инструменты

* Git 1.8.0 (<http://git-scm.com/>)

После установки Git требуется открыть Git Bash и выполнить некоторые настройки.

Первое: настроить учётную запись:

git config --global user.name mitrakov-artem

git config --global user.email "mitrakov-artem@ya.ru"

Следующий этап: установка окончаний строк. Это позволит писать код в любом формате (LF, CRLF), а сохранять в нормальном формате (LF).

git config --global core.autocrlf true

git config --global core.safecrlf false

#### Сохранение кода в Git

Теперь нужно перейти в каталог и инициализировать репозиторий:

git init

Затем следует добавить все нужные файлы каталога. Проще всего добавить сразу все файлы каталога, указав точку («**git add .**»). Исключить некоторые файлы из каталога поможет файл «.gitignore». В нашем случае он выглядит так:

.idea/\*

target/\*

varlam.iml

Теперь можно добавлять:

git add .

Делаем коммит:

git commit -a -m 'Initial commit'

Добавляем удалённый репозиторий (адрес предоставляется сервисом SourceForge)

git remote add origin ssh://mitrakov@git.code.sf.net/p/varlam/code

Загружаем код на удалённый репозиторий:

git push origin master

И последнее: создаём «ветвь слежения» (Tracking-Branch. Это позволяет связать локальную и удалённую ветви, чтобы в будущем можно было вытянуть изменения с помощью **git pull**

git branch --track origin/master

Сделано. Можно теперь зайти на SourceForge и убедиться, что всё ОК.

Теперь после любых изменений в проекте достаточно набрать:

git add .

git commit –m ‘Some text’

git push origin master

Чтобы вытянуть чужие изменения в коде, нужно набрать:

git pull

Замечание 1. Вместо консоли можно использовать множество GUI-инструментов:

* Git GUI (входит в комплект установки),
* Git-plugin в IntelliJ IDEA (предустановлен),
* Tortoise Git.

Замечание 2. Текущее состояние локального репозитория можно посмотреть с помощью команды:

git status

Замечание 3. Поскольку Git Bash является портом Unix-Bash-Shell, пути следует прописывать в Unix-формате, напр.

cd /c/users/tom/documents/

#### Интеграция с IntelliJ IDEA

Git-плагин в IntelliJ IDEA предоставляет массу удобных возможностей. Помимо стандартных команд (**pull**, **push**, **commit**, **stash**, **merge**), он позволяет в редакторе кода отслеживать изменённые места, просматривать историю, отслеживать annotations и др.

Для интеграции Git с IntelliJ IDEA следует открыть проект (убедитесь, что в проекте есть каталог **.git**) и выбрать VCS → Enable Version Control Integration → Git

### Maven-tomcat-plugin

Для автоматического развёртывания приложения на стороне сервера рекомендуется поставить **maven-tomcat-plugin**. Для этого требуется добавить в **pom.xml** в секцию **plugins**:

<!--Deploy Tomcat7 Plugin-->

<**plugin**>

<**groupId**>org.apache.tomcat.maven</**groupId**>

<**artifactId**>tomcat7-maven-plugin</**artifactId**>

<**version**>2.0</**version**>

<**configuration**>

<**url**>http://82.146.37.95:80/manager/text</**url**>

<**username**>trix</**username**>

<**password**>12345</**password**>

<**path**>/*${project.build.finalName}*</**path**>

<**update**>true</**update**>

</**configuration**>

<**executions**>

<**execution**>

<**phase**>install</**phase**>

<**goals**>

<**goal**>deploy</**goal**>

</**goals**>

</**execution**>

</**executions**>

</**plugin**>

Для запуска плагина нужно выполнить его команду **deploy**. Чтобы включить эту команду в жизненный цикл сборки, мы её добавили в фазу **install**. Параметр **update** говорит о том, следует ли выполнить redeploy в случае, если на сервере уже запущен экземпляр web-приложения.

Далее требуется добавить права доступа на Tomcat. На сервере находим файл **/etc/tomcat7/tomcat-users.xml** и в секцию пользователей добавляем следующие параметры:

<**role** *rolename*="manager-script"/>

<**user** *username*="trix" *password*="12345" *roles*="manager-script"/>

Следует оговорить, что настройки часто меняются от версии к версии, поэтому лучше всё-таки ознакомиться с документацией.

Теперь команда **mvn clean install** выполнит деплой на сервер.

Замечание 1. Процесс развёртывания по факту осуществляет приложение **manager**, расположенное в папке **webapps** Томката. В нашем случае почему-то такого приложения не оказалось. Наверное, есть какой-то правильный способ установки нового приложения, но самый простой метод: зайти на официальный сайт проекта и найти страницу с архивами всех версий:

<http://archive.apache.org/dist/tomcat/tomcat-7/>

Далее скачиваем нужную версию Tomcat (напр, v7.0.28) и из архива распаковываем приложение **manager** в каталог **webapps**.

Замечание 2. На самом деле логин и пароль из pom-файла можно скрыть. Для этого вместо них пишем **<server>trix\_server</server>**, а затем в настройках Maven’a (файл **settings.xml**) в секции **servers** надо прописать учётную запись:

<**server**>

<**id**>trix\_server</**id**>

<**username**>trix</**username**>

<**password**>12345</**password**>

</**server**>

Замечание 3. После 15-20 редеплоев сервер Tomcat валится с ошибкой нехватки памяти. С этой проблемой предполагается справиться чуть позже, а пока можно просто сделать перезапуск сервера:

sudo service tomcat7 restart

### Логгирование с Log4j

Существует масса прекрасных логгеров для Java:

* Log4j
* Slf4j
* Logback

Мы воспользуемся первым, как наиболее популярным, хотя существует мнение, что наиболее мощным является Logback.

Добавляем зависимость:

<!--Log4J Logger-->

<**dependency**>

<**groupId**>log4j</**groupId**>

<**artifactId**>log4j</**artifactId**>

<**version**>1.2.17</**version**>

</**dependency**>

В resources добавляем файл **log4j.properties**

# Console appender

log4j.appender.appender1=org.apache.log4j.ConsoleAppender

log4j.appender.appender1.target=System.out

log4j.appender.appender1.layout=org.apache.log4j.PatternLayout

log4j.appender.appender1.layout.conversionPattern=%d{ABSOLUTE} %5p %t %c{1}:%M:%L - %m%n

# File appender

log4j.appender.appender2=org.apache.log4j.FileAppender

log4j.appender.appender2.file=${catalina.base}/logs/varlam.log

log4j.appender.appender2.append=false

log4j.appender.appender2.layout=org.apache.log4j.PatternLayout

log4j.appender.appender2.layout.conversionPattern=%d{ABSOLUTE} %5p %t %c{1}:%M:%L - %m%n

# Root logger

log4j.rootLogger=WARN, appender2

# Main application logger

log4j.logger.mainLogger=DEBUG

# Set other loggers to ERROR level (otherwise they flood the log!)

log4j.logger.org.hibernate.internal.util.xml.DTDEntityResolver=ERROR

log4j.logger.org.hibernate.ejb.HibernatePersistence=ERROR

log4j.logger.org.hibernate.engine.jdbc.connections.internal.DriverManagerConnectionProviderImpl=ERROR

Первая секция описывает аппендер для консоли, вторая – для файла, располагаемого в каталоге **${catalina.base}/logs/varlam.log**. Рекомендуется именно этот каталог, поскольку здесь точно не возникнет проблем с правами пользователя.

Секция **Root logger** назначает главный логгер приложения. Мы оставили уровень логгирования WARN и добавили файловый аппендер. Секция **Main application logger** назначает второй логгер. Именно им мы будем пользоваться. Здесь указывать аппендер не нужно, поскольку данный логгер является потомком root-логгера.

Последняя секция была добавлена уже постфактум в виду того, что многие Hibernate’овские классы тоже используют Log4j и при этом наполняют лог всякой ерундой. Для них мы просто повысили уровень логгирования до ERROR.

## Каркас приложения

В этом разделе будет представлен код проекта версии 1.0.0 build 53. Очевидно, код будет многократно дописываться/переписываться, поэтому актуальную версию см. в репозиториях:

* https://mitrakov@git.code.sf.net/p/varlam/code
* https://mitrakov@git.code.sf.net/p/fvds-commons/code

Либо на сайте SourceForge:

* <https://sourceforge.net/p/varlam/code>
* <https://sourceforge.net/p/fvds-commons/code>

Общая структура проекта показана ниже:

![](data:image/png;base64,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)

### Добавление зависимости Commons

Проект использует самописную библиотеку **fvds-commons**:

<!--Common Library -->

<**dependency**>

<**groupId**>ru.tomtrix.fvds</**groupId**>

<**artifactId**>fvds-commons</**artifactId**>

<**version**>1.0.4</**version**>

</**dependency**>

### Изменение web.xml

Поскольку впредь сервлеты будут описываться через аннотации, файл **web-xml** значительно сократился:

<?**xml** *version*="1.0" *encoding*="UTF-8"?>

<**web-app**>

<**display-name**>Trix Web Application</**display-name**>

</**web-app**>

### Глобальный объект Starter.scala

**package** ru.tomtrix.fvds

**import** *javax.persistence.EntityManagerFactory*

***import*** *org.apache.log4j.Logger*

***import*** *org.springframework.context.support.ClassPathXmlApplicationContext*

/\*\*

\* Global application singleton

\*/

**object** Starter {

/\*\* Spring XML context \*/

private **val** factory = **new** ClassPathXmlApplicationContext("trix.xml")

/\*\* Entity Manager Factory<br>'''ATTENTION!''' it must be closed before the application shutdown \*/

**val** emf = factory.getBean("entityManagerFactory").asInstanceOf[EntityManagerFactory]

/\*\* Data Access Object that provides all JPA capabilities \*/

**val** dao = factory.getBean("dao").asInstanceOf[DAO]

/\*\* Global logger \*/

**val** logger = Logger.getLogger("mainLogger")

}

Объект отвечает за глобальные переменные: ссылку на ApplicationContext (**factory**), Фабрику менеджера сущностей (**emf**), экземпляр DAO (**dao**) и логгер (**logger**).

### Доступ к JPA: DAO.scala

**package** ru.tomtrix.fvds

**import** *javax.persistence.\_*

*import scala.language.\_*

*import scala.compat.Platform*

*import org.springframework.transaction.annotation.Transactional*

*import ru.tomtrix.fvds.Utils.\_*

*import ru.tomtrix.fvds.Starter.\_*

/\*\*

\* Rewritten version of DAO generated by <a href="http://mojo.codehaus.org/hibernate3-maven-plugin/">hibername3-maven-plugin</a>

\* <br>Injected by '''Spring Framework'''

\*/

@Transactional

**class** DAO {

@PersistenceContext private **val** entityManager: EntityManager = *null*

**def** **persist**(*transientInstance*: AnyRef) = safe {

**val** startTime = Platform.currentTime

entityManager.persist(transientInstance)

logger debug s"persisting done in ${Platform.currentTime - startTime} msec"

}

**def** **remove**(*persistentInstance*: AnyRef) = safe {

**val** startTime = Platform.currentTime

entityManager.remove(entityManager.merge(persistentInstance))

logger debug s"removing done in ${Platform.currentTime - startTime} msec"

}

**def** **merge**[T](*detachedInstance*: T) = safe {

**val** startTime = Platform.currentTime

**val** result = entityManager.merge(detachedInstance)

logger debug s"merging done in ${Platform.currentTime - startTime} msec"

result

}

**def** **findById**[T](*id*: Long, *clazz*: Class[T]) = safe {

**val** startTime = Platform.currentTime

**val** result = entityManager.find(clazz, id)

logger debug s"getting instance by id $id done in ${Platform.currentTime - startTime} msec"

result

}

**def** **findBySQL**[T](*sql*: String, *clazz*: Class[T], *parameters*: Map[String, AnyRef] = Map.empty) = safe {

**val** startTime = Platform.currentTime

**val** query = entityManager.createNativeQuery(sql, clazz)

parameters foreach { p => query.setParameter(p.\_1, p.\_2)}

**val** result = query.getResultList.toArray.map{\_.asInstanceOf[T]}.toList

logger debug s"getting instances by SQL: $sql done in ${Platform.currentTime - startTime} msec"

result

} getOrElse List.empty

**def** **findSingleBySQL**[T](*sql*: String, *clazz*: Class[T], *parameters*: Map[String, AnyRef] = Map.empty) = safe {

**val** startTime = Platform.currentTime

**val** query = entityManager.createNativeQuery(sql, clazz)

parameters foreach { p => query.setParameter(p.\_1, p.\_2)}

**val** result = query.getSingleResult.asInstanceOf[T]

logger debug s"getting instance by SQL: $sql done in ${Platform.currentTime - startTime} msec"

result

}

}

DAO-класс был слегка модифицирован по сравнению с предыдущей версией. Был добавлен логгер (вместо println), метод safe (вместо try-catch), вычисление времени запроса, а также добавлены методы выборки по SQL.

### Контейнер case-классов. CaseClasses.scala

**package** ru.tomtrix.fvds

**import** *javax.servlet.http.HttpServletResponse*

*import ru.tomtrix.fvds.Starter.\_*

/\*\*

\* Singleton containing simple case classes

\*/

**object** CaseClasses {

/\*\*

\* Class that represents a simple HTTP result. Use [[ru.tomtrix.fvds.CaseClasses.Result#write write]] method to get it done

\* **@param** resp HttpServletResponse

\* **@param** status HTTP status (e.g. 200 for OK)

\* **@param** msg text body message response

\*/

**case** **class** Result(*resp*: HttpServletResponse, *status*: Int, *msg*: String) {

/\*\*

\* Commits the HTTP result, sends response to a client & flushes the buffers

\*/

**def** **write**() {

logger debug s"""Response "$msg" sent to client with status=$status """

resp.setCharacterEncoding("UTF-8")

resp.getWriter println msg

resp setStatus status

resp.flushBuffer()

}

}

}

Согласно названию, данный объект содержит определения case-классов. В дальнейшем этот класс будет расширяться. Так, например, класс **Result** используется для отсылки на клиент некоторого сообщения с некоторым статусом.

### Менеджер аутентификации: AuthManager.scala

**package** ru.tomtrix.fvds

**import** *java.util.concurrent.ConcurrentHashMap*

*import scala.language.\_*

*import scala.concurrent.Future*

*import scala.concurrent.duration.\_*

*import akka.util.Timeout*

*import akka.actor.ActorSystem*

*import com.redis.RedisClient*

*import ru.tomtrix.fvds.Utils.\_*

*import ru.tomtrix.fvds.db.User*

*import ru.tomtrix.fvds.Starter.\_*

*import ru.tomtrix.fvds.ExtString.\_*

/\*\*

\* Singleton handling passwords and tokens

\*/

**object** AuthManager {

// Redis dependencies

implicit private **val** system = ActorSystem("redis-client")

implicit private **val** executionContext = system.dispatcher

implicit private **val** timeout = Timeout(*3* seconds)

/\*\* Redis Client \*/

private **val** redis = RedisClient("localhost")

/\*\* Map {Username -> Token} \*/

private **val** users = **new** ConcurrentHashMap[String, String]()

/\*\*

\* Saves new {username; password} pair

\* **@param** username login

\* **@param** hash hash of password

\*/

**def** **saveHash**(*username*: String, *hash*: String) = {

logger debug s"Try to save $username with hash $hash"

**if** (username.isBlank || hash.isBlank) Future.failed(**new** RuntimeException("Specify username & password"))

**else** { // it'd better wrap to a transaction

dao.persist(**new** User(username))

redis.set(username, hash)

}

}

/\*\*

\* Checks the password

\* **@param** username login

\* **@param** hash hash of password

\* **@return** '''true''', if the password is correct

\*/

**def** **checkHash**(*username*: String, *hash*: String) = {

logger debug s"Checking $username with hash $hash"

**if** (username.isBlank || hash.isBlank) Future.failed(**new** RuntimeException("Specify username & password"))

**else** redis.get[String](username) map {

**case** Some(s) => s == hash.str

**case** *None* => *false*

}

}

/\*\*

\* Saves new {username; password} pair

\* <br>'''NOT RECOMMENDED!''' Use [[ru.tomtrix.fvds.AuthManager#saveHash saveHash]] instead

\* **@param** username login

\* **@param** password pure password

\*/

**def** **savePassword**(*username*: String, *password*: String) = {

logger debug s"Try to save $username with password $password"

**if** (username.isBlank || password.isBlank) Future.failed(**new** RuntimeException("Specify username & password"))

**else** saveHash(username, password.toSHA256)

}

/\*\*

\* Checks the password

\* <br>'''NOT RECOMMENDED!''' Use [[ru.tomtrix.fvds.AuthManager#checkHash checkHash]] instead

\* **@param** username login

\* **@param** password pure password

\* **@return** '''true''', if the password is correct

\*/

**def** **checkPassword**(*username*: String, *password*: String) = {

logger debug s"Checking $username with password $password"

**if** (username.isBlank || password.isBlank) Future.failed(**new** RuntimeException("Specify username & password"))

**else** checkHash(username, password.toSHA256)

}

/\*\*

\* Registers a user for a session + generates new token

\* **@param** username login

\* **@return** token

\*/

**def** **register**(*username*: String) = {

logger debug s"Registering $username"

**if** (username.isBlank) ""

**else** {

**val** token = randomString

users.put(username.str, token)

token

}

}

/\*\*

\* Checks whether a user is registered on current session

\* **@param** username login

\* **@param** token token gained by [[ru.tomtrix.fvds.AuthManager#register register]] method

\* **@return** '''true''', if the token is correct

\*/

**def** **isRegistered**(*username*: String, *token*: String) = {

logger debug s"Checking $username with token $token"

!username.isBlank && users.get(username.str).str == token.str

}

}

Этот класс отвечает за регистрацию и проверку аутентификации пользователей. Для начала пользователю нужно зарегистрироваться, используя методы **saveHash** или **savePassword**. Далее при любом входе необходимо выполнить следующие шаги:

* Проверить правильность логина-пароля (**checkHash** или **checkPassword**)
* Получить токен (метод **register**)
* При каждой операции (требующей авторизации) проверять токен (метод **isRegistered**)

Замечание 1. Пока что время жизни токена не ограничено.

Замечание 2. метод **savePassword** принимает своим аргументом пароль в чистом виде, в то время как метод **saveHash** принимает хэш от пароля. Очевидно, второй вариант предпочтительнее с точки зрения безопасности.

Для хранения пар {логин; хэш} применяется нереляционная СУБД **Redis**. Сообщество **debasishg** выпустило 2 библиотеки для работы с **Redis** в Scala. Первая использует обычные блокирующие вызовы. Вторая же (**redisreact\_2.10**) использует асинхронный доступ к данным с помощью библиотеки **akka**. Мы воспользуемся именно этим вариантом:

<!--Redis Reactive Non-Blocking Library -->

<**dependency**>

<**groupId**>net.debasishg</**groupId**>

<**artifactId**>redisreact\_2.10</**artifactId**>

<**version**>0.3</**version**>

</**dependency**>

Асинхронный стиль доступа к данным[[4]](#footnote-4) является более предпочтительным, однако он, как правило, вызывает некоторые трудности в разработке алгоритмов.

### Суперкласс для сервлетов: VarlamServlet.scala

**package** ru.tomtrix.fvds.servlets

import *javax.servlet.http.\_*

*import scala.util.\_*

*import scala.concurrent.Future*

*import scala.concurrent.ExecutionContext.Implicits.global*

*import ru.tomtrix.fvds.Utils.\_*

*import ru.tomtrix.fvds.db.User*

*import ru.tomtrix.fvds.Starter.\_*

*import ru.tomtrix.fvds.ExtString.\_*

*import ru.tomtrix.fvds.AuthManager.\_*

*import ru.tomtrix.fvds.CaseClasses.Result*

/\*\*

\* Superclass for all servlets. Provides additional functions like

\* [[ru.tomtrix.fvds.servlets.VarlamServlet#async async]] and

\* [[ru.tomtrix.fvds.servlets.VarlamServlet#authenticated authenticated]]

\* <br>Ensure that a servlet '''MUST''' extend this trait

\*/

**trait** VarlamServlet **extends** *HttpServlet* {

/\*\*

\* Performs the operation only if a user is registered by [[ru.tomtrix.fvds.AuthManager#register register]] method

\* **@param** req HttpServletRequest

\* **@param** resp HttpServletResponse

\* **@param** f code

\*/

**def** **authenticated**(*req*: HttpServletRequest, *resp*: HttpServletResponse)(*f*: => Unit) = safe {

**if** (isRegistered(req.getHeader("username").str, req.getHeader("token").str)) f

**else** Result(resp, *401*, "Unauthorized").write()

}

/\*\*

\* Performs an asynchronous operation. Ensure that if you use asynchronous code inside a servlet handler then you

\* '''MUST''' wrap it into '''async''' and annotate with [[javax.servlet.annotation.WebServlet WebServlet]] annotation with

\* a value \_\_asyncSupported = true\_\_. Otherwise asynchronous code won't work correctly

\* **@param** req HttpServletRequest

\* **@param** resp HttpServletResponse

\* **@param** f code

\*/

**def** **async**(*req*: HttpServletRequest, *resp*: HttpServletResponse)(*f*: => Future[Result]) = safe {

**if** (req.isAsyncSupported) {

req.startAsync()

**val** context = req.getAsyncContext

context setTimeout *3000L*

f onComplete {

**case** Success(result) =>

result.write()

context.complete()

**case** Failure(e) =>

e.getMessage

Result(resp, *500*, e.getMessage).write()

context.complete()

}

}

**else** logger error "Async is not supported"

}

/\*\*

\* Retrieves a user by it's name

\* **@param** req HttpServletRequest

\*/

**def** **getUser**(*req*: HttpServletRequest) = {

**val** username = req.getHeader("username").str

dao.findSingleBySQL("SELECT \* FROM user WHERE username = :x", classOf[User], Map("x" -> username))

}

/\*\*

\* Destroys the servlet and closes Entity Manager Factory

\*/

override **def** **destroy**(): Unit = {

**if** (emf.isOpen) {

emf.close()

logger info "Shutting down application"

}

*super*.destroy()

}

}

Данный класс (или, точнее, трейт) является потомком для всех сервлетов приложения. Он содержит некторые полезные методы:

* **authenticated**: выполняет функцию только в том случае, если пользователь авторизован
* **async**: выполняет асинхронную функцию (она должна возвращать Future[Result])
* **getUser**: возвращает экземпляр пользователя из БД по его имени

Кроме того, здесь переопределяется метод destroy, который закрывает Фабрику Менеджера Сущностей, открытую ранее в объекте Starter. В связи с этим, НАСТОЯТЕЛЬНО РЕКОМЕНДУЕТСЯ все сервлеты наследовать от данного класса.

Небольшое замечание про асинхронную работу сервлета. В обычном случае исполнение сервлета завершается после отработки последней строки кода метода. Для отправки данных на клиент нужно сбросить внутренний буфер (**response.flushBuffer**) или закрыть объект **writer**[[5]](#footnote-5) (**writer.close**). В асинхронной модели нужно сделать следующее:

* указать, что сервлет работает асинхронно (напр, через аннотацию **WebServlet**)
* начать асинхронную операцию (**request.startAsync**)
* завершить асинхронную операцию (**request.getAsyncContext.complete**)

При этом операция **complete** вызывает сброс буфера.

### Сервлеты

#### Сервлет регистрации

**package** ru.tomtrix.fvds.servlets

import *javax.servlet.http.\_*

*import javax.servlet.annotation.WebServlet*

*import scala.concurrent.ExecutionContext.Implicits.global*

*import ru.tomtrix.fvds.Starter.\_*

*import ru.tomtrix.fvds.ExtString.\_*

*import ru.tomtrix.fvds.AuthManager.\_*

*import ru.tomtrix.fvds.CaseClasses.Result*

/\*\*

\* Registration servlet

\*/

@WebServlet(urlPatterns = Array("/sign/up"), asyncSupported = *true*)

**class** VarlamSignUp **extends** *VarlamServlet* {

override **def** **doPut**(*req*: HttpServletRequest, *resp*: HttpServletResponse): Unit = async(req, resp) {

**val** json = req.getReader.readLine().asJsonObject

**val** username = json.getOrElse("username", "").toString.str

**val** password = json.getOrElse("password", "").toString.str

**val** save = json.getOrElse("client", "").toString.str **match** {

**case** "android" => saveHash(username, password)

**case** \_ => savePassword(username, password)

}

logger debug s"User $username is gonna sign up"

save map {

**case** *true* => Result(resp, *200*, register(username))

**case** *false* => Result(resp, *401*, s"Error!")

}

}

}

Для регистрации передаётся логин и пароль в формате JSON. В зависимости от типа клиента передаваться может либо сам пароль, либо его хэш. Метод выполняется асинхронно.

#### Сервлет авторизации

**package** ru.tomtrix.fvds.servlets

import *javax.servlet.http.\_*

*import javax.servlet.annotation.WebServlet*

*import scala.concurrent.ExecutionContext.Implicits.global*

*import ru.tomtrix.fvds.Starter.\_*

*import ru.tomtrix.fvds.ExtString.\_*

*import ru.tomtrix.fvds.AuthManager.\_*

*import ru.tomtrix.fvds.CaseClasses.Result*

/\*\*

\* Auth servlet

\*/

@WebServlet(urlPatterns = Array("/sign/in"), asyncSupported = *true*)

**class** VarlamSignIn **extends** *VarlamServlet* {

override **def** **doPost**(*req*: HttpServletRequest, *resp*: HttpServletResponse): Unit = async(req, resp) {

**val** json = req.getReader.readLine().asJsonObject

**val** username = json.getOrElse("username", "").toString.str

**val** password = json.getOrElse("password", "").toString.str

**val** isChecked = json.getOrElse("client", "").toString.str **match** {

**case** "android" => checkHash(username, password)

**case** \_ => checkPassword(username, password)

}

logger debug s"User $username trying to log in"

isChecked map {

**case** *true* => Result(resp, *200*, register(username))

**case** *false* => Result(resp, *401*, "Access denied")

}

}

}

Для авторизации передаётся логин и пароль в формате JSON. В зависимости от типа клиента передаваться может либо сам пароль, либо его хэш. Метод выполняется асинхронно.

#### Сервлет для проверки версии

**package** ru.tomtrix.fvds.servlets

import *javax.servlet.http.\_*

*import javax.servlet.annotation.WebServlet*

*import ru.tomtrix.fvds.Utils.\_*

*import ru.tomtrix.fvds.CaseClasses.Result*

/\*\*

\* Simple servlet that shows the current build version

\*/

@WebServlet(urlPatterns = Array("/version"))

**class** VarlamVersion **extends** *VarlamServlet* {

override **def** **doGet**(*req*: HttpServletRequest, *resp*: HttpServletResponse): Unit = safe {

Result(resp, *200*, "Varlam Application 1.0.0.53").write()

}

}

Сервлет служит для отладочных целей. Код выполняется синхронно.

#### Сервлет для добавления новой персоны

**package** ru.tomtrix.fvds.servlets.person

**import** *javax.servlet.http.\_*

*import javax.servlet.annotation.WebServlet*

*import ru.tomtrix.fvds.Starter.\_*

*import ru.tomtrix.fvds.db.Person*

*import ru.tomtrix.fvds.ExtString.\_*

*import ru.tomtrix.fvds.servlets.VarlamServlet*

*import ru.tomtrix.fvds.CaseClasses.Result*

/\*\*

\* Creates a new person

\*/

@WebServlet(urlPatterns = Array("/person/new"))

**class** VarlamNewPerson **extends** *VarlamServlet* {

override **def** **doPut**(*req*: HttpServletRequest, *resp*: HttpServletResponse): Unit = authenticated(req, resp) {

**val** json = req.getReader.readLine().asJsonObject

**val** result = **for** {

name <- json get "name" map {\_.toString.str}

user <- getUser(req)

} **yield** {dao persist **new** Person(user, name); name}

result **match** {

**case** Some(x) => Result(resp, *200*, s"Person $x saved").write()

**case** *None* => Result(resp, *403*, "Fail to save person. Maybe name is empty?").write()

}

}

}

Сервлет добавляет новую персону согласно имени, передаваемого в JSON в поле **name**. Требует аутентификации пользователя. Уникальность имени здесь не контролируется: она контролируется только на уровне СУБД. Код выполняется синхронно.

#### Сервлет удаления персоны

**package** ru.tomtrix.fvds.servlets.person

**import** *javax.servlet.http.\_*

*import javax.servlet.annotation.WebServlet*

*import ru.tomtrix.fvds.Starter.\_*

*import ru.tomtrix.fvds.db.Person*

*import ru.tomtrix.fvds.ExtString.\_*

*import ru.tomtrix.fvds.servlets.VarlamServlet*

*import ru.tomtrix.fvds.CaseClasses.Result*

/\*\*

\* Removes a person

\*/

@WebServlet(urlPatterns = Array("/person/delete"))

**class** VarlamDeletePerson **extends** *VarlamServlet* {

override **def** **doDelete**(*req*: HttpServletRequest, *resp*: HttpServletResponse): Unit = authenticated(req, resp) {

**val** json = req.getReader.readLine().asJsonObject

**val** result = **for** {

name <- json get "name" map {\_.toString.str}

user <- getUser(req)

person <- getPerson(user, name)

} **yield** {dao remove person; name}

result **match** {

**case** Some(x) => Result(resp, *200*, s"Person $x deleted").write()

**case** *None* => Result(resp, *403*, s"Fail to delete a person. Maybe name is empty?").write()

}

}

}

Сервлет служит для удаления персоны по имени, передаваемого в JSON в поле **name**. Требует аутентификации пользователя. Существование записи в БД здесь не контролируется: это контролируется лишь на уровне СУБД. Код выполняется синхронно.

### Общий вид pom.xml

Ниже представлен файл pom.xml с учётом того, что логин и пароль от сервера Tomcat вынесены в настройки Maven (файл **conf/settings.xml**).

<**project** *xmlns*="http://maven.apache.org/POM/4.0.0" *xmlns*:xsi="http://www.w3.org/2001/XMLSchema-instance"

*xsi*:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/maven-v4\_0\_0.xsd">

<**modelVersion**>4.0.0</**modelVersion**>

<**groupId**>ru.tomtrix.fvds</**groupId**>

<**artifactId**>varlam</**artifactId**>

<**packaging**>war</**packaging**>

<**version**>1.0.0</**version**>

<**name**>Varlam Project</**name**>

<**url**>http://varlam.com</**url**>

<**inceptionYear**>2014</**inceptionYear**>

<**properties**>

<**scala**.version>2.10.2</**scala**.version>

<**db**.package>*${project.groupId}*.db</**db**.package>

<**project**.build.sourceEncoding>UTF-8</**project**.build.sourceEncoding>

</**properties**>

<**repositories**>

<**repository**>

<**id**>scala-tools.org</**id**>

<**name**>Scala-Tools Maven2 Repository</**name**>

<**url**>http://scala-tools.org/repo-releases</**url**>

</**repository**>

</**repositories**>

<**pluginRepositories**>

<**pluginRepository**>

<**id**>scala-tools.org</**id**>

<**name**>Scala-Tools Maven2 Repository</**name**>

<**url**>http://scala-tools.org/repo-releases</**url**>

</**pluginRepository**>

</**pluginRepositories**>

<**dependencies**>

<!--Scala Library-->

<**dependency**>

<**groupId**>org.scala-lang</**groupId**>

<**artifactId**>scala-library</**artifactId**>

<**version**>*${scala.version}*</**version**>

</**dependency**>

<!--Spring Context Management-->

<**dependency**>

<**groupId**>org.springframework</**groupId**>

<**artifactId**>spring-context</**artifactId**>

<**version**>4.0.1.RELEASE</**version**>

</**dependency**>

<!--Spring Entity & Transaction Management-->

<**dependency**>

<**groupId**>org.springframework</**groupId**>

<**artifactId**>spring-orm</**artifactId**>

<**version**>4.0.1.RELEASE</**version**>

</**dependency**>

<!--Hibernate Java Persistence API-->

<**dependency**>

<**groupId**>org.hibernate</**groupId**>

<**artifactId**>hibernate-entitymanager</**artifactId**>

<**version**>4.3.1.Final</**version**>

</**dependency**>

<!-- MySQL connector -->

<**dependency**>

<**groupId**>mysql</**groupId**>

<**artifactId**>mysql-connector-java</**artifactId**>

<**version**>5.1.29</**version**>

</**dependency**>

<!-- Servlet-API with PROVIDED scope -->

<**dependency**>

<**groupId**>javax.servlet</**groupId**>

<**artifactId**>javax.servlet-api</**artifactId**>

<**version**>3.0.1</**version**>

<**scope**>provided</**scope**>

</**dependency**>

<!--Redis Reactive Non-Blocking Library -->

<**dependency**>

<**groupId**>net.debasishg</**groupId**>

<**artifactId**>redisreact\_2.10</**artifactId**>

<**version**>0.3</**version**>

</**dependency**>

<!--Common Library -->

<**dependency**>

<**groupId**>ru.tomtrix.fvds</**groupId**>

<**artifactId**>fvds-commons</**artifactId**>

<**version**>1.0.4</**version**>

</**dependency**>

<!--Log4J Logger-->

<**dependency**>

<**groupId**>log4j</**groupId**>

<**artifactId**>log4j</**artifactId**>

<**version**>1.2.17</**version**>

</**dependency**>

</**dependencies**>

<**build**>

<**sourceDirectory**>src/main/scala</**sourceDirectory**>

<**testSourceDirectory**>src/test/scala</**testSourceDirectory**>

<**finalName**>*${project.artifactId}*</**finalName**>

<**plugins**>

<!--Scala Build Plugin-->

<**plugin**>

<**groupId**>org.scala-tools</**groupId**>

<**artifactId**>maven-scala-plugin</**artifactId**>

<**version**>2.15.2</**version**>

<**executions**>

<**execution**>

<**goals**>

<**goal**>compile</**goal**>

<**goal**>testCompile</**goal**>

</**goals**>

</**execution**>

</**executions**>

<**configuration**>

<**scalaVersion**>*${scala.version}*</**scalaVersion**>

<**args**>

<**arg**>-target:jvm-1.6</**arg**>

<**arg**>-unchecked</**arg**>

<**arg**>-deprecation</**arg**>

<**arg**>-feature</**arg**>

</**args**>

<**jvmArgs**>

<**jvmArg**>-Xms128m</**jvmArg**>

<**jvmArg**>-Xmx1024m</**jvmArg**>

</**jvmArgs**>

</**configuration**>

</**plugin**>

<!--Hibernate Reverse-Engineer-Plugin-->

<**plugin**>

<**groupId**>org.codehaus.mojo</**groupId**>

<**artifactId**>hibernate3-maven-plugin</**artifactId**>

<**version**>2.2</**version**>

<**executions**>

<**execution**>

<**id**>hbm2cfgxml</**id**>

<**phase**>generate-resources</**phase**>

<**goals**>

<**goal**>hbm2cfgxml</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2cfgxml</**name**>

<**implementation**>jdbcconfiguration</**implementation**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

</**componentProperties**>

</**configuration**>

</**execution**>

<**execution**>

<**id**>hbm2hbmxml</**id**>

<**phase**>generate-resources</**phase**>

<**goals**>

<**goal**>hbm2hbmxml</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2hbmxml</**name**>

<**outputDirectory**>target/classes</**outputDirectory**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

</**componentProperties**>

</**configuration**>

</**execution**>

<**execution**>

<**id**>hbm2java</**id**>

<**phase**>generate-sources</**phase**>

<**goals**>

<**goal**>hbm2java</**goal**>

</**goals**>

<**inherited**>false</**inherited**>

<**configuration**>

<**components**>

<**component**>

<**name**>hbm2java</**name**>

<**implementation**>configuration</**implementation**>

<**outputDirectory**>src/main/scala</**outputDirectory**>

</**component**>

</**components**>

<**componentProperties**>

<**packagename**>*${db.package}*</**packagename**>

<**configurationfile**>target/hibernate3/generated-mappings/hibernate.cfg.xml</**configurationfile**>

<**jdk5**>true</**jdk5**>

<**ejb3**>true</**ejb3**>

</**componentProperties**>

</**configuration**>

</**execution**>

</**executions**>

<**dependencies**>

<**dependency**>

<**groupId**>mysql</**groupId**>

<**artifactId**>mysql-connector-java</**artifactId**>

<**version**>5.1.29</**version**>

</**dependency**>

</**dependencies**>

</**plugin**>

<!--Deploy Tomcat7 Plugin-->

<**plugin**>

<**groupId**>org.apache.tomcat.maven</**groupId**>

<**artifactId**>tomcat7-maven-plugin</**artifactId**>

<**version**>2.0</**version**>

<**configuration**>

<**url**>http://82.146.37.95:80/manager/text</**url**>

<**server**>trix\_server</**server**>

<**path**>/*${project.build.finalName}*</**path**>

<**update**>true</**update**>

</**configuration**>

<**executions**>

<**execution**>

<**phase**>install</**phase**>

<**goals**>

<**goal**>deploy</**goal**>

</**goals**>

</**execution**>

</**executions**>

</**plugin**>

</**plugins**>

</**build**>

</**project**>

1. На самом деле это оказалось очень трудно заметить. Понадобилось порядка 2-3 часов, чтобы понять, почему сервлет по адресу <http://82.146.37.95/varlam/start> не работает, а стартовая страница работает [↑](#footnote-ref-1)
2. Там же есть SBT [↑](#footnote-ref-2)
3. Xms = initial size, Xmx = max size [↑](#footnote-ref-3)
4. В нашем случае только доступ к данным в Redis является асинхронным. Доступ к данным в MySQL выполняется синхронно [↑](#footnote-ref-4)
5. Что по факту и вызывает сброс буфера [↑](#footnote-ref-5)