# Debugger Visualizers for SharpDevelop

* Quick introduction to the project (to get the reader really interested)
  + Object graph visualizer, debugger tooltips, collection visualizer
  + Screenshots
  + There is no other IDE that does this
  + Started as GSoC 2009 project
  + maybe a group photo of us, the developers, from the meeting in Austria
* Introduction to SharpDevelop source
  + Overview of SharpDevelop architecture, link to Daniel’s CodeProject article
  + How to build an addin (since debugger is an addin)
* Debugger.Core
  + What are Expressions, Values and how they work, how Evaluate() works
  + what are Permanent references and what they are useful for
  + how expression caching works in Debugger.Core
* Object graph visualizer
  + Motivation
  + The failed attempt to this in VS and why it failed
  + Describe the graph building algorithm, why it is possible in O(n)
  + design – how is model reused when eg. just one node is expanded, what happens if a node is collapsed (just the edge is removed), lazy evaluation on scrolling, example object diagram of node content-tree (ContentProperty nodes etc.). Example object diagram of whole graph (shown also using Object graph visualizer).
  + how tree layout works (classical two-pass, show the “too much wasted space” case, how could it be improved?) – how horizontal / vertical is done.
  + Discussion about layouting software, why none of them is good for incremental layout (dynagraph seems to be dead, link to list of layouting software). Why we picked Graphviz at least for spline routing (and why we abandoned it in the end.)
  + Spline routing
  + graph matching and animation
  + (spline morphing – if we do it, we could try, might be hard / slow)
  + memory leaks and weak events
  + (node control caching- if I get it working) – Creating User controls is *really* slow (baml parsing), I’d just want to reuse the ones from the previous graph
  + How to interrupt graph building if the user continues the debugger (eg. F10 for step)
  + Visualizing a Permanent reference instead of Expression (eg. for recursive methods)
* More interesting details of Debugger.Core
  + What are Expressions, Values and how they work, how Evaluate() works
  + what are Permanent references and what they are useful for
  + how expression caching works in Debugger.Core
  + interesting parts of Debugger.Core, why we decided to derive DebugType from System.Type (end of 2009).
  + ICorDebug + multithreading – unfortunately impossible, it’s STA (also some general talk about COM)
  + Slow evals, why they are slow and what could be done to do batch evals in the debuggee – inject batch-evaluator in the debuggee, then send a command to evaluate set of expressions.
* How profiling helped
* Collection visualizer
  + Motivation
  + Data virtualization for scrolling in collection visualizer (per column also)
  + How data virtualization was implemented generally and is actually used in both visualizers and in the tooltips as well
  + WPF UI virtualization
* Debugger tooltips
  + Motivation, (VS already has them)
  + Design – how the editor knows if to open a text tooltip (eg. over a method name) or a debugger tooltip. Iterating all addins and accepting the first one – common practice.
  + Debugger tooltips for IEnumerable – using “new List<object>(IEnumerable)” in the debuggee. How to do it for non-generic IEnumerable? Pros: no PermanentReferences needed. Cons: cannot display infinite collections – VS does it the same way.
  + How debugger tooltips are linked to the visualizers (opening visualizers from tooltips and how it is done)
  + How they are done using WPF Popup, (“+”) is a styled ToggleButton, what other options we had, how they were done in SD3 using a lot of code which we now don’t have to write thanks to WPF Popups
  + Closing the Popups (by clicking anywhere outside, F10 for debugger step etc.)
  + (Popups and keyboard input – if I figure this out, now they are not focusable)
* SharpDevelop console (ie. VS’s Immediate window)
  + Opening debugger tooltip instead of just text-dumping the evaluation result to the console
  + Overload resolution (if user types Foo(123, Bar().Len), how to tell which overload of Foo to call)
* (WPF – if the thesis is too short, otherwise see WPF Unleashed)
  + General concepts – markup, styles, templates
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# Typography

Vertical line denotes citations. …

# Terminology

Debugger – a program which controls execution and observes the state of another program.

Debuggee – the program being debugged by the debugger.

IDE – Integrated development environment. A collection of tools such as a code editor, a debugger etc.

# Context

This thesis is about debugging managed programs in the context of .NET. Therefore, whenever the text mentions classes and their instances, it refers to managed .NET instances, references etc. Likewise, the term **object** **properties** in the context of this thesis refers to standard .NET properties, that is essentially a getter and/or a setter method usually with a backing field. Still, a lot of concepts and ideas described in this thesis can be directly used in other managed environments, for example Java.

# Introduction

The idea for this thesis comes from a desire for better debugging features in current IDEs. I have had a vision about better, innovative ways of debugging – namely debugging object graphs and collections, and I implemented this vision as new functionality for SharpDevelop – the open source IDE for .NET. This thesis first describes the motivation behind this functionality – that is why to build new features even though developers could live without them so far. Then, detailed analysis of the solutions is presented, including an overview of SharpDevelop architecture and means of integration of the work into SharpDevelop. Finally, this thesis describes the design of the codebase and highlights interesting parts of the implementation.

## Preview – remove? We don’t know that it will be 3 features yet. Should we decide about this further, in analysis?

To give the reader a picture of our work right in the beginning, Let’s start with a preview of the features implemented.

### Object graph visualizer

Our first addition to SharpDevelop debugger is a visualizer of object graphs.

Screenshot

While debugging, the Object graph visualizer lets the user explore object graphs referenced by the variables in user’s code. For example, if the user has an instance of a linked list in the program, the visualizer displays the linked list in a similar fashion people would draw it on a whiteboard. The graph is updated live as the user steps in the debugger and the state of the data structure changes.

### Collection visualizer

The second addition to SharpDevelop debugger is a collection visualizer – a hopefully better way to explore contents of collections of objects.

Screenshot

While debugging, the Collection visualizer provides insight into the contents of collections of objects. The main point is that it displays properties of the collection items in a way that the user doesn’t have to dig into them manually.

### Debugger tooltips

The third feature we added to SharpDevelop are debugger tooltips.

Screenshot IEnumerable

Debugger tooltips are a popular feature of Visual Studio. SharpDevelop 3 also has debugger tooltips but they do not support IEnumerable collections, which is quite an important feature. As a part of this thesis we are reimplementing the tooltips in WPF for SharpDevelop 4.0 and we are adding support for IEnumerable collections.

## Contribution of this thesis

The visualizers come completely from the ideas of the author of this thesis. As a result of this thesis SharpDevelop is currently the only IDE to have such features and we are expecting user feedback to see how these features help users in their every-day development tasks. Some users have already provided positive feedback – for example, they expressed a need for a better Collection visualizer in other IDEs.

## Background

The first ideas for this thesis come from the beginning of 2009 when I was experimenting with visualizing object graphs using the Visual Studio debugger (<http://coding-time.blogspot.com/2009/03/debugger-visualizer-for-visual-studio.html>, thinking about improving the way people debug data structures. Then I found about Google summer of code 2009 from a poster at the Faculty of Mathematics and Physics in Prague. Seeing that SharpDevelop IDE was among the mentoring organizations and the team wanted to improve their debugger, applying for SharpDevelop in Google Summer of Code was a clear choice.

Google summer of code (http://code.google.com/soc/) is a program run by Google. Open source organization can apply to the program and Google selects the most attractive organizations to participate. Among participating organizations are such ones as Eclipse, Firefox, gcc, Haskell, Mono, Ogre3D, OpenOffice and many others. The students then apply to individual organizations with detailed proposals of their ideas. Google distributes approximately 1000 slots to the organizations, based on how popular the organization is (that is how many applications the organization received). For example, SharpDevelop had five slots in 2009. Then it is up to the mentoring organization members (that is, the long-term contributors to the open source project) to select the students they like the most. These students then work for 3 months fulltime on their projects and receive $5000 from Google, provided the mentoring organization confirms that the student did a good job. The not-so-unofficial goal of Summer of code is that students stay with the project after the summer and become contributors.

My experience with working on SharpDevelop has been very positive. The SharpDevelop team is made by the best programmers I have had an opportunity to work with. They deserve a lot of respect not only for contributing their skills and free time, but also for the quality of their work. SharpDevelop is a very good source for learning about design, coding practices and technologies. Moreover, the team members are helpful and discussions with them are effective.

Photo from meeting in Bad Ischl?

SharpDevelop meeting in August 2009 in Austria. Left to right: Tomasz Tretkowski (Gsoc: C++ Backend Binding), Daniel Grunwald (Senior Developer, Architect), Martin Koníček (Gsoc: Debugger visualizers), Siegfried Pammer (Gsoc: Xaml Binding), David Srbecký (Debugger), Peter Forstmeier (SharpDevelop Reports), Christoph Wille (Project Management).

# Motivation and goals

Sjednotit a rozhodnout se az v analyze, ze to budou 3 features?

The introduction section provided short previews of the features covered in this thesis. This section described the motivation for this thesis. – jestli nebude preview tak vyhodit

Debuggers and Integrated Development Environments are a very live topic in software engineering and they have seen a lot of improvement over the last years. However, current debuggers still do not solve some scenarios sufficiently and this section identifies such scenarios.

## Object graphs

Currently, most visual debuggers are similar in terms of presenting data from the debuggee to users. The most typical way of presenting such data are **watches**, which show variables in current scope in a tree view fashion - if an object contains references to other objects, these become its children in the tree. **Debugger tooltips** are a very similar feature to watches but they show the expression at the mouse cursor hovered over the code being debugged. This makes debugger tooltips more comfortable to use than watches, since users do not have to look for the right variables in the watch window and switch their concentration between the watch window and code editor. – subjective?

(screenshot Eclipse watch, tooltips)

But neither debugger tooltips nor watches are perfect for all scenarios – take, for instance, a structure of two objects having a reference to each other:

Hand drawing of A B boxes poiting to each other on a whiteboard.

The picture shows how people naturally depict such structures. However, this is how such structure is presented by watches or debugger tooltips:
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As we can see, the expansion can continue infinitely and users have very little means of determining how the structure actually looks in reality.

## Object graph visualizer

### Motivation

To see why visualizing object graphs could be useful let’s look at current state of visualization of data structures.

Another thing which is not very well solved today is visualizing *changes*. If a user makes a step in the debugger how can he or she determine the changes to the state of the program? Sometimes the change is easy to understand from the code, as in:

IFoo foo = GetFooImplementation(context);

But if the code being stepped over changes multiple variables, it is useful for the user to see what just happened. This is solved in some IDEs by highlighting the variables whose values were changed.

Red variables in VS watches – screenshot

On this screenshot from Visual Studio we can see the variables whose values were changed since the last time the debuggee was stopped (for example, before a step).

Maybe remove paragraph Unfortunately, this approach is not great for visualizing changes in data structures. What if an item was inserted into a linked list? Or what if a tree rotation occurred? We had realized this problem when teaching the subject Introduction to programming for university freshmen. What we frequently observed was that there had been code on one side of the whiteboard and a drawing of a data structure on the other side. The teacher was explaining the code by stepping with a finger through the code on the whiteboard. He was moving his finger from one line of the program to the next line. At the same time a student was updating the data structure by erasing parts of it and drawing new parts. By seeing how each statement modified the data structure the students could clearly see how the program works.

After several weeks of running this university class we had an idea – why not automate the process? The IDE could actually let users step through the code and draw and update data structures in a similar way the teacher did on the whiteboard.

### Goals

We set two main goals for our Object graph visualizer to address the described issues:

* Provide a way for the user to see the state of data structures in the program in a similar way people draw data structures on a whiteboard.
* Make it possible for the user to see how the data structure changes by stepping in the debugger. The more understandable the visualization of the change is the better.

## Collection Visualizer

The second issue we see with current IDEs are insufficient possibilities to explore and understand contents of collections.

### Motivation

Say we are debugging a program which works with a collection of objects of type Person. By collection we mean a List, ObservableCollection, array, or any other IEnumerable. Currently (as of 2011), collections of objects are commonly visualized in the following way:

Screenshot tooltip with 1 item expanded

We see a problem in this way of presenting collections. We cannot really see the contents of the collection. We cannot see the names of the people. We have to drill down manually, one item by one.

How to quickly get an overview of the contents of the collection? How to quickly locate an item we are interested in?

### Goals

We set the following goals to address the described issues:

* Provide a way for users to get an overview of the contents of collections of objects, easier than watches / debugger tooltips.
* Support all IEnumerable collections. SharpDevelop currently supports only Lists and arrays.
* Support large collections (thousands of items) efficiently. SharpDevelop currently takes too much time to expand a debugger tooltip for a large collection.

## Debugger tooltips

### Motivation

Debugger tooltips are a feature similar to watches. They are implemented by Visual Studio and SharpDevelop. This is how they look in Visual Studio 2010:

Screenshots tooltips VS2010.

The advantage of the tooltips compared to watches is that the users can just hover the mouse over anything they are interested in. They don’t have to search the watch which contains typically more than a dozen of available variables.

SharpDevelop 3 has debugger tooltips and they are working fine, except for the support of collections. They do not support IEnumerable collections – they support just arrays and Lists. However, the importance of support for IEnumerable is very high since typical programs use IEnumerable extensively. Another issue with SharpDevelop 3 is that it has problems displaying large Lists.

Moreover, the UI of SharpDevelop 3 was built using Windows Forms and starting with SharpDevelop 4.0, Windows Forms has been deprecated and the UI has been rewritten to WPF. That means that completely new tooltips implemented in WPF are needed.

### Goals

To address the issues just described, we set the following goals for the new debugger tooltips:

* Support all IEnumerable collections.
* Support large collections without noticeable degradation in performance.
* Implement the UI using WPF.
* Make it possible to open the Object graph visualizer and Collection visualizer from the tooltips.

# Analysis

Having motivation and goals for our project laid out, let’s now analyze the project in detail.

## Introduction to SharpDevelop IDE

SharpDevelop (<http://www.icsharpcode.net/opensource/sd/>) is a free open source IDE for .NET written almost entirely in C#. Its development started from scratch in 2000. Version 4.0 (as of April 2011) supports C# 4, Visual Basic 10, F#, IronPython, Boo and C++.

screenshot

The level of support for the individual languages varies. For example, F# code-completion is currently under development. Regarding C++ support, Visual Studio is definitely superior, but C++ is not the main focus of SharpDevelop. Support for C# in SharpDevelop is comparable to Visual Studio and in some areas, SharpDevelop surpasses Visual Studio. All this information is for SharpDevelop 4.0 as of April 2011.

SharpDevelop runs on Windows (for Linux there is MonoDevelop which was forked from an early version of SharpDevelop). SharpDevelop uses .NET SDK for the build process (that is MSBuild and the compilers for individual languages). It 4.0 supports targetting .NET versions 2.0, 3.0, 3.5 and 4.0. SharpDevelop uses the same project and solution file format as Visual Studio – therefore, it can be used side-by-side with Visual Studio without problems.

SharpDevelop (as of April 2011) does not fully support the following functionality:

* Web application development. It is possible to build and debug an ASP.NET application using SharpDevelop (http://community.sharpdevelop.net/blogs/marcueusebiu/archive/2010/12/28/sharpdevelop-classic-asp-net-websites-using-iis-express.aspx). However, the tooling (.aspx code completion etc.) is currently not implemented.
* WPF designer is work in progress.

As SharpDevelop is completely free, it makes sense to compare it to the Express version of Visual Studio. SharpDevelop has the following features which are not present in Visual Studio Express:

* Integrated profiler
* NUnit integration (with test runner in SharpDevelop)
* Subversion and Git integration out of the box
* Code coverage (PartCover integration?)
* ILSpy integration (open source .NET decompiler, developed by the SharpDevelop team)
* PInvoke integration
* Reports (think CrystalReports)
* Debugger visualizers
* Productivity features (ReSharper-like), Navigate to symbol
* Extensibility

Of course there are many small differences on both sides, but this should give a basic overview.

The last mentioned feature, Extensibility, is important: SharpDevelop can be extended or modified in almost any way. Its API is well designed and in case there would be an extension point missing, the team is open to good contributions.

Being an open source IDE written entirely in C# makes SharpDevelop a very interesting project for programmers interested in .NET who would like to learn advanced topics and have their work used by many people (SharpDevelop is being downloaded around two thousand times a day).

## The architecture of SharpDevelop

Let’s have a high-level look at the architecture of SharpDevelop, its system of AddIns and how the Debugger visualizers fit into the picture.

### ICSharpCode.Core

Let’s first explore ICSharpCode.Core (further referred to as the Core) which is the very basis on which SharpDevelop is built.

The Core is a framework for building extensible applications. It provides an AddIn architecture, where AddIns can extend almost anything, including other AddIns. The main point of the Core is to allow users to provide extension points in their applications very easily.

Let’s look at the key part of the Core, which is the AddIn infrastructure – the AddIn tree.

#### The AddIn tree

The AddIn tree is a tree of objects defined by xml files with .addin extension. The Core then provides functionality of turning these xml definitions into objects.

An .addin definition file might look like this:

<Path name = "/SharpDevelop/Browser/Toolbar">

<ToolbarItem id = "Back"

icon = "Icons.16x16.BrowserBefore"

tooltip = "${res:AddIns.HtmlHelp2.Back}"

class = " SharpDevelop.BrowserDisplayBinding.GoBack"/>

<ToolbarItem id = "Forward"

icon = "Icons.16x16.BrowserAfter"

tooltip = "${res:AddIns.HtmlHelp2.Forward}"

class = " SharpDevelop.BrowserDisplayBinding.GoForward"/>

<ToolbarItem id = "Separator1" type = "Separator"/>

<ToolbarItem id = "GoHome"

icon = "Icons.16x16.BrowserHome"

tooltip = "${res:AddIns.HtmlHelp2.Homepage}"

class = "SharpDevelop.BrowserDisplayBinding.GoHome"/>

[...]

We can see that there is a path called “SharpDevelop/Browser/Toolbar” being defined. This path contains some definitions of toolbar buttons. Then in our application built using the Core we can call:

toolStrip = ToolbarService.CreateToolStrip(this,

"/SharpDevelop/Browser/Toolbar");

this.Controls.Add(toolStrip);

Which returns a ToolStrip object with 3 buttons and a separator, as defined in the .addin xml file. This ToolStrip is ready to be used in our application.

This functionality by itself wouldn’t be very interesting. The interesting part comes when an AddIn is written for our application by someone else, containing the following in its .addin definition file:

<Path name = "/SharpDevelop/Browser/Toolbar">

<Condition name = "SolutionOpen" action = "Disable">

<ToolbarItem id = "SyncHelpTopic"

icon = "Icons.16x16.ArrowLeftRight"

tooltip = "${res:AddIns.HtmlHelp2.SyncTOC}"

class = "HtmlHelp2.SyncTocCommand"

insertafter = "Separator1"/>

[...]

Our call to ToolbarService.CreateToolStrip will now return a ToolStrip with four buttons. That happens because the AddIn tree combines all the objects belonging to the same path together. This way, our application has already an extensible toolbar. If we will use the AddIn tree anytime we want to obtain some objects our application will be very extensible. And indeed there are not many good reasons not to use the AddInTree at many places because it is easy to use.

In the second .addin listing we can also see a Condition. The Condition tag causes the ToolbarItem to be enabled only if the SolutionOpen condition evaluates to true.

In the listings we can notice that every of ToolbarItem xml tags has a number of attributes. The attribute **class** determines the name of the class which handles click on the toolbar button. The **insertafter** attribute specifies at which position the item should be inserted. Insertafter refers to an **id** of another item. The final order of items is resolved from the insertafter relations by a topological sort algorithm. If the sort fails then an arbitrary order is used.

So far we have seen two types of tags which can be inserted inside a Path in the AddInTree: Condition and ToolbarItem. These xml tags are called **codons** in SharpDevelop terminology. There are six types of codons supported by default (make it a table):

* Class - Creates object instances by invocating a type's parameterless constructor.
* FileFilter - Creates file filter entries for the OpenFileDialog or SaveFileDialog.
* Include - Includes one or multiple items from another location in the addin tree. You can use the attribute "item" (to include a single item) **or** the attribute "path" (to include all items from the target path).
* Icon - Used to create associations between file types and icons.
* MenuItem - Creates a System.Windows.Forms.ToolStrip\* item for use in a menu.
* ToolbarItem - Creates a System.Windows.Forms.ToolStrip\* item for use in a toolbar.

The **class** codon is very useful for making anything not related to user interface extensible. A typical usage is to register classes implementing a common interface at a given Path and then obtain all registered implementations using a call similar to the following:

AddInTree.BuildItems<IVisualizerDescriptor>("/SharpDevelop/Services/Debugger/Visualizers")

Such call assumes that all the classes registered at the Path /SharpDevelop/Services/Debugger/Visualizers implement IVisualizerDescriptor interface. Again, AddIn writers can just register their implementations and we will obtain all of them from all AddIns combined. To register a class, stating its fully qualified name is sufficient:

<Path name="/SharpDevelop/Services/Debugger/Visualizers">  
        <Class class="Debugger.AddIn.Visualizers.ObjectGraphVisualizerDescriptor" />  
 </Path>

Further in Implementation mention how we are using Class to register debugger visualizer.

##### ICSharpCode.Core for WPF and Windows Forms applications

There are two versions of the Core: ICSharpCode.Core.WinForms and ICSharpCode.Core.Presentation, designed to be used in Windows Forms and WPF applications respectively. They both reference the assembly ICSharpCode.Core which contains all the common non-UI-specific functionality.

##### Lazy loading

To improve application startup time, the parts of the AddIn tree are only loaded when needed. For example if an AddIn only adds items to a menu, the AddIn assembly will not be loaded until the menu is first opened.

##### Doozers and more extensibility

So far, we have seen six default types of codons (Class, FileFilter, Icon, MenuItem, Toolbar). All the codons are actually not hardwired into the AddIn tree implementation. There is a general mechanism of turning codons (i.e. the xml tags) into objects. And even this mechanism is extensible as well. Each of the codons has a corresponding builder which can build an object out of the codon. These builders are called **doozers** – e.g. ClassDoozer for Class codon, MenuItemDoozer for MenuItem codon etc. The extensibility means that we can implement our own doozers for our own new codons, to define e.g. a new xml tag (codon) called *Debugger*:

<Path name="/SharpDevelop/Services/DebuggerService/Debugger">  
        <Debugger id="DefaultDebugger"  
                  supportsStepping = "true"  
                  supportsExecutionControl = "true"  
                  supportsAttaching = "true"  
                  supportsDetaching = "true"  
                  class="ICSharpCode.SharpDevelop.Services.WindowsDebugger"/>

</Path>

This is a good way to pass parameters from the .addin xml file to the object that will be constructed. As we said, we defined a new *Debugger* codon by defining a new Doozer. The last thing we have to do is to register this doozer in the Runtime section of the AddIn tree.

<Runtime>  
        <Import assembly=":ICSharpCode.SharpDevelop">  
 <Doozer name="Debugger" class="ICSharpCode.SharpDevelop.Debugging.DebuggerDoozer"/>  
 [...]  
 </Import>  
</Runtime>

Now the Core knows that when it encounters an xml tag called *Debugger*, it processes it using our *DebuggerDoozer* class.

Maybe show IDoozer definition.

Another codon we saw in one of the listings was a Condition:

<Condition name = "SolutionOpen" action = "Disable">

The SolutionOpen condition is provided by a class called SolutionOpenConditionEvaluator. Like Doozers, the condition evaluators have to be registered in the Runtime section of the AddIn tree in the following way:

<Runtime>  
        <Import assembly=":ICSharpCode.SharpDevelop">  
<ConditionEvaluator name="SolutionOpen" class="ICSharpCode.SharpDevelop.SolutionOpenConditionEvaluator"/>  
 [...]  
 </Import>  
</Runtime>

Maybe show IConditionEvaluator definition.

#### Localization

In XML: label = "${res: AddIns.Profiler.ProfilingView.CpuCyclesText }"

In code: StringParser.**Parse**("${res:AddIns.Profiler.ProfilingView.CpuCyclesText}")

The resource identifier can be any string but in SharpDevelop we are using namespace-like notation to prevent collisions.

#### PropertyService

maybe

#### Remarks

The Core is not dependent on SharpDevelop. Rather, SharpDevelop is an application built using the Core.

For more information about SharpDevelop.Core see <http://www.codeproject.com/KB/cs/ICSharpCodeCore.aspx> and http://www.codeproject.com/KB/cs/LineCounterSDAddIn.aspx

### Reusable parts of SharpDevelop

SharpDevelop is an application built using ICSharpCode.Core. Several parts of SharpDevelop are written as completely standalone libraries. These include:

* NRefactory (C# and VB parser and AST)
* ICSharpCode.SharpDevelop.Dom (representation of type system)
* AvalonEdit (code editor with syntax highlighting)
* Debugger
* Profiler
* Usage data collection
* Reports

All of these libraries are completely reusable. Most of them are integrated to SharpDevelop by AddIns which act as “glue” to provide the functionality of the libraries in SharpDevelop. E.g. Debugger.Core is a managed debugger library and Debugger.AddIn contains user interface and SharpDevelop-specific logic. In the same fashion, AvalonEdit is a code editor with support for syntax highlighting and AvalonEdit.AddIn adds SharpDevelop-specific behavior, like split-view, context actions etc.

Picture of editor, document, parser: parse text to NRefactory AST, update DOM, discard AST

Screenshot of CC with picture – design: obtained from DOM, ILanguageBinding.HandleKeyPress, AvalonEdit.ShowCompletion.

### NRefactory

#### AST

INode <- AbstractNode <- different types, most important Statement and Expression. Almost all of them generated – how?

#### Visitors

Classical visitor pattern: INode.AcceptVisitor. e.g. ForStatement.AcceptVisitor just calls visitor.**VisitForStatement.**

IAstVisitor <- AbstractAstVisitor, NodeTrackingAstVisitor, AbstractAstTransformer which are generated (how?) and traverse the AST in the “standard” way. Most user visitors subclass one of these (e.g. AbstractAstVisitor), override some methods and in the end always call base to continue the traversal.

Used on many places for many things. Code conversions are a neat feature in the past but not maintained anymore.

#### Parser

cs.atg -> Coco -> CSharp.Parser (partial class calling methods of its second part written by hand)

#### Lexer

Written by hand in Lexer.cs.

### ICSharpCode.SharpDevelop.DOM

Type system representation:

IEntity <- IClass (has members), IMember <- IMethod (which has parameters), etc. In SharpDevelop they represent both user’s types and types loaded from referenced assemblies.

IReturnType is a reference to a type. IReturnType.GetUnderlyingClass() returns the IClass this type represents. Can also be a ConstructedType, e.g. List<string> which doesn’t “exists” anywhere and then GetUnderlyingClass returns null.

Entities converted to string representation by IAmbience.

IExpressionFinder.FindExpression returns ExpressionResult: string + location + context (e.g. AttributeContext).

IResolver.Resolve takes the ExpressionResult and returns ResolveResult (e.g. TypeResolveResult which contains the resolved IClass, MemberResolveResult which contains the resolved IMember, UnknownIdentifierResolveResult, UnknownMethodResolveResult, etc).

### New NRefactory for SharpDevelop 5.0

Will replace NRefactory and DOM. Short explanation and link to github.

ExpressionFinder will be replaced by keeping the AST + looking up the node.

### ICSharpCode.SharpDevelop

As we said earlier, SharpDevelop is built using ICSharpCode.Core. SharpDevelop is composed out of AddIns. The main AddIn is SharpDevelop “itself” – contained in the project ICSharpCode.SharpDevelop, with the AddIn definition file ICSharpCode.SharpDevelop.addin.

The SharpDevelop AddIn contains the base of SharpDevelop functionality and UI. The SharpDevelop AddIn is not a working IDE though – it rather provides interfaces to be implemented by AddIns. For example, code editing, code completion, and debugger are all implemented as AddIns extending ICSharpCode.SharpDevelop. Also all the other AddIns extend ICSharpCode.SharpDevelop.

### The editor

### Language bindings

### Project system

IProject. MSBuildBasedProject is the base, does loading using Microsoft.Build.

### Debugger

SharpDevelop’s debugger consists of two components – Debugger.Core and Debugger.AddIn. Debugger.Core is a standalone debugging library for .NET. Debugger.AddIn integrates this library into SharpDevelop.

Both Debugger.Core and Debugger.AddIn were written by David Srbecký.

#### Debugger.Core

Debugger.Core is a standalone debugging library for .NET. It provides features typically present in debuggers: attaching to and controlling a user program, stepping, setting breakpoints, exploring state of the variables in the program etc.

Debugger.Core uses the low-level debugging COM API provided by the .NET runtime, called ICorDebug (<http://msdn.microsoft.com/en-us/library/ms404520.aspx>).

##### Terminology

The program under the control of the debugger is called a **debuggee**.

##### Fundamentals of debugging – mostly copied from David

http://community.sharpdevelop.net/blogs/dsrbecky/archive/2010/07/29/debugger.aspx

The debugger can start a new debuggee process or it can attach to an existing one.  While the debuggee is running, there is not much the debugger can do.  Almost all operations are forbidden.  The debugger has to wait until the debuggee pauses - usually because user's breakpoint is hit.  Once the debuggee is paused, the debugger can investigate its state - it can look at the callstack, read local variables and so on.  Stepping or pressing "Continue" will put the debuggee into running state again.

An important thing to realize is that the debugger and the debuggee are running in separate processes.

##### Sample

To demonstrate Debugger.Core in practice, let’s look at an example of its usage. Assume we have the following “Hello world” program:

class Program

{

**public** static void **Main**(string[] args)

{

string message = "Hello World!";

System.Console.**WriteLine**(message);

}

}

This program can be debugged using the following code:

NDebugger debugger = **new NDebugger**();

Breakpoint breakpoint = debugger.**AddBreakpoint**("Program.cs", 6);

breakpoint.Hit += delegate { MessageBox.**Show**("Breakpoint hit"); };

// Start the debugee

Process process = debugger.**Start**("HelloWorld.exe", "C:\\", **null**);

// Waits until the breakpoint is hit if it did not

// already happen.

process.**WaitForPause**();

// The breakpoint hit message should be shown now

// Show the name of the current method on the stackframe

MessageBox.**Show**("Current method = " + process.SelectedStackFrame.MethodInfo.FullName);

// Get reference to the local variable

Value localVariable = process.SelectedStackFrame.**GetLocalVariableValue**("message");

MessageBox.**Show**(string.**Format**("message = {0} (type: {1})", localVariable.AsString(), localVariable.Type.Name));

// Resume execution after the breakpoint

process.**AsyncContinue**();

The program produces the following messages:

• Breakpoint hit

• Current method = Program.Main

• message = Hello World! (type: String)

##### Investigating state of variables

We saw that the sample code could output contents of some variables in the debuggee. Let’s see how that works and what the design decision were when building this part of the debugger API.

###### Values

In the sample code above (link), we saw a statement for obtaining a value of a variable:

Value localVariable = process.SelectedStackFrame.**GetLocalVariableValue**("message");

The object returned from this call is of type Debugger.Value.

We can then invoke e.g. Value.AsString() to obtain the string representation of the value.

What exactly is the Value? As we said, the debugger and the debuggee are running in separate processes. That means the Value cannot hold a direct reference to the value in the debuggee process (because memory spaces of individual processes are strictly separated by the operating system). Instead, some sort of interprocess communication must be used. The ICorDebug API used by the Value class under the hood takes of this.

If the value is of primitive type like string or integer, we can simply request the actual content.  However if the value is a class, we must enumerate its fields and properties and get the values for the ones that we are interested in.  We are of course free to get fields of the new values as well and drill down as much as we want to.

There is a good reason why this model is appropriate.  When the debugger's code was compiled, it did not know that the user will create a field "myHelloWorldMessage" and therefore it could not reference it.  Even if direct reference to the object in the other process was somehow available, the debugger would still have to use reflection to figure out what fields the object contains and then get their values one by one.  In fact, most of the debugger's API inherits from the abstract reflection classes (like Type, MethodInfo) so anyone familiar with reflection should have no problems using the debugger API.

###### Lifetime of Values

The .NET garbage collector (GC) presents a significant complication to the debugger.  When the debuggee is paused no code can be executed including the garbage collector so it is safe to investigate it as much and as long as we want.  However, if the debuggee is resumed even for just a few instructions, the GC might have been run and it might have moved all variables around in memory.  The GC takes care to update all references within the debuggee so that it does not even notice.  However, it unfortunately does not tell the debugger.  This means that whenever the debuggee is resumed, all debugger's Values become invalid because they might be pointing to wrong memory (Value holds a reference to the COM object identifying the value in the debuggee).  The next time the debuggee is paused, it has to obtain all values again.  This problem is more problematic than it might initially seem - getting a value of a property or calling Object.ToString() both require that the debuggee is resumed for a while so that the methods can be injected into the debuggee and executed.  Imagine that we are debugger tooltips to drill down to object "foo.bar.Person" which contains two properties - FirstName and Surname.  After we evaluate the "FirstName" property, all values will become invalid and we will have to obtain "foo.bar.Person" again just so that you we evaluate "Surname".

###### Expressions

To get around the problem with Garbage collection invalidating Values, Debugger.Core provides **expressions**. Expression represents a way to obtain Value, for example "foo.bar.Person“. Expression itself is not stored in the string form, but as a tree. Actually, Debugger.Core uses NRefactory Expressions to represent expressions. This is why Debugger.Core has a dependency on NRefactory.

Expressions can be turned into their string representation (e.g. "foo.bar.Person“) and parsed from a string in C# format. This functionality already comes from NRefactory.

Expressions can be Evaluated using Expression.Evaluate(), producing a Value. That makes them very useful – instead of keeping a Value and never knowing when it becomes invalid, we keep an expression an evaluate it whenever we need its value. Indeed, this how all the debugging UI of SharpDevelop uses the expressions: When the user has "foo.bar" open and expands "Person", SharpDevelop first generates the expression "foo.bar.Person" and then evaluates it.

At one point in the past, the Value class was designed so that it would remember the expression using which it was obtained and automatically reevaluate itself if needed.  However, this approach turned out to be quite difficult to debug since a relatively simple call could cause complicated chain of events.  The expression based approach is more explicit and thus allows better reasoning about the program - both in terms of behaviour and performance.

###### Expression caching

As we said – expressions are useful. Instead of keeping a Value and never knowing when it becomes invalid, we keep an expression an evaluate it whenever we need its value. Here obviously comes space for caching – there is no need to evaluate the same expression twice if the debuggee has not yet been resumed. We can remember the Value obtained by evaluating the Expression and when evaluating the same expression next time, just return the Value if it is still valid.

###### Expression evaluation

In the section about NRefatory we talked about Visitors. Visitors are used to the walk the expression trees for many various purposes (e.g. turning the expression tree into its string representation).

As Visitors are the primary way to work with NRefactory expressions, ExpressionEvaluator is also a Visitor. This makes a lot of sense because the evaluation can be defined recursively:

No matter whether we have an expression „list[i+3].Name“ or „person.Name“, we always want to evaluate whatever is on the left of „.Name“ and then on the result of the evaluation, get the value of the property called Name.

To evaluate „list[i+3]“ we evaluate „i+3“ (or whatever expression is in the indexer) and then evaluate the indexer, passing in the result.

This is exactly how the ExpressionEvaluator visitor works. Methods are also supported (so „foo.Bar(foo).Foo“ can be evaluated).

The evaluation uses some clever tricks to improve performance. For example, getting a value of a field from the debuggee is much simpler than calling a method. At the same time, in .NET it is very common to have properties with getter methods just returning a backing field, such as (in C#)

string Name { get { this.name; } }

or

string Name { get; set; } // backing field is generated by the compiler

To get the values of the properties, instead of invoking the getters, the debugger looks at the IL of the getter method to see if it is a method in the form „return field;“. Such IL can have 4 different versions (depending on the property being instance/static and the backing field being explicit/generated). Here is the code to recognize them all (can be found in DebugMethodInfo):

(**Read**(code, 0x00) || **true**) &&                      // nop || nothing   
(**Read**(code, 0x02, 0x7B) || **Read**(code, 0x7E)) &&   // ldarg.0; ldfld || ldsfld  
**ReadToken**(code, **ref** token) &&                      //   <field token>  
(**Read**(code, 0x0A, 0x2B, 0x00, 0x06) || **true**) &&    // stloc.0; br.s; offset+00; ldloc.0 || nothing  
**Read**(code, 0x2A);                                  // ret

Doing this speeds up a very common case of getting values of properties with a backing field but probably even more importantly, it does not resume the debuggee to obtain a value of every property, thus keeping the expression cache valid much longer.

* What are Expressions, Values and how they work, how Evaluate() works
* what are Permanent references and what they are useful for
* how expression caching works in Debugger.Core
* interesting parts of Debugger.Core, why we decided to derive DebugType from System.Type (end of 2009).
* ICorDebug + multithreading – unfortunately impossible, it’s STA (also some general talk about COM)
* Slow evals, why they are slow and what could be done to do batch evals in the debuggee – inject batch-evaluator in the debuggee, then send a command to evaluate set of expressions.

##### The type system

The debugger can not only provide information about the values in the debuggee, but also about their types. In fact, to be able to obtain contents of a complex value (instance of a class) we must know its type to be able to iterate its fields and properties and get their values one by one. This is a very common pattern used everywhere in SharpDevelop, including our visualizers.

The API provided by the debugger to investigate the types in the debuggee is very easy to understand if one is familiar with Reflection. In fact, the API is exactly the same as reflection. The class DebugType implements the abstract class System.Type, so it has methods like GetProperties() and GetMethods() which return System.Reflection.PropertyInfo, MethodInfo etc. They actually return debugger-specific implementations of these types but that is not a concern to the user.

Again, under the covers, the debugger uses the low level COM API provided by the .NET runtime (for example the IMetadataImport interface).

##### Architecture

The overall composition of Debugger.Core can be summarized like this:

* COM API:  The low-level unmanaged debugging API of the .NET framework.  It contains interfaces such as ICorDebug or ICorDebugManagedCallback.
* COM wrappers:  Auto-generated thin layer over the COM API which makes it a bit easier to use.  It converts 'out' parameters to return values and tracks returned COM objects so that they can be explicitly released (this is necessary so that the debugger does not lock assemblies).  The layer also contains several hand-written methods that handle marshaling of strings and other objects.
* NDebugger:  The debugging library itself.  It provides access to variables and types via reflection-like interface.  It provides commands for setting breakpoints, stepping and basically everything usually expected from a debugger.
* ExpressionEvaluator:  Extension on top of NDebugger which can evaluate C# expressions.  It depends on SharpDevelop's NRefactory.

#### Debugger.AddIn

UI, Visualizers, Tooltips.

## Object graph visualizer

Our idea of the Object graph visualizer is the following:

The user will enter an expression to be visualized. The visualizer will then explore the object graph starting at this expression and present it to the user in a similar way people draw data structures on a whiteboard.

When the user performs a step in the debugger, the drawing of the graph will be updated by a transition from the old state to the new state. This transition should help the user understand which changes occurred in the graph.

### Existing work

There have been attempts to do something similar. Probably the most significant effort so far has been the Data Display Debugger (<http://www.gnu.org/software/ddd/>) which is a graphical frontent to the command line debuggers like GDB or pydb, which is a Python debugger. Unfortunately, none of these debuggers support debugging managed .NET programs.

### What needs to be done

Let’s take a high level look at what needs to be done. Can the task be split into separate parts / steps? We want an object graph for a given expression to be presented to the user in a similar way people would draw this graph on a whiteboard. We can immediately see that this can be broken into two steps:

1. Given an expression, determine the graph (its vertices and edges)
2. Draw the graph

The first step we call “Building the graph”.

The second step (drawing) can be split into two independent steps:

* Determining the layout of the graph (that is the positions of nodes and edges on a plane)
* The actual drawing to the screen

The last required feature are the transitions which visualize the changes caused by steps in the debugger. This leaves us with:

1. Graph building
2. Graph layout
3. Graph drawing
4. Graph transitions

Actually, let’s think more about the Graph transitions. Should they be a completely separate step or will they interact with Graph building / layout / drawing?

To answer this question we have to realize that a debugger step can change absolutely anything about the state of the debuggee. To modify the graph incrementally, we would have to recognize what exactly happened during the step, when the debuggee was running, which is unfortunately not possible. This means that reusing any parts of the built graph / layout is not an option. We will not reuse the existing drawing either since different graphs can also have completely different drawings.

Therefore, the approach we will take will be to completely rebuild, relayout and redraw the graph. Only when we will have the drawings of two subsequent graphs (before/after the step) we will try to infer the transition between them.

So the conclusion is: yes, we will treat Graph transitions separately. The four steps (building, layout, drawing, transitions) will be four independent tasks.

### Graph building

Definition: Object graph is an oriented graph. Its vertices are in-memory instances. There is an oriented edge from vA to vB if and only if instance A has a direct reference to B (through a field or a property).

The problem: Given a reference to an instance in the debuggee, build an object graph representing all instances reachable from this instance (up to a maximum depth in case the graph is too large).

#### (Capabilities of the SharpDevelop debugger)

First we should look if the debugger we are going to use has sufficient capabilities.

#### Our solution

We propose the following algorithm to build an object graph given an expression e.

value = **Evaluate**(e)

graph = MakeGraph(value)

MakeGraph(value):

node = MakeNode(value)

foreach reference in **GetReferences**(value)

existingNode = GetSeenNode(reference)

if existingNode != null then MakeEdge(node, existingNode)

else MakeEdge(node, MakeGraph(reference))

As we can see this algorithm is quite straightforward – it does a DFS walk down the object graph in the debuggee, checking for already seen nodes. The result is a graph having the same “shape” as the object graph in the debuggee. The check for maximum depth is omitted for simplicity.

Let’s now analyze if this is possible to implement. The calls Evaluate and GetReferences will surely need to access the debugger API. Both of them will be possible to implement using the debugger API: Evaluating expressions as well as enumerating and evaluating fields and properties of objects is supported.

#### Determing whether an instance has been already seen – word order? Ask teacher Logio

Let’s now look at the function GetSeenNode in our algorithm. This is the key function because it detects cycles and shared references in the object graph. It takes a reference to an instance in the debuggee (a Debugger.Value) and returns a graph node that we already created for this instance, or null if we haven’t seen this instance yet.

How to implement this functionality? We will definitely have to keep some identification of already seen instances to be able to determine whether they have been already seen or not. We could even keep the Values themselves, in the form of Permanent references\*. (\*We are doing a lot of evaluations inside GetReferences – one for every field or property. Each of these evaluations would immediately render all our Values invalid. Luckily, PermanentRefences stay valid even after the Evaluation possibly causes a garbage collection in the debuggee). We could also keep seen expressions because they, when evaluated, also uniquely identify a Value. One algorithm could look like this:

MakeGraph(value): // same as before

node = MakeNode(value)

foreach reference in **GetReferences**(value)

existingNode = GetSeenNode(reference)

if existingNode != null then MakeEdge(node, existingNode)

else MakeEdge(node, MakeGraph(reference))

GetSeenNode(Expression expr)

foreach node in graphNodesSoFar

if Evaluate(BinaryOperatorExpression(op.Equals, node.Expression, expr))

return node

return null

In this algorithm we keep an Expression for every node in our graph. We start with the expression given by the user. In GetReferences, when we evaluate a property of an object we get a new Expression identifying the target. E.g. by evaluating the property “Name” of object “foo.bar” we get an expression “foo.bar.Name”). We then call GetSeenNode(“foo.bar.Name”). GetSeenNode then tries to ask the debugger whether this Expression equals to any of the already seen Expressions (trying to evaluate “foo.bar.Name == e{1..n}”, where e{1..n} are the expressions seen so far). This will work because an expression such as “a == b” evaluates to true if an only if expressions *a* and *b* refer to the same instance in the debuggee. This is equivalent to executing “a == b” in the debuggee.

This algorithm has one problem: GetSeenNode has to do many Evaluate calls. The total number of Evaluate calls in O(n.E) where **n** is the size of the resulting graph and **E** is the number of edges in the graph: GetSeenNode will be called once per edge and it has to do up to **n** Evaluate calls.

We implemented this algorithm first and found it to be too slow. Even though the graphs we want to visualize will not usually be very large, the Evaluate call is unfortunately so expensive that we have to do better.

Our idea is to use some other form of indetification of an instance in the debuggee so that we can use a hashtable to implement GetSeenNode better than in O(n), ideally O(1).

Let’s see if we can add our own identification directly to the instance in the debuggee. We cannot add new properties to the instances because it is not possible using the debugger API (and moreover the .NET environment is statically typed). What could work would be to create an instance of a Dictionary in the debuggee (this is possible by simply evaluating an expression “new Dictionary()”). This Dictionary would reliably map instances of the object graph in the debuggee to integers. As we would encounter new instances, we would add them to the Dictionary in the debuggee (by evaluating an expression such as “dict.Add(instance)”). To check if an instance has already been seen, we would evaluate “dict.TryGetValue(out instance)” which would give us our integer identifier which we could use to identify the corresponding node in our graph.

Such approach sound quite complicated and requires tampering with the user program. Let’s see if we can use something else.

##### .NET hashcodes

What about .NET hash codes?

Hash codes identify object instances and should be more or less unique. But there is no guarantee that they really will be unique – in other words two distinct instances could have the same hash code.

The theoretical reason is that the hash code is a 32-bit integer, therefore the space of all hash codes is limited and therefore it can be guaranteed that sooner or later we will encounter two different objects with the same hash code.

Apart from theoretical reasons there is, however, one very practical reason. One could think that 32-bit space is large enough and in practice we will almost never encounter different instances with the same hash codes. However, our tests on CLR (Microsoft’s implementation of CLI) are quite surprising. This code generates new objects until it sees two different objects with same hash code. It turns out that this happens very quickly, just after generating as few as 5000 objects:

Code from SO - <http://stackoverflow.com/questions/750947/-net-unique-object-identifier>

However, on second thought this result might not be that surprising at all. Even if the hash codes were generated completely at random with a good random distribution there would still be quite a high probability of hitting one value twice after 5000 attempts (this is an instance of the birthday paradox – numbers?). At the same time, trying to avoid this phenomenon could be contra-productive. For example, generating hash codes sequentially would not be a good idea as we know – hash codes should be well distributed if we want them to serve their purpose – to be keys for hash tables.

###### Hash code implementation in the runtime

In CLR, the runtime representation of every instance has a data member which stores the hash code for the instance. This data member is assigned by the CLR and it is accessible from managed code through Object.GetHashCode() method. User can override this method but the original runtime-assigned hash code stays accessible through the RuntimeHelpers.GetHashCode(object) method.

Note: the experiment Code from SO (ref to listing.) always ends after the same number of attempts on a given machine. This shows that the hash code generation is deterministic.

#### Conclusion

We are using hash codes to speed up our graph building algorithm. Because of the properties of the hash codes, the algorithm accounts for different instances having the same hash code. The final algorithm looks like this:

hashtable: 'hashCode' -> (list of objects with hash code == 'hashCode')

MakeGraph(root):

rootNode = MakeNode(root)

foreach reference in **GetReferences**(root)

existingNode = GetSeenNode(reference)

if existingNode != null then MakeEdge(rootNode, existingNode)

else MakeEdge(rootNode, MakeGraph(reference))

GetSeenNode(o) {  
    candidates = hashtable[o.GetHashCode()] // instances with same hashCode  
    if no candidates, the object is new  
    if some candidates, **get and compare their addresses to o.Address**  
      if no address equal (the hash code was just a coincidence) -> o is new  
      if some address equal, o already seen  
}

In GetSeenNode, we can use addresses in the short comparison because getting an address of a Value does not resume the debuggee.

Note: We always obtain hash codes using RuntimeHelpers.GetHashCode so that the user defined hash codes don’t interfere with the graph building algorithm. If we instead used Object.GetHashCode() and the user would override GetHashCode to always return zero (for example), our algorithm would still work. It would, however, run in O(n.E) – the same as the original slow algorithm.

### Graph layout

Once we have the representation of the object graph in form of vertices and edges between them, we have to think how to position these vertices and edges on a 2D plane so that it looks *natural* to the user.

#### Existing layout engines

Graph layout is a not a new problem. Naturally, we researched a lot about existing solutions. As SharpDevelop is LGPL-licensed free software, any commercial solutions were out of question.

A good comprehensive list of graph layout engines can be found at <http://blogs.msdn.com/b/saveenr/archive/2009/07/29/a-list-of-tools-for-automatic-graph-and-diagram-layout.aspx>. Most of the layout engines also handle graph drawing so we can think whether we could use them for the drawing as well.

##### Graphviz

It turned out very soon that the most commonly used engine is Graphviz (http://www.graphviz.org/). Graphviz consists of a set of executables (dot, neato, etc.) where each of these implements one particular layout algorithm. All of the executables act as batch jobs – they accept some parameters and standard input and produce some output.

As for the layout, Graphviz can probably do anything we need. As for the drawing, it can write the output into an image file. This is not good enough for us – we want to control the look of the drawing and also provide some interactive tooltips, zooming, and maybe rearrangement of nodes.

We are therefore looking at how to integrate just the Graphviz’s layout engine into our application (and do the drawing ourselves on top of it). We want to pass a graph to Graphviz and obtain the same graph with position information added. The communication has to be done by launching an executable, writing to its standard input, and reading from its standard output. Graphviz uses a text format for graph description as its input and one if its output methods is the same text format, annotated with position information. We would have to parse the position information from the output. This is not as easy as it could be if Graphviz provided some object-oriented API but it is definitely doable.

Maybe an example of how the text format looks, parameters to produce it (--output=plain?).

##### Dynagraph

Dynagraph (http://www.dynagraph.org) is an incremental layout engine based on Graphviz code. The communication is done through pipes like with Graphviz (there is also a COM interface which seems very incomplete).

What is really interesting for us is that Dynagraph is designed for *incremental* layouts. That means that we can send a command like “add edges between nodes A and B” to the standard input and Dynagraph reponds “node B moved down by 2cm, added edge A->B as a straight line” (<http://www.dynagraph.org/documents/dynagraph.html>). This could be very useful.

However, Dynagraph is an old library and unmaintained library (last update 2007), which is a big minus when deciding whether to add it to SharpDevelop.

##### MAGL

Microsoft Automatic Graph Layout (which started as a free Microsoft Research project called Glee) looks good, is written in .NET and could be integrated very easily. Unfortunately it is commercial.

##### GraphSharp

GraphSharp (http://graphsharp.codeplex.com/), originally written by one person as a hobby project, could also be a good option. It is written in .NET so it could be integrated easily. It even provides drawing using WPF, which would be probably sufficient for us. GraphSharp does not support smooth curved edges like Graphviz does, but we could probably add this functionality directly to GraphSharp.

Unfortunately, at the time of our research GraphSharp wasn’t available yet, so we did not consider it.

##### The rest

All the other layout engines we found are either not maintained anymore or serve a different purpose than we need. For example they only output drawings without providing the position information etc.

##### Our choice

So far, it seems that we will be going with Graphviz.

#### Dynamic graphs and incremental stability

There is one particular problem that we have to think about when choosing a layout engine. It is the requirement that the Object graph drawing should update dynamically as the user performs steps in the debugger.

As we said earlier, we will have to treat the graph before and after the debugger step as completely separate (because we can’t tell what exactly changed while the debuggee was running). This means calculating the layout for the graphs separately, draw them separately, and try to infer a smooth transition between them (by matching the vertices somehow).

However, there is a serious problem with most layout engines – **a small change to the graph can cause drastic changes in the layout**. Say for example that one node or edge is added to the graph and most nodes are rearranged completely in the new layout. In other words, the layout is *incrementally unstable*. This is a very bad user experience. On every debugger step, the nodes would move around randomly.

Dynagraph probably solves this problem but as we said, we are not going with Dynagraph. Graphviz suffers from this problem – both dot and neato algorithms do. That means we cannot just use Graphviz as it is.

We thought about how to overcome this problem and we had the following idea. We could draw the graph as a tree and always sort the children of every node alphabetically by the names of the edges, left to right. The names of the outgoing edges are names of the properties so the user would always see the properties of an object in the same order, which makes sense.

The layout will be still done separately for every graph but the restriction on the order of children reduces makes similar graphs look similar, therefore reducing the incremental instability.

This looks promising. But we are talking about trees and order of children and, of course, not every graph is a tree. This can be solved by choosing some edges as tree edges, calculating the layout for the tree, and only then adding the remaining edges to the layout.

So the solution we have so far is laying out the graph as a tree by picking a tree subgraph, and then adding the non-tree edges back to the layout.

Now we have to think how we will add the order-of-children restriction into the layout algorithm. This is possible to do with Graphviz using a slight hack – we could add edges between children 1-2, 2-3, … n-1 – n for every node. This should make Graphviz respect the order because it tries to optimize for total length of edges. However, it is a quite complicated solution considering we only want to calculate tree layout now.

In fact, it will be easier to just calculate the layout ourselves. We can still use Graphviz to calculate routes for the smooth splines avoiding nodes. Screenshot This will be possible – neato can accept a graph with fixed position information for nodes and add position information for edges. We will then parse the edge positions.

#### Size of the Graphviz binaries

We decided to calculate the layout for the nodes ourselves and to use Graphviz to calculate the paths for the edges.

But then there was an issue with Graphviz. The members of SharpDevelop team had objections against the size of the Graphviz binaries affecting the size of the SharpDevelop setup package. And they certainly had a point – the Graphviz binaries we needed to include into SharpDevelop were about 10MB, while the whole SharpDevelop setup is currently just 15MB.

The problem with Graphviz binaries is that they statically link a lot of libraries. Even when dot.exe or neato.exe are only used for text input and output, they won’t start without libraries for writing jpegs etc.

Here we had three options:

1. Modify the source code of Graphviz so that it does not reference all the libraries statically. Could be too complicated, and we would have to maintain our own version of Graphviz – how to merge bug fixes?
2. Ask the Graphviz team to do 1.). Could take too much time.
3. Do not use Graphviz at all and implement edge routing ourselves. The edge routing would be probably not as sophisticated as the Graphviz version, but should not be too hard to do it reasonably.

We decided for option 3.). Therefore, we are not using any existing layout engine in the end.

#### Summary

Here is a summary of our progress on Graph layout.

* Naturally we looked at existing engines.
* What about incremental stability? We should already think about graph transitions.
* No engine really solves incremental stability.
* Our idea for better stability: restriction – children ordered by property name.
* No engine provides reasonable restricting features. Tree layout is not worth hacking.
* Layout nodes ourselves, use Graphviz for nice splines.
* Graphviz binaries too heavy.
* Decided to implement also edge routing, therefore doing whole layout ourselves.

### Graph drawing

Having the graph with all the position information for nodes and edges calculated, we will want to display it. This should be not hard and we will use WPF to do it. If GraphSharp had existed when we were doing the research, we would have probably used GraphSharp for the drawing.

### Graph transitions

We also want to implement smooth transitions between object graphs when the user performs a step in the debugger. The crucial part of this will be determining which nodes represent the same debuggee instances in the two graphs pre/post the step. We call this *matching* the graph. When we have the matching, making a visual animation transforming the first graph into the second graph will be possible.

To realize the matching, we can use hash codes, PermanentReferences and addresses, in a similar way to what we are doing during graph building. We can remember a hash code and a PermanentReference for every node in both graphs. Then for every node in the new graph we can find a matching node in the old graph like this:

FindMatchingNodeInOldGraph(Node nodeFromNewGraph)

Find a node with the same hash code as nodeFromNewGraph’s hash code

If found, compare the addresses of the PermanentReferences of the found node and nodeFromNewGraph

If the addresses are the same, we have found a matching node

Otherwise nodeFromNewGraph has no matching node in the old graph (it was just added)

This will work because the hash code of an instance never changes during the lifetime of the instance, as we will be using RuntimeHelpers.GetHashCode(). That means we can safely search for instances which existed before the step by their hash code.

Comparing the addresses is important because different instances can have the same hash code accidentally. To compare the addresses reliably, we need PermanentReferences because the garbage collector could have moved the instances around in memory during the debugger step.

## Collection Visualizer

Our collection visualizer should provide a new way to see the contents of collections of objects in the debugger. The user should be able to see and understand contents of collections more easily than with watches or debugger tooltips.

We propose the following way: Display a grid where rows represent individual items of the collection and columns represent properties of individual items. This is how relational data is commonly being represented. We believe this is a good way to see data and that current debuggers are missing it.

### Existing work

There are some existing tools to visualize collections in the debugger in a similar way to what we are proposing, for example a Visual Studio debugger visualizer <http://davidhayden.com/blog/dave/archive/2005/12/26/2645.aspx>. The problem with this visualizer is that it is designed to visualize only one specific type of objects – e.g. a ShoppingCart, and the debuggee and the visualizer must both have a reference to this type. In other words, the visualizer is not generic.

On the other hand, we want our visualizer to be completely generic. The user should be able to visualize collections of any objects. We haven’t found any visualizer which does this (in the .NET world. Some extensions for Eclipse / NetBeans?).

### Current state of debugging collections in SharpDevelop

Apart from bringing the Collection visualizer to SharpDevelop, we would also like to solve the following two problems of SharpDevelop’s debugger:

* The debugger cannot display IEnumerable collections.
* The debugger cannot display collections of reasonable sizes.

In SharpDevelop 3 it was not possible to display contents of “collections” which were merely of type IEnumerable.

It was possible to debug large arrays using the debugger tooltips or watches. However, when trying to display a large IList, the implementation in Debugger.AddIn would eagerly get all the IList items from the debuggee through the debugger API, using one inter-process COM call to obtain each item. For a List with just a thousand items this would block whole SharpDevelop for several seconds (or minutes, depending on the size of the collection) since all the expensive debugger calls have to be executed on the main thread.

Our Collection visualizer should be able to get contents of plain IEnumerables and should not suffer a noticeable slowdown even when displaying very large ILists.

### What needs to be done

Summarizing our previous thoughts, let’s look at what the requirements are for the Collection visualizer:

* Displaying contents of a collection of objects: rows are objects, columns are their properties.
* Should support plain IEnumerable, IList, one-dimensional array.
* Should be fast enough for collections containing thousands of items.

Should IEnumerable and IList be treated separately? Why not just support IEnumerable, since IList and array are also IEnumerable?

What about the columns? If the collection contains Persons and Employees at the same time, will there be columns for the properties of Person, Employee, or both?

We will try to answer these questions in the following two sections.

### Laziness, IList vs IEnumerable

Should IEnumerable and IList be treated separately, or is it enough to just support IEnumerable?

Indeed, if we find a way to support IEnumerable we will get the support for IList for free. But is this a good way to go? Let’s think about how to support IEnumerable first.

#### IEnumerable

Let’s say we have a Value pointing to an IEnumerable instance in the debuggee and we would like to display the items of the IEnumerable. We can obtain an enumerator by invoking “GetEnumerator” on the Value. Then we can invoke the standard “MoveNext” method and the “Current” getter in a loop to pull the Values from the IEnumerable into the debugger, one by one. Naturally, we want to do this lazily, that is to pull more Values on-demand as the user scrolls the view.

Pulling all the Values eagerly could take minutes, depending on the number of items. IEnumerable can also yield items infinitely - an uncommon case, but we can’t forget about it.

The approach we just decribed has some drawbacks:

* The number of items will not be immediately visible to the user. The user would have to scroll to the end of the IEnumerable to see the total number of items. This could be solved by invoking Count() on the IEnumerable but we cannot be sure that the debuggee references System.Linq.
* The user will not be able to scroll very fast. When the user pulls the scrollbar very fast, it would be good to skip some items. This will be not possible, as to get to an item, we have to evaluate all the preceding items first.

#### IList

We could indeed just support IEnumerable and ignore special cases like IList. However, when we know we are actually dealing with an IList, we can do better:

* IList has a Count property, so that the user will immediately see the total number of items.
* IList has an indexer which means we can randomly access any item we want. The user will be able to pull the scrollbar at maximum speed; we will just skip some items without evaluating them.

#### Expanding items in the grid

There is one important aspect we should think about when deciding how to support IEnumerable and IList: We could want to provide some additional information about the individual items in the grid. Showing the values of all the object properties at once is good, but it would be good if the users could drill down even more - for example open debugger tooltips on individual items.

Screenshot mockup opening a debugger tooltip on a grid item

How to do this? To be able to obtain some information about single item, we need a Debugger.Value or a Debugger.Expression representing this item. We could remember a Value for every item when evaluating its properties, but as we know, Values become invalid very easily. We would have to hold PermanentReferences, but holding many PermanentReferences is strongly discouraged. The last option then is, for every item, to hold an Expression.

With an IList, accessing every item by an Expression is not a problem - we can build Expressions such as “list[i]”.

However, the ***items obtained from an IEnumerable have no Expression***. They are simply not referenced by anything in the user program. They were just obtained on demand and passed to the debugger.

So far, it seems that providing additional information about individual items will only be possible for ILists, and not for IEnumerables, unless we find some clever trick. This is another reason to treat ILists and IEnumerables separately.

Continues in the Implementation – there is a more detailed discussion in the implementation.

#### Trick - turning IEnumerable into IList

So far, it seems that we will be treating IList and IEnumerable separately, mainly because the IList interface is more suitable for the collection visualizer.

This leads us to another option – what if we created a List containing the items from the IEnumerable, right in the debuggee? We would then visualize this List the same way we visualize regular Lists.

This seems like a strange idea at first but actually evaluating an expression “new List<T>(expr)” does exactly what we need. It enumerates the IEnumerable in the debuggee, wraps the values into a List and returns this List in the same way like any other debuggee List.

We will lose the ability to explore infinite IEnumerables but this rare case is outweighed by the benefits of IList.

#### IList vs IEnumerable – summary

This is a short summary of our IList vs IEnumerable analysis so far.

In principle, we could treat all collections as IEnumerable. However, it makes sense to treat ILists separately because the IList interface is more suitable for the collection visualizer, which brings some usability and performance benefits. Actually, these benefits are so significant that we will convert the IEnumerable into an List in the debuggee and then treat everything as an IList. Having to deal only with ILists should also simplify the implementation.

### Grid columns, generic vs non-generic collections

One important thing we didn’t think about yet is the following: Given a Debugger.Value representing the collection to visualize, how will we determine what the columns are?

The columns should represent the properties of individual items in the collection. But what if the collection contains items of different types? We cannot look at all the items in the collection – that would take too much time. We have the following three options:

1. Look at the first item and take its public properties. These will be the columns for the grid.
2. When scrolling and evaluating new items, add columns to the grid dynamically when new properties are encountered.
3. Look at the generic parameter of the collection (IList<T>, IEnumerable<T>) and take the public properties of the parameter type.

Option 3 is simple and would only work for generic collections. That would not be a big problem though since the non-generic versions of IList<T> and IEnumerable<T> (ArrayList and IEnumerable) are quite rare. Does IQueryable<T> need special handling? What about ObservableCollection?.

Option 2 is quite complicated and probably wouldn’t be a very good user experience.

Option 1 is very similar to option 3 but it would also work for non-generic collections. Both options 1 and 3 share one property: there can be items in the collection with some properties not displayed. For example a Car in a List<ITransportVehicle> has a property NumberOfWheels, but the columns only show properties of ITransportVehicle. This problem could be partially solved by the Expanding feature – the user could expand the item to see all its properties.

## Debugger tooltips

The third feature we built as a part of this thesis are the debugger tooltips for SharpDevelop 4. We are adding support for IEnumerable collections and large collections into the SharpDevelop debugger.

### Existing work

There is a standard feature of Visual Studio very similar to our debugger tooltips. SharpDevelop 3 has debugger tooltips as well. Since SharpDevelop 4 has been almost completely rewritten to WPF it needs new implementation of debugger tooltips. Also, the tooltips in SharpDevelop 3 don’t support exploring instances of IEnumerable collections, while IEnumerable is being used in programs quite extensively. Therefore, we are adding the needed support for IEnumerable to the debugger tooltips.

### IEnumerable support

Similar as in collection visualizer

### Laziness, Large collections support

Similar as in collection visualizer

### Reusing existing code

Most of the existing data model for the tooltips should be reusable

# Implementation

## Common base for visualizing collections

Maybe here describe VirtualizingObservableCollection from Grid visualizer.

## Object graph visualizer

In the Analysis section, we decided about the very high level architecture of the Object graph visualizer. We decided to split it into the following parts:

1. Graph building
2. Graph layout
3. Graph drawing
4. Graph transitions

The graph layout part is intricate, because we want to achieve at least some degree of incremental stability of the layout – small changes to the graph should not result in large changes to its layout.

Namespaces overview

The design we propose is the following (put it landscape on a dedicated page):
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Somewhere in the thesis (introduction?) mention this cool diagram:

Debugger.Addin -> Debugger.Core -> ICorDebug and around it the boundaries of SharpDevelop and the CLR (with JITted program in it)

### Graph building

The graph building algorithm was largely described in the Analysis section. In our implementation, this algorithm resides in the ObjectGraphBuilder class. Its method BuildGraphForExpression takes a Debugger.Expression and produces an ObjectGraph. Let’s now at look at one aspect of Graph building we haven’t discussed yet – *Expanding of nodes*.

#### Expanding nodes – mention in analysis?

So far, whenever we described our graph building algorithm, we mostly omitted the fact that the graphs can be very large or infinite. We just mentioned that the graph building algorithm should have some maximum recursion depth limit. But when the user enters an expression which evaluates to a very large object graph, does the user actually want to see the whole graph up to some maximum depth?

We think that it makes more sense to let the users expand the graph themselves as they need. We display just the root node and a “plus” button next to every field or property which points to some instance (is not null). When the user expands the field or property by clicking the button, we add a new node to the graph, or just an edge if the target is already present in the displayed graph. We do not recalculate the whole graph – we assume that property getters don’t have any side effects on the rest of the graph, which we think is a reasonable tradeoff between graph correctness and expand performance. Having property getters modify objects would be a very bad practice and it is practically never done.

Of course, the user can also collapse nodes. Then we just remove the node and all its inbound and outbound edges from the graph. TreeLayout

Whenever we expand or collapse a node, we recalculate the layout for the graph. This is because we need to make space for the new node, or get rid of empty space after the node was removed. However, as we said, when expanding a node we don’t rebuild the whole Object graph from the debuggee, which would make the expanding very expensive.

Node expanding and collapsing is implemented in ObjectGraphControl.

##### Remembering expanded nodes between debugger steps

A big part of the design of the Object graph visualizer deals with debugger steps. We are dealing with graph transitions (graph before step -> graph after step) and incremental stability. The expanding of nodes must fit into the picture. When the user expands some nodes, the nodes must stay expanded also after the step.

We realize this by remembering which nodes are currently expanded in a data structure called ExpandedPaths (good name). We remember them in form of string expressions, which describe the paths the user has expanded in the graph. After the step, we rebuild the graph and expand the same paths again, which is equivalent to the user manually expanding them – clicking the same “plus” buttons on the same nodes. Of course, these nodes might not represent the same debuggee instances anymore. But in general, we believe this is quite an intuitive approach to the user.

We said that after the step, we expand the same expressions (paths) again. Actually, we do not perform many expand operations to maintain the expand state after the step. Instead, we make sure the graph is expanded correctly right when it is built. We incorporate expanded paths right into the graph building algorithm. The ObjectGraphBuilder gets the ExpandedPaths data structure and when recursively exploring the graph, it only follows the paths which are present in the ExpandedPaths.

### The ObjectGraph

* Same picture as in the overview – node contains tree of properties. Mention collection nodes

An ObjectGraphNode represents one debuggee instance and contains a tree of its properties. These properties are represented by PropertyNodes, each containing an ObjectGraphProperty. In the property tree there can be also special types of nodes, like BaseClassNode or NonPublicMembersNode.

#### Lazy evaluation of properties

One thing about the ObjectGraphProperties might be a little suprising. All of the them are actually “empty” after the ObjectGraph is built - their Value is an empty string. This is because they are only prepared to be evaluated.

Later, the ObjectGraphNode with the tree of ObjectGraphProperties is presented in the user interface. Screenshot one node

Only the properties which are currently in view are evaluated, and if the user scrolls down, the properties which come to view are evaluated also. This is a big performance saver especially when objects have a lot of properties.

The on-demand evaluation when scrolling is implemented in VirtualizingObservableCollection, which evaluates our ObjectGraphProperties using the IEvaluate interface. The node user interface (on the screenshot) is PositionedGraphNodeControl.

#### Collections

So far, we didn’t mention one thing. We also support collections in the ObjectGraph visualizer. When a graph node actually represents a collection (IList<T> or IEnumerable<T>), the ObjectGraphBuilder prepares one ObjectGraphProperty per one item of the debuggee collection, which is very fast. Then, when scrolling in the user interface, the individual items are evaluated as needed.

Because of collections, the lazy evaluation is not only a nice feature to have, but already a must.

### Graph layout

Having described what’s inside the graph nodes, let’s now see how to position the nodes and edges of the graph on a 2D plane. The graph layout algorithm needs to solve two problems:

* Determine the positions of nodes (node layout)
* Determine the paths of edges (edge routing)

These do not necessarily have to be two separate steps. There could be an algorithm which tries to optimize the layout globally, considering all nodes and edges.

However, for example Graphviz first positions the nodes and fixes them (of course edge information is considered in the process) and after this step, the edges are being routed independently, one by one. That means the edges are not trying to avoid each other. This might seem quite naïve at first but it is not quite so. The cleverness of Graphviz lies in placing the nodes in a way which requires few edge overlaps.

At first, we were using Graphviz. But as we said in the Analysis section, due to our requirement for incremental graph stability we decided to implement the layout ourselves. We then used Graphviz to find the edges for the splines – Graphviz has a good algorithm which makes the edges look very much like if a person drew them. (link to graphviz paper)

Then, because the Graphviz binaries were too large relative to the size of SharpDevelop installer, we decided to leave Graphviz and implement also the edge routing ourselves. The point is that, like Graphviz, we are doing the graph layout in two separate steps.

#### Node layout

The problem (node layout): Given an oriented graph, determine positions of nodes in the plane so that some property is met (e.g. so that majority of people find the layout *natural*).

Different algorithms try to achieve *natural* output in different ways. For example, Graphviz’s dot algorithm tries to achieve a layout in which as many edges as possible point downwards. Another algorithm might try to minimize edge crossing. And Graphviz neato tries to achieve “natural” layout by doing an iterative physical simulation of springs representing graph edges.

Our solution aims for determinism and incremental stability. We use tree layout with fixed ordering of children.

Of course, the input graph is not necessarily a tree so we definitely have to clarify. What we do is that we select a subset of the edges to get a tree. We forget about the rest of the edges for a while. Then we layout the tree and fix the positions of nodes. Last, we route all the edges, one by one.

##### Determining tree edges – DFS vs BFS

We said that we select a subset of the edges to get a tree. The question of course is which edges to choose.

One possible approach is to start in the root of the graph and doing a standard DFS. The edges used by the DFS will be declared tree edges. Because the DFS enters and leaves every node exactly once, we can see that the resulting structure will indeed be a tree.

For completeness, we show pseudocode for such DFS.

Traverse(node):

NodeAlreadySeen[node] = true

For each edge in node.OutgoingEdges

If not NodeAlreadySeen[edge.target]

edge.IsTreeEdge = true

Traverse(edge.Target)

After some testing, we realized that DFS does not behave well in terms of incremental stability. The problem is that when an edge changes its target, it can influence the layout too much.

Screenshots from VisualizerDemo – before after step next to each other

The problem is that when a node has multiple possible parents, DFS prefers the parent quite arbitrarily – paths are preferred based on alphabetic ordering of edges. Here is an example:

![D:\text\DebuggerVisualizers\dfsProblem.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlgAAAGQCAIAAAD9V4nPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAAZdEVYdFNvZnR3YXJlAFBhaW50Lk5FVCB2My41Ljg3O4BdAAA+dklEQVR4Xu2dC8xW1Znv36rwcReQuygXAS0gNxEUuaiEQk0RWkEHaxVvQdEA8VrLjJzRROZUjzIxHKvGkBg6NU6MbYxVRlpbW2KUWMU5OUJmzlE7c4K16dhz2tpz2up3/rjhdX9r7Xe/+/7uvdfvTdMArr32Wr/n2fu/11rPelajmx8EIAABCEDAYQINh/tO1yEAAQhAAALdCCFOAAEIQAACThNACJ02P52HAAQgAAGEEB+AAAQgAAGnCSCETpufzkMAAhCAAEKID0AAAhCAgNMEEEKnzU/nIQABCEAAIcQHIAABCEDAaQIIodPmp/MQgAAEIIAQ4gMQgAAEIOA0AYTQafPTeQhAAAIQQAjxAQhAAAIQcJoAQui0+ek8BCAAAQgghPgABCAAAQg4TQAhdNr8dB4CEIAABBBCfAACEIAABJwmgBA6bX46DwEIQAACCCE+AAEIQAACThNACJ02P52HAAQgAAGEEB+AAAQgAAGnCSCETpufzkMAAhCAAEKID0AAAhCAgNMEEEKnzU/nIQABCEAAIcQHIAABCEDAaQIIodPmp/MQgAAEIIAQ4gMQgAAEIOA0AYTQafPTeQhAAAIQQAjxAQhAAAIQcJoAQui0+ek8BCAAAQgghPgABCAAAQg4TQAhdNr8dB4CEIAABBBCfAACEIAABJwmgBA6bX46DwEIQAACCCE+AAEIQAACThNACJ02P52HAAQgAAGEEB+AAAQgAAGnCSCETpufzkMAAhCAAEKID0AAAhCAgNMEEEKnzU/nIQABCEAAIcQHIAABCEDAaQIIodPmp/MQgAAEIIAQ4gMQgAAEIOA0AYTQafPTeQhAAAIQQAjxAQhAAAIQcJoAQui0+ek8BCAAAQgghPgABCAAAQg4TQAhdNr8dB4CEIAABBBCfAACEIAABJwmgBA6bX46DwEIQAACCCE+AAEIQAACThNACJ02P52HAAQgAAGEEB+AAAQgAAGnCSCETpufzkMAAhCAAEKID0AAAhCAgNMEEEKnzU/nIQABCEAAIcQHIAABCEDAaQIIodPmp/MQgAAEIIAQ4gMQgAAEIOA0AYTQafPTeQhAAAIQQAjxAQhAAAIQcJoAQui0+ek8BCAAAQgghPgABCAAAQg4TQAhdNr8dB4CEIAABBBCfAACEIAABJwmgBA6bX46DwEIQAACCCE+AAEIQAACThNACJ02P52HAAQgAAGEEB+AAAQgAAGnCSCETpufzkMAAhCAAEKID0AAAhCAgNMEEEKnzU/nIQABCEAAIcQHIAABCEDAaQIIodPmp/MQgAAEIIAQ4gMQgAAEIOA0AYTQafPTeQhAAAIQQAjxAQhAAAIQcJoAQui0+ek8BCAAAQgghPgABCAAAQg4TQAhdNr8IZ1/7rnnrrrqqksvvXTp0qVXfPZ7+eWXP/roI3hBAAIQqBkBhLBmBs2gO88888yoUaMaLX6jR4++4IIL9uzZ88c//jGDm1EFBCAAgU4TQAg7bYEy3f/JJ58cMGBAKwk0/n3y5MkMEMtkPdoCAQgkJIAQJgRXs8u2bdvWt2/fiBLYLPbQQw/VjAPdgQAEHCSAEDpo9B5d1gzn4sWL40qgV/7ss892HR/9hwAEqk8AIay+DdP14Omnn06mgrrq+OOPZ3Y0HX6uhgAEOk8AIey8DTrbAo3qEguhLly0aFFn28/dIQCBThFQbLmiyhU91/wtW7asipF0CGGnXKgs9502bVoaIdS1hw4dKktnaAcEIFAIgfAlld69e5977rkVUkSEsBCvKfFNNKTzC+Fxxx0XVxfvueeeEvePpkEAAtkTiLikMnjw4P3792d/+6xrRAizJlq1+latWuVXPi37xRXCCRMmVK3TtLf+BOxZO03fVXTiroTWir6kotHhBx98UMIu+JuEEJbcQLk3T1P8KYWwT58+ubeSG0AgMgFthw3fC1SVYUrkHneg4NSpU6N/Mffq1UtpOsqcggMh7IAPleqWxoiw6dxfaTT2Nhr/1Gh8qdHoE+ry2oNfqh7RGAcJeOO/M888s6urK8oLWl9vBDyn8ZMEsQVl/v5ACNM4Qx2uvf/++40Xh2Tvp41Gt+9//95ojGz9dkEI6+AHle2DxhnTp0+PIn5Gmfvuu6+yne58w43Ygoj8S/v9gRB23qU624LDhw8bATJ/11MFPUX8daMxuIWzDxs2rLNd4O7OEpAKJhiaeI48adIkZ7ml7/jKlSsjil8lvj8QwvQuUe0alFyt6alfazQ+ClJBTwvvauH4K1asqDYCWl9ZAhFjFz3PNQLBTjnllMr2u/MNnzlzZjIhLOf3B0LYeZfqVAv8+UXDJdATwn9p4fhvvvlmp7rAfR0nMG/evGSvY101bty4rOhpufGRRx7RsWVbt27VY7Vu3Trvz80/+P+x+WedceYv1jzyzPt346/+2gKr9f7Rvta/4V2Hqfmr9U5Ya9Yc66i1u+++Oxn5cn5/IIRZPQtVque99947+eSTPT/W4t+7rUeB/pXCXwY5/qmnnlqlntPWehFItlLlOfKmTZsE46mnnrIFTFplSJf910suuUQXaoZQgppMEsp5lcbNc+bMufPOOw05b0qsJ7f6feELX0jQBYSwXo9gZXvz6quvKnzL82ANBP8UTQWliP8W5PULFiyoLAkaXnkCiVeq5MsaTWqLW4JXOZekIYAQVv6pq0EHNIGjwC1PAkOWA72B4G97aqQk86h++p6D7du31wALXagogRkzZqR5KXNt8QQynJHO0GmZGs0QZqmrUnzdxRdfLL+XDP5zu1HgPzYasxqNX1jF/kvP50Yf1CwQltrqtW7cyy+/rJn54l/l3DENAW9Gumw/hLBsFsmlPQcPHvSmQzUQ/H2ICnZ1dW/Y8Nqjj55wwgkqvNkq+YlvUDh37lxUMBdrUWk7AvqqO//889O8jjO/dsSIEaeffvqGDRtuvfXW8847b8mSJVdeeaX3B/8/Nv+snNSzZs1qFtNftQ9E04Ya4+rfjb/6awus1vtHr07/tapzzJgxapt+I0eOVOXNu3h/OOuss7xr58+fP2TIkMyxGBUqxUw5XxoIYbtnrvr//dlnn+3fv3/7udBevbqPxX9qc6Ge57ljx/7huOP88TL685Zjrs2hE9V3jar2YNeuXVm9sjWroWGloVUKjWnqmf5T4F8lTpdddtltt92mgWlVOVrtfv3119VxW3ebEusJrff/ktV+/fpFN8SXv/zlcqqgMCCEtfHhgI7ow3nNmjXtJVAjvzVrmirYo6IDB7q/8AW/Fv7kmONz6ESdXafEfVMG5wSp4T231YvbGxVppUqPxoMPPljijpa6aXq3aEAZUQXLP3uEEJba29I0TnuNB/fp03Y5sKUENu99zjl+IXztmO9rrjVN87gWAgkISAXDE2qHvJoln6UdkSRA0cFLZAXNtUZRQWWt0gaVDjY14q0RwoigqlRMc6Gau/hGo/HH8KAYTXtG8dG5c/1C+N4x99cuImZHq+QW1W9rGhWsyhu5/FbSORJa6gtUwYEDB2olUjkX9ZNSXn755VX58kAIy+94MVp47733KoORJPB37eJC2w8Em7edPdsvhJ82GnOPPQRaY4/ROIpCIAWBVirY6qXcfFNrIFihN3IKQrlfGp7fXF/GVZE9mxRCmLv3FHMDL1mMfXCEEepy5K+tlgNbNXTHDqMSDTSPRKA2GgwKizEud9ERg4HrgnfddZeWAIys8f7BSmnDFCtnU6lg+GYV7c6qXKeaDUYIq2u7z1veTBYTeHDE5zIWVwK9Oxw+3K1tFT2HmM0E3ITM1MGBStyHkFGIVPCYhx4Jch49erSWDyWKShkxduxYbQzYvHlzdccopbKJpkMVeR6yKCjslUaNEJbK35I0xksW02YsuHBhcFBoxBs+/bQhhM2VwilTpkSsg2IQiEsg5JSlpgrGrZPysQhIApsZGUOEsBIRMSEdRwhjeUW5CjeTxchBd7RaFEwpgc0e6/A23y2aO+v13V0uKLSmRgRa7RdEBQswckQJ1Mun0pOiHkmEsACPyuUWWhrp6uqSF4YdH5HhrL21UujNjmo+KpfuUanzBFrtF0QF83YNkR8/fnyU3RFeoEClJ0URwrzdKa/6vd0RnptqRrRlgKgvU0wGTdFKYc8sM97xhMTLZMCWKiwCmu2wM37J2ao+BVd+U4fsjgiUxhoMBxkRlt8te7TQ2x3RdEeNBX/VakY0WVxMOI+es6P/51g7iJepmBtVobnf/OY3jdcuKpi33aIMBI0zCOsxHEQI83atzOp/6623TjrpJP+rQWPB/whUQWVEOxZNl9ntvYp6zo5qQ+GUzxpUznNVMu471RVI4P3337d3RDAjmqsFWm1Qab5zvvrVrw4aNMj4OqnHcBAhzNW1MqtcZ/7Zu4aDo2PGjk0VHRreZOUd7Sm9f/PZY6F31kcffZRZb6nIbQKaFLXDFMt5dk89DBW+TV6BCEo7rlVABSUYKlj1LRN+8xEsU2pnfuedd8455xzD/1rulMh2UTAQzPDhfi3U0b7e77777is1RxpXHQL2pOhpp51WneZXrKUaCHondQf+/OkIJk6caJSp0xgdISyv415//fU6I8Z20A6MBZuQdB69b1Co2dHln7VPK5fl5UjLqkNAUwveWZjNn4Ydzz//fHV6UJmWSgIHDBjQSgJPPPFEbyCo/gQOGWuWcx8hLKPj6hxdZa21fVTRMb88/viArGmK5zx2lGC+/bFmR710azqQJd/7UrsbBLZs2WK4PZOimVtewrZ48eJWEqh/9w/1WuU0WL9+feYN62CFCGEH4Qff2jtH13ZTHSv4iXVM7lFRzCk6JrCBS5bY6daU0ap0HGlQ1Qhs3brVCEpkUjQPG+o84VYqaJ/RYS8NemEBNdg7yBphHt6VQZ3eObq2j2oKf3+/fgEDQc1SKkY0ylFKGbTuWBWHDhkbCt9rNLSWQLxMhoxdq6rVGGX37t2uoci1v+EbJBYuXGjL29lnn22/keq0OugBZ0SYq+PFqFw+2iq5+3+94IKWKljkWLDZm54bCrVSqDlb4mViGJuiPQnYATJ6+TIczNZNAnMUeCIXKIHe3adOnWoIYS1zGiCE2Tpbwto0nJowYYL95aUV6Ycffrh74sQAIcx1p0R4P6x0a79uNOaokfwgEJ+AHSCjB0FR+8TIxGcZdkXg14YOtwoRNn2dGxu3tJs521aVpDaEsPOG0IugmTLNr4WrV6/+7QcfdC9eHKCCBeyUCAFjpVtTC//z4MGdR0kLKkjADpBR7NUrr7xSwa6Ut8n2+qteNUooGsI5cASpQ0/L28kULUMIU8DL4lKpoD9rWlMIb7vttiPVb94coIKnn15QjGhIBzduNBr2bzqzkB8EYhKwh4MEXsVE2KZ4q/XXdevWhV8ZGCZTs2DRJgGEMFuvi1ebZh7szMLaR/XAAw90ayw4fnwnd0qEd+Xw4b8oTse3p/A3GqTyg0BMAvZwkACZmAjbFE+8/mqHyfj312fbyI7XhhB2zASB64LK8vDCCy9oC2v3gAHBATIdiY4JgvSvffsam+u79+/vGE1uXEECyimqNSr/cgABMtma8YknnjB2pERffzVi9/RqqtmWCT9qhDBbx4taW+CMqMaCR1RQY8ERIwJUsPidEqG9+bZWC4ys3336dJN0NKoLuF5Oj8DIkQo37vFjOJiVW7SaEY24/mofBlnXSVEPOEKYlePFqOenP/2pnTtNH247d+48MhYcMiRYBUszFvS6unTatP9rH39B0tEYjuBu0cBFAYaDGTpE4IxoxPXXwLzne/fuzbB5ZasKISzUIvoKvuGGG+xtEhoLHlFB/XbtKtdOidZ4Zs6cudYWQpKOFupQlbyZnoLRo0cbT4HWn9gvkZU5A8+xip61ddeuXYZ1av+NghBm5Xvt67nzzjuHDh0aqIJHZkT106SonUq0szslQoVQfflXQwtHjWoPghIOE9BoY9SoUcZToHf00Q9Bh8lk1fVt27bZpzlqwiliOhgZyNg7qGtr/42CEGblfmH16BN43rx5gfn9Pn8FPPNMtzTP0JUO7ppvB2b27Nnq0S+MBisbKsuE7dC5/N8ffPBB40E4uijgMpSM+t5qXVCh6dHjXOzhoE6Cy6iB5a0GISzCNq2y3OrT+MinltYFA3fNF3amRCIGO3bs0Bttsz07umhRovq4yAkCyublF0LGghlaPfA9E31G9LM5qQ+MOF59pkQX0Qz7UnBVCGHuwOVGxhFrehEod9pDDz109N6Bu+YlMCWLjjFIHT58WM+YJrnMkBlFt779du5YuUEFCdj7JTbL+fmlJtBqLBh9RlRNCEwl48JwUH1HCFP7YGgFevLtA6C/8pWvSEWOXNdq17xUsArTEV5OnOvtQaESEjJBmq9nVa92e7+EEorq5Vu9npSvxYGn1uhw3ViZ6nQAnL1268JwECHM16MDt8yvXbv26F1Dds2XNUDG4LVs2TLvyfmQfRT5ulLlaw+MkTnrrLMq37FOd0Bgjdlm75FMkAVmxYoVhhBGjK/pNIMM7s+IMAOIgVUEptIePnz40U/gJ5/s1vZzWz/0L2vWdD6VaDQqq1at8p6cb7KPIhoxZ0vZ29oSvKmdpdeq488995wdgqvnMeKueX+1ei9pgO4XwokunSeDEObycLVKHPOk9C9kOlSra+VeFzRgNQPMtFL4Z0MLBw7MhSyVVpCAQjCMZXJiZFKasdVAUEoWcde80QD7S+WOO+5I2cgKXY4QZm+swNxRR7fMB+6R8CSkxDslWjE6cOBAM5Ph3xhCKFF/8cXs4VJjBQl87WtfM+bctm/fXsF+lKjJCjIK3I6lmM8Ee/4kq0Yog75UHFkd9IyKEGbv3HYQs5zsR//wD8GnSXj6UZFFQRtWMzPvDHt2lNSj2TtX9Wq0o6Zrn6YkPyNpLvSCCy5QFEwrFUx2fLwOfTMq3LRpU369KGHNCGHGRrEfe40Ff/HXfx2wWb6pHAsXVmVR0IZ10UUXNR+hn9haeM89GfOlukoR0OzIgAED/C9ZTSF8//vfr1QnStFYDdqmT58eqH/eP2qxMFaMaLNX9sS1g18qCGGWXv7SSy8Z21H7NBr/ftppwUEx1ZwONXitXLmy+XBOaTQ+sRPNcDZTli5Wsbrslaerr766Yn3odHM1Cly0aJG9C8sviidpw1KiX2B+bQfPAEEIE7mPdVGrbNr/NG1aSxWs7HSov/fNwFHvsfwXJkizcaia1GKcafd51HRN+pdvN5555hll3ggZBXr/SXNOCdYFvabbXyoODgfFASHMwJUDs2krPOBD5UgL3CDR1dW9YUN1p0P9yIzMhAEZ10Tg/vszoEwVVSOg3EnGS/zhhx+uWieKa69GfkuXLtUSoH5LlixptRBoINW3RbIZUXVMn+92NG9iTS2OVA53QghTQZUn6TQiwzV12Oj/DNS/isfFBJJSihz/pI32Ufza7nu/fiSaSeVnFbxYK0/GoZt6v1ewH0U0WbuqjJXUtqNAr8Dq1avTtM/Or+1ajEyTHkKYxpG6L7zwQr/LfqXReKXR+EuIClZns3x0Lo899pgfgrTwdyeeaA6FObA3OtBalLS3TDgVjh/RhjoyqW/fvhFlzys2f/58/f/48eMTDwSbbRszZoz/1v30werqDyFMbnn/95SCYv45RP+8/1SpzfKxuIwbN87/RH176lRTCCdPjlUhhStNwI6dniqX4HeMgBf/EncUqISib7zxhqZPr7nmmpQsNV43nlk9v6o/ZbXVvRwhTGi7V199tTklqLnQX4WroI7bfeqphHeqwmU33nijXwi3/NVfdWsd1M+kd+8jKXX4OUDgtddeM1ae2DLRNHuyWVBJlL4tPvnkk40bN6Y/DiLwlAk9v3v37nXAPYO7iBAmMb2WBpsp/hQU86cQFTz11O5t2+oRFxNCykh+r4/W7uXLzUHhsGGsFCbxtkpdc/3119uHjrFlQjaMGAI6cODAEcd+o0eP3rBhgzel/Omnn0oFM0n4Yi8NSgXdDBZtPlsIYezXzMGDB72xoAaC74ZIYNUSh8YG4btg3rx5/hGhYr67d+0KiJhlpTAN5XJfG5hlXl7Blokoo0C9UvS50GoZ1RsLCmb64yDso3dVrRKguxksihAmfKnoyK7+/fvLdb7hXlBMCDLvtPrmT1Nh/2Pfvu5Bg0wtnDQpIXcuKz2BwOPR9YY9kmje1V8UCdTD0nbNLysV1KSovTCpJN3EMTEijPqMyoe8CUBJ4O9CBoIVzJ0dFUHrcsq+bUS+HYnDPnCg29hJecop6e9FDSUkYEfHyB+GDRumD8cStjbvJoVnBG0+Kdop2Jz5DGmSlu5iHTTfqiq9waZNm2Y8p5nMtebNs4D6EcJIkJ9++mnNXWg58KPwoJhaJIuJRMQqpBkw/zOmB0xzZd1GYh19JfCrHQHNttnjjKuuusrB0+fV5cWLF7fdDqGnI2J2bE2KKp1v+p0ScrrAIXv6udZ6uDNC2MaO+qSdNWtWm+VAqaN2ztUlWUwyz9bBOsbzr8Qi3TNn9pgd1YeC1JFfvQjYb9i1a9fWq4uReqOBoHaJhKtgxFGgdz+pYCZpP1vJc/oA1EhcqlAIIWxppXvvvXfSpEleUMzHBMW082almDESjp999tnds2ezs74duWr/d3tS1MHomChrgQsXLoy7FPdiRid6BoaJMinqf/AQwoDX0FtvvaVs7koTs7fR+Hl4UEyVT1DK/AW8YMEC/+ewdPFjnb9qfEPoLA5+dSEQeMrSE088UZf+hfXDSw163nnntd0XH30i1H+/3/zmN5lgDAwT1bMZcW42kzaUvxKE0LSRNkKtP/74sHAY782uMJBa75FP4Lv2h+ffK5nOCScwO5oAZiUucfOUpSjjP++LUIPjKOEw+dlaKmincNP0bCaLjvk1u/iaEcLPmf/szjt/ctxxv22bKc355cBWbqrZUX38+geFmlvunj6d2dHiH+xi7ujaKUvRU4NmEueZ0oiBKsiMaCBVhPAIln9ct+5/tzoyydDF+uYLTfnUeZcrP4VfCE/RfokdO9hNmAnbslXizilL3nYI5XtpGw6qArHCYfKzaas8aoSJIoQBBA689tp/VyLQtqNAFXApU0zi53P27Nn+l4VGDN2HD5uzo+wmTMy3NBc6cspS9FlQuX2CcJj87GlkPfSeSlSwFXCnR4S3XnHFh5K3cBUcOLB79GjHt0ZEf1yXLVvmF0JtvgzYTYgQRgda1pI1PmUpehSMXF2pQf0ZQSOaS4lDP/7444iF4xbTWFCSbA9eUcEQkrUVQv9xz3o779mzx7+9V3P9J3Z1/Ue4BBIOE/cR7O5etWqV8QTecsst5m5ChDA+2FJdUddTlqIvASrqMiQ1aLixpILaIJifQe0IJj2Szp64G5FzDYVQkzY6tdL+IFLghkYn3tYI/df1ISo4fDhDwIgOZBSzA0e1OP+XM8/sMexGCJPBLcdV77//fvMAMu8pq8EpS9ElUP1VAtW4OwILM52sYwSsqcGOnywRBX7dhFBz+sa2br8iSiC9M2J0eETw2Ul1PEE+ih9kVUaBo4MGDTK+Qv6XPiz8nx0IYVa4C69Hn5ITJkww7FvpU5ZafTfbX9Inn3zyWWedJcksrQqqL8Y3iifbjp8sEeUpqY8QRndoOcdaezh48sm1PzUwikOkL6ME3Boi+N8jbxm0EcL0lDtRg1TQy7Xk/1U6j4xUzR4/2RJYqiiYVpYPDBMdMmRIaWW7Ey7c8p51EEIvuNk+DtR26Oa/vG68mhUy89npl/wyIeCdGtP8IYSZUO1sJVpTsEcbeuiqeMqS3hgzZ860d5o3Pbarq0sCnyAKpoM2ClyVYCwY0SLVFsKIud5tRfxvhhDqIFl+2REwdtYjhNmh7UxNgefOSwV37tzZmQbFvKsXOnfFFVcsWrQoRP/0ohg3blwVU8QF5lEjTDS6m1RPCJs+femlly5ZsiRk2Bfynx4dNarHqtX69dGRUTIKAf/OeoQwCrFylml17rxU8IUXXihnm/2tih4FE+WA3Lj9/fOf/xz3kgTlAzPIcLJELJJVEsLE4z9bEU/p1euTYcOOamHv3syLxnKaKIX9O+sRwijEylkm8BA7rauVfyz46KOPtk2H3XwzKIyuouk3A5cGyaMW92mqkhDqdNxk47/Aq1bNn9+9bduR/7E6GNdrIpTfsWNHqzXCX3V1aZJKv5dfftnBs1sjwCtLkcqdO6/pIgV2aha0d+/eEd8VFZ0LbbpI4FuRSdG4j1CVhFDn20V07ojFbrzxRs2crFu3Tqdpb926VX9O+VfV873vfU8zFXHNUKfyzcQcrYTwlz7zKBmp47hKa3p7v6DsVs5z5+VyWihRks+ID76KKfDnyiuvrMFRRJMnTzZ6jQomeKaqJITTpk2L7uidLXnmmWcqx8pFF13k6auntXpW/f+v71YFu3q/eoyQWq3HGFOjfiGUmRS8sH///gS+yyX5EQjcL1jCc+ejLwEqEHT69OkaL+qRrIH+eaaXmYxt0ywNJnsoqiSEd999tyFvIXvnOyuEie+u1IVSTW/a8EiWzor8wpdvDSE8bNE5mpK0Ip2tfTPLv18w1nEQeUTBlMQHtmzZYjxMe/fuLUnbqtWMKgmhgvJjbRZMrEYluVAyP2fOnEsuucQYTeqTtjmd6x9reqPPjkzP3nnnnSHQftFzs8qnjcZIq7TO9KnWk1PX1uqbZtSoUYZ9SrJfMNYUqDKqlOREpJxcRXPXxkiAVGqJUVdJCNXJb3zjGyVRqfI3ozk9603J5iSTem+ef/754TQ2W3l8ft1oDO55jXbCJHZiLsyQwIMPPmirYMdjRLWQbKd2a+V1ilhWLzJkUsKqNGofOdL8nty9e3cJm1qJJlVMCDUojHg8ZhShUnT1rbfeet555+ktvGHDBg2nUv5VC9fDhg2LcuuOlzFkUmKpNUv7mI62ThyY6t7oncYXn1haeFfPQgsWLGh7LwoUQMA4wafj+wU1CtQu+LaLIFoCnDVrVpkTgWZoO30W2DtDGA6mIVwxIVRXpYVKj5SJkChyOg27VteqhUp3pMgCT189cT333HP1oDb/X4E/Y8aMkajrp2ROpZryVei5AnS9EB5PIJtBPcY/6g1lpBVtZZedlhAeYkSYh/Olq1NvWMMVN2/enK7K5FdHzx6c03EQf/rTn5K3PrcrAzcOklk7Je/qCaHXYU0CyPYp5bA8Z3RJO7XM5snk/PnzlSo3ZdfKdrkGhb/rqYV/z4gw5bObw+XGcZIaZnVqo2f4MTKe75T/OIgcTNRtz8FUIr9BHigyrLOqQigEio9Ko4U5fUVmZZvXX39dQ0ljHCmZ1ChT+5+86VzvD16Z5uiztNOzMxqNPxzTwv/XaMxiRJiVr2RUj719XpsNMqo7RjWSwPCMMKeeeqojU6A2NS0N2rNHHV/BjWHdshatsBCmmSb94he/WO/TSZrTs6WSSY0L/9Nn/zNUUJo4b968sj4jTrRLIYhGNhZNer/22mtFdr6tBKpJju8W18exMdlTnmmtIl0l83tVWwg9HBo83XDDDVrwUwCIBkkaG2nXgT5mvf/XTKOdkkbDpsxRVqhCQyYlllqzPOmkkyIu+OUx7zplypQKAaxZU7Ua179/f8OsRR6323Y5ML+NEJ9++mklrBkYnj2YY3MyMl4dhLAtCr33ja9ddnAHQhOom2++2YviUXD2jBkz/EE99j/ab8/EGsmHbVs3zqmAZtt08J5huMKO2/WOBgw5HZdRoGf3Z5991n64OjJ3nZMfdrZaJ4RQiJcvX264kSIeO4u+BnfPKsVByddrq2spyYyXjUGhv/qs0U55fc0MHTpU2qOJE+2WUQF7O5q0J9fjdr1WtT0aUA9sJY6GL8Y9VqxYYQvhHXfcUczda38XV4TQPr5ZT/uhQ4dqb+C8O3jLLbckHgV6F06dOrXe67V5myCwfs2kaaUgmWnyW4d75pln7LQ1gY1EAv1m1ajdnn3RtBYPTlYPlytCqLGLvdVdIZdZcXS2nkCw0d+/moKrUErVqlhZKpgsQ31+gfjRU8MggYabBSa907sLFczweXRFCIVMr2wd+uN/RzMozMSTBFbBbApWOuOMM7RooYFIrG0tZBnNxAr+ShKf3Ll9+/aUjWlOxjYT5Cq3n6ZhQ1YBm49kdU/HTQkt/PI1a9YYX5YsJWQO3CEhFLt9+/YZgZEMCjN3Ke+bQzu95s6dqwGfkmOFB6Omf/nm0YVK15ns5E59JqbpdfQTkYzXem2OBkxDL/BaDaP1fWngym/Unnn7K1ShW0Iow+jjlEFh8Q6q6Z1+/frZU6aK5mWGJ3NzJJsXVUb7uC2JHvZim16fR9ddd11tjgaMi65t+cBUasLIh2NbdAkKOCeE9qDw4osvTgCOS2IRsCfr9GF7+eWXo4KxMEYsrIDM6Mu0zZKTJk2KWL+KJR7/6XYup4aJTjhwvwSZtaMDjFXSOSEUHU2H+l8Tmr6LhYzCCQjYk3Xr169PUA+XRCGwcuXKBEIYcWo0jQSyChjFfCqj4aASXNhLg88//3zEGigWi4CLQqhBoeFhP/jBD2JRo3BcAtojYcxIMxaMyzB6+WTHs/Tt29cf4eI//FlnAWobotar2h6HJCsPGjRIAVPN3H5esieFzDALGt2CdmZtJeLnkYkOMG5JF4VQjBTf6H8va4/OwYMH47KjfHQChhDqazf6tZSMS+Duu+9OMCJMf4mU8oknnojbWsobBJT31Q6yZe98rn7iqBBee+21xmOvZIZsaMvJ1exIGe2qzuleVCsCitotLG2sxn86/IQBX1aOp4dFGUSNtxMxZVnhbVWPo0KoN8XAgQMNbyPpWk7eZkfK6CS5nO5FtR6Biy66KP0IL7yGMo//qpJK23ZXOwcWk6IFPNSOCqHI2scZ6iN6//79BUB36hb6wrW/OYiUydsH9KkXZQ97MrFsSuBbb72l9fX33nvvnXfeeeONN37/+9+n7Ncnn3zyhz/8IbASadvHH38cqHAffvjhX/7yF/9VFc2eqI2DxiqsXkoEyKR0qiiXuyuEomOPVDTJE4UaZaITCMzyyrJ/dICJS37729+OrnNtp1L1NaP03GPHjtXJkdo+uGfPHn3NNI+DViS2ZkcTN5ULRUAqqHglw2TnnHMOcAog4LQQiq+xv15emGve/QIsWqpbaDhop1tj42ZhNoq4s145gDRBooMpmm9hnVDhncOlnHnOHgdfmJl0o8Dt8xrT88lYjBVcF8K33377hBNO8H+F6a8VnVcpxmNi3SVwHz3PdiyGaQrLvUOGehrk+XMaeInxkL00wBNfG7h9Pr9jQBK3s64Xui6EsusjjzxiTEfMnj27rvYuuF8iabBlM1nBJjj99NMDJ0gvu+yyglvC7UIIzJkzxzATKlikwyCER2jbXsgEaXovtFf+FReevlpqiEXgRz/6UWDUjIIyCA2LRTKnwpoUXbx4saGCEydOzOl2VBtIACE8guX11183grU0Qar3OE6TmEDgmgfBool5prnwwIED06dPt8eFOvaBvbNpwGZybeCkKNvnM2EbvRKE8Cgre4JUcTTROVLSIMDqYNlcQhax1wtvv/32srXTtfasWLHC+EYhRqZ4H0AIP2duTJBqUKjwgeJNUo872lm2WfPouGXtrxM5OckFO2gXTZx0dXWxOthBE3i3Rgg/N4FWU4xP5ptvvrnjFqpoA4zkokrEVdGO1KzZGzdutNN3sVjYKSvbu2xZPuiILRDCHtivv/5645AE3hHJ/HLKlCl+kiQXTYYx86s0yTFgwABDC1kszJxzlAoD88iwuSgKuszLIIQ9kOo1YWwAJ9dMAp/ThI+xO5Pkogkw5nSJnVxQukii3Zxot6qWPDIFAw+/HUJo8vnSl75kfC+zlSKuy9prUUz4xGWYa3lpoZ3TkjwSuTL3V04emcJQR7wRQmiCsnPNKIiLCdKI/uQVmzx5MsfwxiJWfOHHHnvM+OBTvtDim+HmHe1zd2ULosk66AwIYQB8eyuFklERXBfRTbU1zRhtkDg4IrqCixmJdhUp9uKLLxbcBgdvF3juLirYWU9ACIP527lmOLk3oqfu3LnTGGpoIi7itRQrksC+ffuMMGmt7Gr3fZFtcO1egefubtq0yTUOZesvQhhsEb0O+vXrZ7zQ2WLf1n3t4yaEse1VFOgUAfv0FSY/crWFPSl62mmn5XpHKo9CACFsSckOrmOLfVuXsvNFrVmzpu1VFOgUAQXI2Bu6telTZ+12qkk1vq89Kar4A87dLYPFEcIwK9jRj2yxD/falStXEiZThgc7ehvk5HZWbg5giQ4wYkkmRSOC6kgxhLANdnuL/Y9//OOOmKoSNzWEcPz48ZVotuONDNxZyK6hbL3C/qpmUjRbwmlqQwjb0LO32A8ZMuTdd99NA73G1+pMc/+IcNy4cTXubJ269sMf/tAOnOEAlgxNbO8pYlI0Q7wpq0II2wO0t9grYRi7KQLBTZs2zS+EJJRp716lKWHvGiLdTFbGYU9RViRzqgchbA9WAQV2ekZ2UwSC06vTL4Rnnnlme76UKA0BY9cQOwuzssyWLVvYU5QVzDzqQQgjUdUiihITs5uiLSxjjXDevHltL6FAeQjoABbycWduDjtYlNXBzCGnrBAhjApQWeGNnYXsprDZsUYY1Z/KWs7eWfjQQw+VtbEVaFdgsOju3bsr0HSXmogQxrA2uynawjKOIeT0pbbEylZACwFGhjxykKaxETvo09Ar7FqEMB5qdlOE80II4/lTKUsvWLDAP0E6bNiwUjazAo1SjIxxHhk76MtpNoQwnl3YTYEQxvOYCpa2j01nT2EyM9p5d0krmoxk3lchhLEJs5siBBnbJ2L7U/kuUH41Yxyjv7KnMK6hNBw0IuzIuxuXYWHlEcLYqAN3U8jjSdsvlGyfiO1PpbyAPYUpzaIYGS2QGyG45N1NSTW/yxHCJGwDd1MMHTqUjDNsn0jiT6W8xt5TSHLB6IayY2Q0qlbkefQaKFkkAYQwIW17N4W+/sg4w/aJhP5UvsvsPYWc0BTRSto4aETeKkZG64URL6dY8QQQwuTMNS40llKkhY7PkRI1mtyfynelvaeQhEptraSlwZEjRxqTotu3b297IQU6SAAhTAWfOVIDH0KYyp9KdnHgcvjq1atL1swSNSdwaZA8MiWyUIumIIRpbcQcqZ8gUaNp/alk19snNA0fPrxkbSxRc+ylwV69enHKRIkshBDmZwzmSJtsiRrNz806VbOdUEnLh51qTJnvG3gAPUuDZTZZs22MCLMxU+AcqYPBBUSNZuNPJavljDPO8C966a8la2DnmxOYU5Slwc4bJloLEMJonCKUCpwjdS24gKjRCJ5SvSLXXnutEf1BrhnDis8++6yBiKXBCjk6QpilsQLnSG+//fYs71HuugiWKbd9ErbOzjWj/QD79u1LWF0dL1uxYoVfCHWUI0uDFbIzQpixsaSFegb8j4S2WLhznD1CmLE/laY6O9dMV1eXBLI0DexkQ7Rlon///v6nfuLEiZ1sEPeOSQAhjAksQnENAY1Jkt69e+/fvz/CpZUvghBW3oStO2DkmpGTz549u8b9jdg1ZWEdMGCA8cjfcccdES+nWBkIIITZW0EnVNgPhjJNuKCFbJ/I3p9KU6Oy6eqTjsVCv0EUIzNkyBCDibZMkE2tNG4bqSEIYSRMcQvZu6/0qLighWyfiOsq1Sr/3e9+1575d/lgCnvjINnUquXSXmsRwrysJi008g1KC7VeWO9DKtg+kZc/laZee7HQ2SPs7XN39YyzcbA0rhqjIQhhDFhxi2onsvH5rOdEmwtrrIUzZ870TxNNmDAhLjTKl5+AvVj49a9/XapQ/pZn28ItW7YYk6Kcu5st4cJqQwjzRR2ohVLH6667rpYTSkyN5utP5ajdPphCejBlyhSntNDOI8PGwXK4Z5JWIIRJqMW6RlqoZQPjy9FbMpQc1uzdwdRoLN+obmH7YAq59C233FLdHsVqeWAemd27d8eqhMLlIYAQFmGLwNgZTxpHjBhRp5lSpkaL8KcS3EMHU9iHDWmqw4XQaOEnj0wJfDDLJiCEWdIMqSswGamnhXVKSWoMFKSLBfHlNoUT0G76k08+2Zjq0HmcNZvkCORKHpnC3S3fGyKE+fL1164Xh7HNrvkSqc1xvkb4wNVXX10cX+5UOAFtmbV3Ft5zzz2FN6TQG5JHplDchdwMISwEs+8mP//5z430K3UaF1522WX+IcLy5cuL5sv9iiVgH9IkaazxoDDw6F3yyBTrdNnfDSHMnmmUGrWurvQTdia2qicyXrZsmb9Tzu4wi+IDtSkzadIkw5PXrl0rwahNB/0dCTx6lzwyVbc1QtgxCwYeVaEXyuLFi++9996KvkeYGu2YP3Xuxjt27LCDogcPHly/wBl7Bz15ZDrnd1neGSHMkmbcuuoXTcrUaFwfqEH5wOS6tcwpaO+g5+jdGjiwuoAQdtiOgZnYmquGldtZsXTpUv/gYP78+R3my+0LISBHtRMKyhPqFERqDwfZQV+IcxVxE4SwCMrh91C4gXKQ2pNL+hdtzLrvvvsqNE16/vnn+zuyYMGCzvOlBYUQaOXGtdllbw8H2UFfiGcVcROEsAjKbe+hyaWFCxcaZ3s2FWXo0KE33XRTJSLx5s6d6xfCzZs3t+07BWpDQG68evVq45OuHrvsGQ7WxksDO4IQlsu+DzzwQKvRYd++fV966aVyNbdna+yXxeOPP17mBtO2PAhs3LjR1sJzzz13z549FZrbMMgwHMzDVcpTJ0JYHlscbUlIDhq9X9asWVPabN27du3yvwG7urqq++IrnVtUp0EaF8r0gVP9kydPrsTEhgGb/NrV8b6ELUUIE4LL9TLloJk1a1bgq0T/qLdMOYeGRsbtUaNG5UqJyktLIPDQFc+fZ8yYUS0tJL92ad0sw4YhhBnCzLiqd99919iN4JfGEg4NiZTJ2AOqXF2IFmrvXYXOXbF30BMsWmXHDG47Qlh2m+qFYqc29hSxbENDImXK7kzFti8kHFree/rpp5d/aBi4g/75558vFiR3y50AQpg74kxu8K1vfcs+7N6Tw5IMDYmUycTQNatE64U333xzqyVDHeNc8v5yBn3JDZRV8xDCrEjmXs8LL7wwduzYwIXDMgwN//Zv/5ZImdydoJo30OGFw4cPD3RdJad9+eWXyxlUtXXrVuPrk0nRajpg+1YjhO0ZlapE+NBQ4W2daq32QfrfdAr26VRLuG8JCWhoeOONN/br1y9QDss2TarA7PHjx9tNZQd9CV0rkyYhhJlgLLSSkKGh0lx1JBMN86KFekCVb6ase4FaKL8tSbc0PB0yZIjdSIaDJTFQHs1ACPOgWkSdIUPD4jPRMC9ahMlrcQ9NkwYuGQ4YMKAkE6R2mKgXmEaMTC0cMLgTCGGFjRsyNNSjqzfLK6+8Ukz3mBcthnM97tIqmnTChAkdjyPV4oKdPVzTpIU9SvUwceV6gRBWzmRmg0OGhsrW9sgjj+TdQ+ZF8yZcv/q1ZHjNNdfY04+dzdAtTx45cqTRqnXr1tWPPz0yCCCEdXCJt99+OyQTzYUXXphrVrbHHnuMeNE6uFHhfViyZImthd/5znc6Mke6bds2eyzIumDhTtGZGyKEneGex11DMtHkur9i+vTp/tfZoEGD8ugdddaPgNYLBw4caGvhpEmTipwjbRUj2qtXL9YF6+d1gT1CCOtmaC3A2NM73rtm1apVeeyvMOIAtcG/bkzpT24EWp3oW1gQaasYUeWB27lzZ279puJyEUAIy2WPTFqjZ/uGG24IDFLXBuHFixffe++9Gc4+TZs2zX+vBx98MJNeUIkjBAKzko4bN66Y7gfGiKKCxcAvz10QwvLYIuOWKEym1dGG0i3tlNq/f3/6W2payVDcIie10refGspAQFpoeJGkqABHsnPHqBnEiJbBJQpuA0JYMPBCb/ezn/2sVVY2PfCSSU1MpWyQzqD3v8JGjBiRskIud5PAPffcY2hhrhGk+oAzZjK8uxMj6qb7IYT1t3vI/gqFKhw8eDANAmMH4TnnnJOmNq51loA2VGgU6NfC/AaFTz31VN++fckd46yz2R1HCJ1wBoXnSbH69+9vP/x9+vRJPC60T+5+/PHHnQBKJ3MgsHHjxrwHhdojESiB5I7JwZ5VqhIhrJK10rdVLwLju1uvgGTjQoXbnHjiiewgTG8UavAI2INCxXa1Xcl+7rnnli5desGx3xVXXHHppZcuX758z549/ogw/VlhYoERZKwL4oEIoXM+sHfvXm2QMt4I4eNCvWuuuuoqRRZoB7SibLQ9Q2uB9kkCZ511lnM06XCmBOxBYchK9pNPPqk8gq20Tf+uE62bqSQCo0NVRt+Fd911V6adoLLqEUAIq2ez9C2WFtoBpYHjwpCpJDvM780330zfNmpwmYAGhXZKbtszw4d3fs8cNmyYVgRnzJgReK61/pHNgi77W7PvCKGjbhA4LtRUZzNmvVW6jVYf4JqachQl3c6UQOC2Qi1v+9MEanIiZCAY5T9Jbq+++mo+3TI1XYUrQwgrbLyUTQ8cF95+++2qtlW6jfBXjLbSZ7hPP2XvuLy6BKSF9kq2gly0XigHO//886NIXUgZ7SmqLhxangcBhDAPqpWpU1poTBlpylQbKuwNzhFfPUpSXMA+6MrwpaFJCdieKQ/s3bv36tWrI7piq2KcLJjUJnW+DiGss3Wj9E1DQOOVoQnS2bNnJ37d3HTTTVHuSxkIhBOwPTOxTzYvJGsMXhdIACF03TEUnmCH3tnn0UR/B2mIyaDQda/Kov/yTIW6RHe88JIaCCpqJot2UUcNCSCENTRq3C4FBs6keQHlmhwrbu8oX10C0sI5c+akccXmtTosrLocaHneBBDCvAlXo/7Ei4KBL6n8kmNVgyatzI5AVuPCKVOmZNcoaqobAYSwbhZN3J/A48ITf4wXdp5c4v5yYVUIZDIuJNtDVczdkXYihB3BXsab7tu3L83SoCGZOmS8jJ2kTdUkIC0M3BEf/UNt3rx51ew6rS6CAEJYBOXy3yPZxsGQ11BhB6uWny0tzITA+vXro8ueXZKp0UysUNdKEMK6WjZev5599tk0bxn72k2bNsVrAaUhEEpAg8KQg6bbei8OiX+FEEAIcY8jBFauXNn2VRK9gGaxSF6FY2VOwD68N6JPas4fh8zcHHWqECGskzWT92XVqlXGO0X7ruxDKqK8d0jnn9wMXNluUKjkMlGc0F9GKsgOQjwrnABCiIccIXD//ffHfb8Elh8zZszzzz8PUwjkRGDatGmxHPXyyy9nLJiTLepULUJYJ2sm74sWYALPr4/+0tGn+qOPPpq8BVwJgQgEFi1aFNEnNT/PQYMRiFLkCAGEED84SiAw5X/El46Kbd++HZQQyJuAPYcf6KLKl8tAMG9b1Kl+hLBO1kzbF40L165dG138miU1HOS9k5Y+10cgEGUOX4uCyhoYoTKKQOAoAYQQVzAJSA5vvfVWndk2YsQI7YsPj1nXpzfLMPhQYQTknOExXIrVIjSmMHPU5kYIYW1MmVdHmrrYr18/e7DIjGhe3Km3BYEFCxb4/VBnp+ijTedU6LuNbzK8JhkBhDAZNxevstMfMyPqoh90us/G7KiCYg4dOtTpRnH/ahNACKttv4Jb75815eu7YPjcziPw3nvvGXlHtdEeOBBIQwAhTEOPayEAgQ4QME5KYX6+Azao1y0RwnrZk95AwAECBw4cGD58uLdS2KdPHyKWHbB5vl1ECPPlS+0QgEAeBDRLv+2zHyqYB17X6kQIXbM4/YUABCAAgR4EEEIcAgIQgAAEnCaAEDptfjoPAQhAAAIIIT4AAQhAAAJOE0AInTY/nYcABCAAAYQQH4AABCAAAacJIIROm5/OQwACEIAAQogPQAACEICA0wQQQqfNT+chAAEIQAAhxAcgAAEIQMBpAgih0+an8xCAAAQggBDiAxCAAAQg4DQBhNBp89N5CEAAAhBACPEBCEAAAhBwmgBC6LT56TwEIAABCCCE+AAEIAABCDhNACF02vx0HgIQgAAEEEJ8AAIQgAAEnCaAEDptfjoPAQhAAAIIIT4AAQhAAAJOE0AInTY/nYcABCAAAYQQH4AABCAAAacJIIROm5/OQwACEIAAQogPQAACEICA0wQQQqfNT+chAAEIQAAhxAcgAAEIQMBpAgih0+an8xCAAAQggBDiAxCAAAQg4DQBhNBp89N5CEAAAhBACPEBCEAAAhBwmgBC6LT56TwEIAABCCCE+AAEIAABCDhNACF02vx0HgIQgAAEEEJ8AAIQgAAEnCaAEDptfjoPAQhAAAIIIT4AAQhAAAJOE0AInTY/nYcABCAAAYQQH4AABCAAAacJIIROm5/OQwACEIAAQogPQAACEICA0wQQQqfNT+chAAEIQAAhxAcgAAEIQMBpAgih0+an8xCAAAQggBDiAxCAAAQg4DQBhNBp89N5CEAAAhBACPEBCEAAAhBwmgBC6LT56TwEIAABCCCE+AAEIAABCDhNACF02vx0HgIQgAAEEEJ8AAIQgAAEnCaAEDptfjoPAQhAAAIIIT4AAQhAAAJOE0AInTY/nYcABCAAAYQQH4AABCAAAacJIIROm5/OQwACEIAAQogPQAACEICA0wQQQqfNT+chAAEIQAAhxAcgAAEIQMBpAgih0+an8xCAAAQggBDiAxCAAAQg4DQBhNBp89N5CEAAAhBACPEBCEAAAhBwmgBC6LT56TwEIAABCCCE+AAEIAABCDhNACF02vx0HgIQgAAEEEJ8AAIQgAAEnCaAEDptfjoPAQhAAAIIIT4AAQhAAAJOE0AInTY/nYcABCAAAYQQH4AABCAAAacJIIROm5/OQwACEIAAQogPQAACEICA0wQQQqfNT+chAAEIQAAhxAcgAAEIQMBpAgih0+an8xCAAAQggBDiAxCAAAQg4DQBhNBp89N5CEAAAhBACPEBCEAAAhBwmgBC6LT56TwEIAABCCCE+AAEIAABCDhNACF02vx0HgIQgAAEEEJ8AAIQgAAEnCaAEDptfjoPAQhAAAIIIT4AAQhAAAJOE0AInTY/nYcABCAAAYQQH4AABCAAAacJIIROm5/OQwACEIAAQogPQAACEICA0wQQQqfNT+chAAEIQAAhxAcgAAEIQMBpAgih0+an8xCAAAQggBDiAxCAAAQg4DQBhNBp89N5CEAAAhBACPEBCEAAAhBwmgBC6LT56TwEIAABCCCE+AAEIAABCDhNACF02vx0HgIQgAAEEEJ8AAIQgAAEnCaAEDptfjoPAQhAAAIIIT4AAQhAAAJOE0AInTY/nYcABCAAAYQQH4AABCAAAacJIIROm5/OQwACEIAAQogPQAACEICA0wT+Pz0VoULafxT5AAAAAElFTkSuQmCC)

We realized that switching from DFS to BFS could solve all these problems. BFS picks the parent based on the distance from the root. It prefers short paths, not arbitrary paths.

For comparison, this is the exact same situation as on the previous screenshot, now with BFS:

Screenshot

After some testing, we are now satisfied with the incremental stability of the graph layout.

##### Two pass tree layout

After choosing the tree edges, we have a tree so we can perform two pass tree layout. We call the two passes Measure and Arrange, like WPF does. We have two versions of the layout: top-down (root at the top and branches going down) and left-right (root on the left and branches going to the right). This pseudocode performs left-right layout:

First pass: “measure”

Measure(node)

Foreach child in node.Children

Measure(child)

subtreeHeight = node.Children.Sum(n => n.DesiredHeight)

node.DesiredHeight = max(node.OwnHeight, subtreeHeight);

Second pass: “arrange”

Arrange(node, position)

subtreeHeight = node.Children.Sum(n => n.DesiredHeight)

node.Pos = CenterVertically(position, node.Size, subtreeHeight)

currentChildPos = position

Foreach child in node.Children

Arrange(node, currentChildPos)

currentChildPos.Y += child.DesiredHeight // place next child below this child

As we can see, the first child on input will always be the topmost child and the last child will be the lowermost child. In object graph the order of children corresponds to the order of properties in the class so it makes a lot of sense to order children like this:

Screenshot of object graph node with outgoing three edges

Screenshot of object graph collection node with outgoing three edges

Node layout is implemented in the class TreeLayout.

###### Similarity to WPF’s “Measure-Arrange” layout algorithm

We named the two phases of the layout Measure and Arrange, like in WPF. This is because our algorithm works on exactly the same principle as the WPF layout algorithm. This approach is also common in many other UI frameworks.

In WPF the user interface elements are organized into a tree called the Visual tree.

When an UIElement is asked for its size (Measure() method) it asks its children for their desired size so that it can determine its own desired size.

When an UIElement is told its new position (Arrange() method) it also repositions its children, knowing their sizes because Measure() is called before Arrange() for any element.

In WPF the users can define their own user interface elements and completely control the layout by subclassing FrameworkElement and overriding MeasureOverride() and ArrangeOverride() methods.

This is also how existing UIElements are implemented. For example, StackPanel is a panel which stacks its children next to each other. This logic is implemented in the ArrangeOverride method. The Measure method tells that the StackPanel needs as much space as all its children together.

Measure and Arrange actually each have a parameter. Measure(Size maxSize) specifies the maximum available size which the element can use. Arrange(Size arrangeSize) means what? Read WPF Unleashed

#### Edge layout (spline routing)

Having the positions of all the nodes fixed, we can proceed with routing the edges.

The problem: Given a set of positioned rectangles on a 2D plane and a set of directed edges between pairs of rectangles, find paths for the edges so that the paths avoid the rectangles and look natural.

Example of a solution (Graphviz): screenshot from Graphviz

One approach to routing splines is routing the edges one-by-one, that is treating every edge as completely separate input. This is how Graphviz does it. This approach can lead to spline overlaps.

Another approach could be routing the splines globally, i.e. every edge path can affect paths of other edges. Such approach could try to reduce edge overlaps while still maintaining reasonable edge paths. The Graphviz paper mentions this, but does not provide any ideas for such algorithm.

As said, we were using Graphviz for some time just for the edge routing and the results were good: screenshot

However, the size of Graphviz binaries is too high, given we need them only for edge routing. Graphviz needs about 10Mb of binaries and won’t run without them (it won’t run without dlls for writing jpegs even though the output type is set to *text*).

Therefore we decided to implement also the spline routing ourselves and left Graphviz completely. That said, this was mainly because we had very specific requirements. Graphviz is still excellent graph layout software. It could have richer interfaces than just batch standard input and output but its algorithms are good.

##### Our algoritm

We realized that when routing edges to avoid rectangles, the crucial points in the plane are the *corners* of the rectangles. Second, to make edges look natural to humans, some sort of shortest path routing is reasonable. The Graphviz paper confirmed our ideas.

Like Graphviz, we route the edges independently, one-by-one. This is the algorithm:

For each edge e in G:

Determine edge start and end point of edge e: draw a straight line from the center of edge’s source rectangle to the center of edge’s target rectangle. Where this line intersects the source rectangle is the start point es. Analogically end point et.

Build the following graph Gv (visibility graph):

V = (every 4 corners every rectangle on input) + (for all e: es) + (for all e: et)

E = (pairs (u, v) from V where u is visible from v: straight line can be drawn from u to v without crossing body of any rectangle)

For each edge e in G:

In Gv find shortest path from es to et (using e.g. A\* or Dijkstra’s algorithm)

Smoothen the joins of obtained path by using Bezier curves

Note that the algorithm deals with the situation when boxes overlap.

Here is an example of a result:

screenshot

This algorithm is O(n3) where n is the number of boxes due to the construction of visibility graph: O(n2) vertex pairs are tested for visibility and each test needs O(n) line-rectangle intersections. It could be probably optimized but for our needs it is good enough.

Note that Graphviz also uses O(n3) algorithm.

This algoritm is implemented to be completely reusable. The implementation can be found in Debugger.AddIn.Visualizers.Graph.SplineRouting namespace in SharpDevelop. The reusability is achieved by defining simple interfaces and working with them. Anything implementing these interfaces is then suitable input to the algorithm. Programming against interfaces is a common design practice.
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##### Edge overlaps

Routing edges independently can sometimes result in overlaps. We solved this in the user interface by highlighting the edge under cursor.

screenshot

##### Multiple edges, self edges

Our algorithm deals with the situation when there are multiple edges between one pair of boxes. This is solved by distributing the edge starting and ending points along the border of the box. Self-edges are solved in a similar way.

Screenshot multi edges

Screenshot self edges

##### Explicitly determined start and end point

Some layout engines (including Graphviz) let the user specify starting and ending point of the edge. This could be useful in object graph visualizer because the edge outgoing from an object property could start directly next to the title of the property. We considered this and concluded that the layout would get problematic when the contents of a node are scrolled – the edge point would have to move and the edge would have to be re-routed when scrolling. Therefore we decided not to implement this feature for now.

##### Join smoothing

The last step of the algorithm – join smoothing – makes the result visually much more appealing:

Screenshot with join smoothing

Screenshot without join smoothing

The principle is the following:

Given two consecutive line segments, replace the segments by a Bezier curve of order 3 extended by a straight line segments at each end:

Screenshot

The control points of the Bezier curve lie on the original lines. The distance of the control points from the original points determines the “smoothness” of the curve:

(Screenshot)

### Graph matching and transitions

Now we know how build and layout one object graph. What is missing is how to produce an animated transition between two object graphs when the debuggee is resumed and paused again (e.g. on a debugger step).

To be able to present a change between two graphs, we need to know what changed – which nodes were added or removed, which edges changed their targets and which nodes moved to a new place in the graph. In other words, we need some form of diff.

Because there is no way the debugger could know what changed while the debuggee was running, there is no way the debugger can provide us with such a diff. We have to build the diff ourselves.

We remember the last graph and compare it to the new graph. We match the nodes in the graphs in a similar way when building an object graph – we iterate over one graph and try to find matching nodes from the other graph. We lookup nodes by hash codes. When a node with matching hash code is found, we compare addresses of PermanentReferences to be sure that the hash code wasn’t only a coincidence. All the nodes which could not be found are marked as removed, and all the nodes un-matched nodes in the new graph are marked as added.

We currently do not match edges. That means we can produce an animation where nodes are moving to their new places, but we do not animate edges changing their targets. This is not a big disadvantage though because when an edge is faded out and its new version is faded in independently at the same time, it is quite clear to the user that the edge just changed its target.

Screenshot edge fading out and in

Graph matching is implemented in GraphMatcher.MatchGraphs(). This method returns a GraphDiff describing the matching between nodes in two graphs.

### Graph drawing

Graph drawing is the final step which actually presents the data we have been building until now to the user.

From the layout, we already have full position information about nodes and edges. And the GraphDiff is exactly what we need for the animation.

Based on the diff, we prepare animation for each node. Some nodes slide to new position, some nodes fade out and some fade in. Old edges fade out and new edges fade in. Then we play all these animations at the same time.

Drawing is implemented in GraphDrawer. The drawer also adds tooltips to the edges. These tooltips appear on mouse over. Edges are thin and that makes it hard to target them with mouse cursor. Therefore each edge has invisible thicker line under it, which reacts to mouse movement.

### The result

Big screenshot with code in the background

After the user does a step in the debugger – result.

All of our work is included in the standard SharpDevelop release. The best way to try it is to download SharpDevelop. link

## Collection Visualizer

In the analysis section we spoke about the conceptual difference between IList and IEnumerable collections and the need for obtaining collection items lazily. Let’s now have a detailed look at how we implemented this.

### Lazy loading items when scrolling

Having said that the Collection visualizer must obtain the values from the debuggee lazily as the user scrolls down the grid, let’s now see how we designed this.

There is a conceptual difference between two types of collections:

* IList collections, allowing random access using the indexer
* IEnumerable collections, allowing only sequential access

Originally, we approached these two cases differently. After the implementation was in production for some time, we found a different way - we evaluate IEnumerables into Lists in the debuggee and then treat everything as Lists. However, we think that the first implementation designed separately for IEnumerable is interesting so we will show it here, along with our thoughts during the implementation.

When the visualizer is asked to visualize an instance of a collection it first checks whether the instance implements IList<T>. If the instance does not implement IList<T> it further checks if the instance implements IEnumerable<T>. Based on whether the instance is an IList<T> or IEnumerable<T> we choose between two approaches to getting the items:

#### IList<T>

We use WPF ListView to display the contents of the collection. ListView (being ItemsControl) has an ItemsSource property. ItemsSource is of type IEnumerable and the ItemsControl internally distinguishes between the actual ItemsSource being an IList or IEnumerable: if it is an IList the ItemsControl uses its indexer to query individual items as it needs to render them when they come into view. We take advantage of this.

What we do is that we supply a special collection for the ListView.ItemsSource. This collection is a wrapper around some data source (in our case the debuggee collection) and when asked for an item at index *i* it queries the underlying data source for item *i* and returns it (and caches it). We call this collection VirtualizingCollection and this principle is sometimes called data virtualization. We call the underlying data source IListValuesProvider.
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The top part of the class diagram is a generic data virtualization implementation. The bottom part is specific to virtualizing collections of objects in the debuggee. ListValuesProvider is the implementation of IListValuesProvider which wraps the collection in the debuggee and makes calls to the debugger API. The items returned by the indexer of ListValuesProviders are instances of ObjectValue – our representation of a collection item in the debuggee. ObjectValue contains values of item’s properties converted to string by the debuggee-defined ToString() method. It also contains index of the item in the collection.

The last thing left unexplained is the Count property of the VirtualizingCollection. The value of this property is needed for the ItemsControl to display a scrollbar correctly. The VirtualizingCollection asks the data source for the count of its items and in our case the data source queries the debugger API for the value of Count property of the collection in the debuggee.

The good thing about this implementation is that when the user scrolls fast the ItemsControl only queries items which are needed to be rendered, skipping indices which were skipped by the fast scrolling (and saving unnecessary debugger API calls).

Note on data virtualization: As we said an implementation of IListValuesProvider wraps some underlying data source and queries items from it. In some cases getting a group of items from the data source one-by-one is more expensive than getting all the items in one call due to the overhead of each query. One such scenario are relational databases. In such case it is reasonable to implement some sort of paging in the value provider so that when it is asked for an item *i* it queries and caches a number of items around index *i* because it is very probable that these items will be needed right after.

#### IEnumerable<T>

As in case of IList<T> we use WPF ListView to visualize contents of IEnumerable<T> collections in the debuggee. The difference lies in the data virtualization. We designed two solutions – the first later replaced by the second. Let’s describe and compare them, and offer yet some alternatives.

##### The first solution

As said, the ItemsControl’s ItemSource property distinguishes between IList and IEnumerable: whereas in case of IList it uses its indexer to query individual items, in case of IEnumerable it always enumerates all the items. Wrapping the IEnumerable in our special IEnumerable and relying on the ItemsControl to query next items as needed is therefore not an option. We will have to do more work.

Our solution is to subclass ListView and implement the “lazy” functionality we need there. The subclass is called LazyListView. LazyListView watches when its scroll position reaches the bottom margin and queries more subsequent items from the data source and adds them to its ItemsSource collection.
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In the beginning only a number of items (given by LazyListView.InitialCount) is loaded from the data source. Then as the user scrolls to the end of the view more items are added to the end of the collection (so the scrollbar gets shorter). As the user continues pulling the scrollbar, more and more items are being added.

##### Alternative to the first solution

This was actually an idea of David Srbecký. In the previous diagram the logic of adding additional items when needed is implemented in the LazyListView class. We could also implement this in the VirtualizingIEnumerable in the following way:

VirtualizingIEnumerable is an ObservableCollection. Its Count initially returns some fixed number (analogy to InitialCount of LazyListView). Its indexer ensures that at least *i* items are loaded from the data source and returns the *i*-th item. When item at index near the value of Count is requested (that means the ListView wants to render an item near end of the collection), Count is incremented and PropertyChanged(“Count”) event is raised. The ListView therefore updates its scrollbar.

This solution is a little more complicated than the first one.

##### The second solution

The second solution is quite different from the first one. Instead of keeping a reference to an IEnumerator in the debuggee and querying subsequent items on demand, we enumerate all the collection at once, directly in the debuggee:

Say we have a reference to an IEnumerable<Foo> variable in the debugee, *v* be the name of the variable in the debuggee. We construct the following expression: “new List<Foo>(v)” and evaluate it. This allocates a List in the debuggee and runs its constructor. The constructor enumerates the IEnumerable and stores its items. The result of the evaluation is the reference to the new List. Finally, we visualize this reference exactly the same way as we visualize ILists (described in the previous section).

Note that in most cases enumerating whole collection in the debuggee is almost instant (or takes up to five seconds, then evaluation timeouts). What determines the speed of the visualizer almost completely is the expensiveness of the debugger API. Therefore it rarely makes a difference to enumerate whole collection in the debuggee and fetch first *n* items or fetch first *n* items from an IEnumerable in the debugee.

##### Comparison of the solutions

The first solution and its alternative are essentially the same and differ only in the way of determining when the user has scrolled to the end of the collection. We will therefore compare the first and the second solution.

As we said, the performance difference is in most cases negligible, unless each GetNext() call of the enumerator is quite expensive. In such cases the first solution wins.

The first solution can, unlike the second, visualize “infinite” collections. By infinite we mean IEnumerables such as:

IEnumerable MakeInfiniteCollection()

{

int i = 0;

while(true) {

yield return i++;

}

}

The first solution will allow the user to scroll “infinitely” (until memory runs out) and more importantly it will display the first few items of the infinite collection. The second solution will try to enumerate the whole collection in the debugee and therefore always timeout / run out of memory and display error message.

On the other hand the second solution lets the user immediately see how many items there are in the collection and scrolling is much smoother as many items can be skipped when scrolling fast.

The first solution has some quite significant disadvantage though: We wanted to implement a feature to be able expand each individual item of the collection as a debugger tooltip:

screenshot

This is very useful as the collection visualizer only shows stringified values of item properties and often the item is a composite object and we would like to explore it more deeply. Now, if we look at the first solution – it obtains items (Values) from an enumerator but these Values have no Expression. They are simply Values in the debuggee but there is not a way to describe a “path” (e.g. in C#) to obtain each Value. That means to be able to expand each Value we have to keep a PermanentReference to it. But this means we will be holding a lot of PermanentReferences (adding up as the scrolls through a long collection) and as we know this is discouraged by MS documentation of the ICorDebug API.

On the other hand if we are working with an IList each item has a clear expression – e.g. “list[5]”. Therefore we do not need to keep any PermanentReferences and when used expands item at index *i* we evaluate “list[i]” again and display a debugger tooltip for obtained value.

(Note that our list actually has no name such as “list” because we allocated it dynamically by evaluating expression “new List<Foo>(identifier)”. Indeed, the expression “new List<Foo>( identifier)[i]” is what we will be evaluating and it will work without reallocating the list each time because of caching in the ExpressionEvaluator: “new List<Foo>(identifier)” is cached as a PermanentReference and each evaluation of any expression that contains this expression will use the cached value.)

###### Bypassing expression cache

Expression caching is useful but we have to be careful with it. If we simply evaluated expressions like “new List<Foo>(identifier)[i].Property”, the “new List<Foo>(identifier)[i]” would be cached as a PermanentReference, so there would be one permanent reference per collection item. Therefore, we have to evaluate the properties after the indexer using the lower-level Debugger.Value layer (Value.AppendProperty().GetValue()), to avoid expression caching.

###### Summary

To sum up, what is important about the second solution is that we have a store for the items in the debuggee (the List) providing named access to any individual item of the collection. In the first solution we had to keep PermanentReference to each item to be able to access it again to expand it.

Visual Studio 2008 probably uses something similar to our second solution. This can be tested by trying to expand a debugger tooltip for an infinite IEnumerable. Instead of displaying the first few items a timeout error is displayed after the debuggee is given a few seconds to enumerate the collection.

##### Third solution

In theory it would be possible to combine the two solutions – have lazy access from the first solution and a store items in the debuggee providing named access to each item. What we would have to do would be to evaluate “list.Add(value)” after obtaining each value from the enumerator. This way the list would grow as the user would scroll and any item could be reobtained and expanded by querying “list[i]”.

The “list” wouldn’t be a variable in the debuggee as we can’t define named variables, but it could be a Value on which we would invoke Add method and Indexer. We just wouldn’t use the Debugger.Expression layer, but the lower Debugger.Value layer directly.

##### Conclusion – we chose the second solution

The third solution would still suffer from the slow scrolling and unability to see the total count of items in the IEnumerable collection. We feel that not being able to visualize infinite collections is not such a big disadvantage of the second solution.

That is why we chose the second solution. We enumerate IEnumerables directly in the debuggee and visualize all collections using a single implementation working with IList.

##### Note on garbage collection

Note that all the described difficulties are caused only by the fact that the Garbage collector can move instances in memory when compacting the heap. If the address of each instance stayed always fixed we would just enumerate the items, remember memory address for each of them and then accessed any item by its address. In garbage collected environment, PermanentReference brings us the same comfort with the exception that we should keep the number of PermanentReferences reasonably row (in order of hundreds) according to documentation.

### Expanding items in the grid

Because the properties of each collection item can be complex objects themselves, we implemented a way to explore their contents as well.
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Each collection item has an expand button which opens a standard debugger tooltip for the item.

We implemented the expanding in the following way: Each item is represented by an ObjectValue which holds its index. To expand the tooltip, we simply pass an expression representing the item (like “list[12]”) to a debugger tooltip and open it at a right position.

### Generic vs. non-generic collections

There is an important question when designing the collection visualizer – when given a collection, what should be the columns of the grid? We already discussed this in the Analysis section. We decided that the grid columns represent the properties of the single generic parameter of the collection. That means when we get IEnumerable<Person> we make one column for each public property of the class Person and its base classes.

When the collection contains subclasses of the generic parameter type, their properties are not shown. Showing properties of subclasses would mean leaving the cells empty for some rows, since they would miss the properties, and adding columns dynamically on scrolling. We are not doing this.

Mockup of how it would look (in Excel)

Using the generic parameter also means that we do not support non-generic collections.

Building the columns is implemented in GridVisualizerWindow.

### Lazy loading columns (object properties)

In the collection visualizer, we are evaluating rows on-demand, as the user scrolls down (this was described in the section Lazy loading items when scrolling link). But we are also loading the individual cells lazily - the user can select which columns to show and which to hide. When a column is hidden, it is not being evaluated. When the user decides to show the column later, the values in the column are only evaluated for the few items which are currently in view. In other words, the visualizer is as lazy as it can be.

The implementation exploits the way the WPF ListView evaluates databinding expressions. We bind ObjectValue[propertyName] to each column, and when a column is hidden, we remove it, so the ListView stops evaluating it. When we add the column back, the ListView only asks for the values which are currently in view. The laziness is implemented in ObjectValue and the databinding can be seen in where.

### The result

Screenshot of collection visualizer

The screenshot shows the current version of the collection visualizer. Each row represents one item, each column represents one property. This is very similar to how relational data are typically presented. Indeed, collection visualizer can also be used to display collection of objects loaded from a database. In such case the user sees the data in the same way they are used to.

Show also IQueryable, ObservableCollection, IParallelEnumerable.

## Debugger tooltips

Unlike with the two previous visualizers, the data model for the tooltips was already there in SharpDevelop. It didn’t support large collections so we had to add this to the data model.

The main part of work on the debugger tooltips was to implement the user interface and integrate it in into SharpDevelop’s code editor. We wanted the tooltips to work for C# and VB.

### The result

# Conclusion and future work

Great idea – collection visualizer is not needed – we can integrate it into tooltips. When a collection is expanded in the tooltip, clicking a small arrow adds columns.

In tooltip button to include properties from all base classes, so that user does not have to search. Or add type-to-search feature.

Draw a forest – all the local variables for example, with markers to show which node is which variable.

# User documentation