CCUS Simulator Textbook

# Chapter 1 — Imports & Dataclass

## Code: Imports

# === CCUS GUI: Default scenario + Agent-based, with cost & energy, ppm, and live plotting ===

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

from dataclasses import dataclass

from ipywidgets import (

### Explanation

This block loads all external libraries used by the notebook. NumPy (`np`) provides fast numerical arrays; Pandas (`pd`) provides tables (DataFrames); Matplotlib (`plt`) draws charts; ipywidgets provides sliders and dropdowns for the UI. The `dataclass` decorator lets us define a compact class of parameters without writing boilerplate constructors.

## Code: CostEnergyKnobs

# ---------- helpers & data "cards" ----------

@dataclass

class CostEnergyKnobs:

ccus\_cost\_usd\_per\_t0: float = 120.0 # starting $/t captured (tech-only)

ccus\_learning\_rate\_pct: float = 5.0 # cost ↓ %/yr

ccus\_energy\_kWh\_per\_t0: float = 300.0 # kWh per t captured (start)

ccus\_energy\_improve\_pct: float = 2.0 # energy ↓ %/yr

power\_price\_usd\_per\_kwh: float = 0.07 # $/kWh

grid\_kgCO2\_per\_kwh: float = 0.40 # kg CO2 / kWh

### Explanation

`CostEnergyKnobs` stores all CCUS cost/energy assumptions (cost per ton, learning rate, energy per ton, grid intensity, etc.). Each field has a type hint and a default value so you can create an instance and override any field by name. This object is passed to simulators, keeping all assumptions consistent.
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## Chapter 1 — Quiz

Q1. What does `as np` mean in `import numpy as np`?  
Q2. Why use a `@dataclass` for the parameter knobs?

* It’s just an easier way to create an object and its parameters

Q3. What’s the difference between a list and a NumPy array?

* Basically good practice for vectorized maths

# Chapter 2 — Helper Functions

## Code: \_ppm\_from\_net\_series()

def \_ppm\_from\_net\_series(net\_mt\_series, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2):

ppm\_vals, ppm\_now = [], float(starting\_ppm)

for net\_mt in np.asarray(net\_mt\_series, dtype=float):

add\_ppm = (net\_mt / 1000.0) \* ppm\_per\_GtCO2

excess = ppm\_now - preindustrial\_ppm

sink = k\_sink \* excess

ppm\_now = ppm\_now + add\_ppm - sink

ppm\_vals.append(ppm\_now)

return np.array(ppm\_vals, dtype=float)

### Explanation

This function converts a series of yearly net CO₂ emissions (in MtCO₂) into atmospheric CO₂ concentrations (ppm) using a simple linear-sink model.  
  
---  
  
Line by line:  
  
**def \_ppm\_from\_net\_series(...):**  
- `def` defines a function. `\_ppm\_from\_net\_series` is its name (underscore means "helper").  
- The parameters are inputs: net emissions, starting ppm, preindustrial baseline, sink rate, and conversion factor.  
  
**ppm\_vals, ppm\_now = [], float(starting\_ppm)**  
- Tuple assignment: creates an empty list (to store yearly ppm values) and initializes current ppm from the starting value.  
  
**for net\_mt in np.asarray(net\_mt\_series, dtype=float):**  
- A for-loop: converts the input series into a NumPy array of floats and iterates year by year. `net\_mt` is the emissions that year (MtCO₂).  
  
**add\_ppm = (net\_mt / 1000.0) \* ppm\_per\_GtCO2**  
- Converts Mt to Gt by dividing by 1000, then multiplies by ppm\_per\_GtCO₂ to get the ppm increment.  
  
**excess = ppm\_now - preindustrial\_ppm**  
- Difference between current ppm and the preindustrial baseline.  
  
**sink = k\_sink \* excess**  
- Natural sink removes a fraction of that excess each year.  
  
**ppm\_now = ppm\_now + add\_ppm - sink**  
- Euler update: new ppm = old + emissions increment - sink removal.  
  
**ppm\_vals.append(ppm\_now)**  
- Appends the new ppm to the results list.  
  
**return np.array(ppm\_vals, dtype=float)**  
- Returns the ppm values as a NumPy array for later plotting or math.  
  
---  
  
Worked Example:  
- starting\_ppm = 420, preindustrial\_ppm = 280, k\_sink = 0.012, ppm\_per\_GtCO₂ = 0.1282  
- net\_mt\_series = [35000]  
- Convert: 35000 Mt = 35 Gt → add\_ppm ≈ 4.49 ppm  
- excess = 140 ppm → sink = 1.68 ppm  
- new ppm = 420 + 4.49 − 1.68 ≈ 422.81  
  
---  
  
Pitfalls:  
1. Units: net\_mt\_series is in Mt, not Gt.  
2. k\_sink too large → ppm falls unrealistically.  
3. If starting\_ppm < preindustrial, sink becomes negative (source).  
4. Return length: one ppm per year, no extra starting point.

#### Worked example

If net emissions are [30, 25, 20] Mt and 1 ppm ≈ 7.8 GtCO₂, then each 1 Mt raises ppm by ~0.000128. Starting at 420 ppm with preindustrial 280 ppm and a 1% sink of the excess, ppm declines modestly each year unless emissions are large.

## Code: \_cost\_energy\_from\_captured()

def \_cost\_energy\_from\_captured(captured\_mt, knobs: CostEnergyKnobs,

cost0, learn\_pct, kwh0, improve\_pct, power\_price, grid\_kg\_per\_kwh):

cap = np.asarray(captured\_mt, dtype=float)

n = len(cap)

cost\_per\_t = cost0 \* (1.0 - learn\_pct/100.0) \*\* np.arange(n)

kwh\_per\_t = kwh0 \* (1.0 - improve\_pct/100.0) \*\* np.arange(n)

tech\_cost\_usd\_b = cap \* cost\_per\_t / 1e6

energy\_twh = cap \* kwh\_per\_t / 1000.0

energy\_bill\_usd\_b = (cap \* kwh\_per\_t \* power\_price) / 1e9

energy\_emis\_mt = cap \* kwh\_per\_t \* grid\_kg\_per\_kwh / 1000.0

return (cost\_per\_t, kwh\_per\_t, tech\_cost\_usd\_b, energy\_twh, energy\_bill\_usd\_b, energy\_emis\_mt)

# ---------- simulators ----------

def simulate\_default\_with\_cost\_energy(start\_year, end\_year,

gross\_start\_mt, gross\_decline\_rate\_pct,

ccus\_start\_mt, ccus\_growth\_rate\_pct,

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

knobs: CostEnergyKnobs) -> pd.DataFrame:

years = list(range(int(start\_year), int(end\_year)+1))

g = float(gross\_start\_mt)

c = float(ccus\_start\_mt)

decline = 1.0 - float(gross\_decline\_rate\_pct)/100.0

growth = 1.0 + float(ccus\_growth\_rate\_pct)/100.0

gross, captured = [], []

for i, \_ in enumerate(years):

if i > 0:

g \*= decline

c \*= growth

gross.append(g)

captured.append(c)

gross = np.array(gross, dtype=float)

captured = np.array(captured, dtype=float)

net = gross - captured

ppm\_vals = \_ppm\_from\_net\_series(net, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2)

(cost\_per\_t, kwh\_per\_t, tech\_cost\_b,

energy\_twh, energy\_bill\_b, energy\_emis\_mt) = \_cost\_energy\_from\_captured(

captured, knobs,

knobs.ccus\_cost\_usd\_per\_t0, knobs.ccus\_learning\_rate\_pct,

knobs.ccus\_energy\_kWh\_per\_t0, knobs.ccus\_energy\_improve\_pct,

knobs.power\_price\_usd\_per\_kwh, knobs.grid\_kgCO2\_per\_kwh

)

df = pd.DataFrame({

"Year": years,

"Gross\_Mt": gross,

"Captured\_Mt": captured,

"Net\_Mt": net,

"Atmospheric\_CO2\_ppm": ppm\_vals,

"CCUS\_Cost\_USD\_per\_t": cost\_per\_t,

"CCUS\_Energy\_kWh\_per\_t": kwh\_per\_t,’

"CCUS\_Tech\_Cost\_USD\_B": tech\_cost\_b,

"CCUS\_Energy\_TWh": energy\_twh,

"CCUS\_Energy\_Bill\_USD\_B": energy\_bill\_b,

"Energy\_Emissions\_Mt": energy\_emis\_mt,

})

df["Effective\_Net\_Mt"] = df["Net\_Mt"] + df["Energy\_Emissions\_Mt"]

df["CCUS\_Total\_Spend\_USD\_B"] = df["CCUS\_Tech\_Cost\_USD\_B"] + df["CCUS\_Energy\_Bill\_USD\_B"]

return df

ABM\_SECTORS = ["Power","Industry","Transport","Buildings","Other"]

def simulate\_abm\_with\_cost\_energy(start\_year, end\_year,

sector\_gross\_start\_mt: dict, sector\_decline\_pct: dict,

ccus\_start\_mt, ccus\_growth\_rate\_pct,

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

knobs: CostEnergyKnobs) -> pd.DataFrame:

years = list(range(int(start\_year), int(end\_year)+1))

current = {s: float(sector\_gross\_start\_mt[s]) for s in ABM\_SECTORS}

declines = {s: 1.0 - float(sector\_decline\_pct[s])/100.0 for s in ABM\_SECTORS}

c = float(ccus\_start\_mt)

growth = 1.0 + float(ccus\_growth\_rate\_pct)/100.0

gross\_list, captured\_list, net\_list = [], [], []

for i, \_ in enumerate(years):

if i > 0:

for s in ABM\_SECTORS:

current[s] \*= declines[s]

c \*= growth

g\_total = sum(current.values())

gross\_list.append(g\_total)

captured\_list.append(c)

net\_list.append(g\_total - c)

gross = np.array(gross\_list, dtype=float)

captured = np.array(captured\_list, dtype=float)

net = np.array(net\_list, dtype=float)

ppm\_vals = \_ppm\_from\_net\_series(net, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2)

(cost\_per\_t, kwh\_per\_t, tech\_cost\_b,

energy\_twh, energy\_bill\_b, energy\_emis\_mt) = \_cost\_energy\_from\_captured(

captured, knobs,

knobs.ccus\_cost\_usd\_per\_t0, knobs.ccus\_learning\_rate\_pct,

knobs.ccus\_energy\_kWh\_per\_t0, knobs.ccus\_energy\_improve\_pct,

knobs.power\_price\_usd\_per\_kwh, knobs.grid\_kgCO2\_per\_kwh

)

df = pd.DataFrame({

"Year": years,

"Gross\_Mt": gross,

"Captured\_Mt": captured,

"Net\_Mt": net,

"Atmospheric\_CO2\_ppm": ppm\_vals,

"CCUS\_Cost\_USD\_per\_t": cost\_per\_t,

"CCUS\_Energy\_kWh\_per\_t": kwh\_per\_t,

"CCUS\_Tech\_Cost\_USD\_B": tech\_cost\_b,

"CCUS\_Energy\_TWh": energy\_twh,

"CCUS\_Energy\_Bill\_USD\_B": energy\_bill\_b,

"Energy\_Emissions\_Mt": energy\_emis\_mt,

})

df["Effective\_Net\_Mt"] = df["Net\_Mt"] + df["Energy\_Emissions\_Mt"]

df["CCUS\_Total\_Spend\_USD\_B"] = df["CCUS\_Tech\_Cost\_USD\_B"] + df["CCUS\_Energy\_Bill\_USD\_B"]

return df

# ---------- widgets ----------

mode\_dd = Dropdown(options=["Default scenario (live)", "Agent-based (live)"],

value="Default scenario (live)")

start\_year = IntSlider(min=2020, max=2030, step=1, value=2025)

end\_year = IntSlider(min=2030, max=2060, step=1, value=2050)

gross\_start\_mt = IntSlider(min=10000, max=60000, step=500, value=35000)

gross\_decline\_rate\_pct = FloatSlider(min=0.0, max=5.0, step=0.1, value=0.7)

ccus\_start\_mt = IntSlider(min=0, max=500, step=5, value=40)

ccus\_growth\_rate\_pct = FloatSlider(min=0.0, max=50.0, step=0.5, value=15.0)

sector\_start = {s: IntSlider(min=0, max=30000, step=250, value=v) for s, v in

zip(ABM\_SECTORS, [12000, 9000, 7000, 5000, 2000])}

sector\_decl = {s: FloatSlider(min=0.0, max=10.0, step=0.1, value=v) for s, v in

zip(ABM\_SECTORS, [2.5, 1.5, 1.0, 1.8, 0.5])}

starting\_ppm = FloatSlider(min=350, max=500, step=1, value=420)

preindustrial\_ppm = FloatSlider(min=250, max=300, step=0.5, value=280)

k\_sink = FloatSlider(min=0.0, max=0.05, step=0.001, value=0.012)

ppm\_per\_GtCO2 = FloatSlider(min=0.08, max=0.20, step=0.001, value=1.0/7.8)

ccus\_cost\_usd\_per\_t0 = FloatSlider(min=20, max=600, step=5, value=120)

ccus\_learning\_rate\_pct = FloatSlider(min=0, max=30, step=0.5, value=5.0)

ccus\_energy\_kwh\_per\_t0 = FloatSlider(min=50, max=1200, step=10, value=300)

ccus\_energy\_improve\_pct= FloatSlider(min=0, max=20, step=0.5, value=2.0)

power\_price\_usd\_per\_kwh= FloatSlider(min=0.02,max=0.3, step=0.005,value=0.07)

grid\_kgCO2\_per\_kwh = FloatSlider(min=0.0, max=0.9, step=0.01, value=0.40)

### Explanation

Maps the captured series (MtCO₂) into technology cost, energy demand, and energy-related emissions. Cost = captured × cost\_per\_ton; Energy = captured × energy\_per\_ton; Energy emissions = Energy × grid\_intensity.

#### Worked example

If captured = 10 Mt and cost\_per\_ton = $120/t, total tech cost = 10×10⁶×120 = $1.2B. If energy\_per\_ton = 0.5 MWh/t and grid\_intensity = 0.4 t/MWh, energy-related emissions = 10×10⁶×0.5×0.4 = 2 Mt.

![](data:image/png;base64,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)

## Chapter 2 — Quiz

Q1. Why do we subtract a fraction of the excess ppm each year?  
Q2. How do you convert Mt to t when computing total cost?  
Q3. What happens to energy-related emissions if grid\_kgCO2\_per\_kwh is reduced?

# Chapter 3a — Default Simulator

## Full Code

def simulate\_default\_with\_cost\_energy(start\_year, end\_year,

gross\_start\_mt, gross\_decline\_rate\_pct,

ccus\_start\_mt, ccus\_growth\_rate\_pct,

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

knobs: CostEnergyKnobs) -> pd.DataFrame:

years = list(range(int(start\_year), int(end\_year)+1))

g = float(gross\_start\_mt)

c = float(ccus\_start\_mt)

decline = 1.0 - float(gross\_decline\_rate\_pct)/100.0

growth = 1.0 + float(ccus\_growth\_rate\_pct)/100.0

gross, captured = [], []

for i, \_ in enumerate(years):

if i > 0:

g \*= decline

c \*= growth

gross.append(g)

captured.append(c)

gross = np.array(gross, dtype=float)

captured = np.array(captured, dtype=float)

net = gross - captured

ppm\_vals = \_ppm\_from\_net\_series(net, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2)

(cost\_per\_t, kwh\_per\_t, tech\_cost\_b,

energy\_twh, energy\_bill\_b, energy\_emis\_mt) = \_cost\_energy\_from\_captured(

captured, knobs,

knobs.ccus\_cost\_usd\_per\_t0, knobs.ccus\_learning\_rate\_pct,

knobs.ccus\_energy\_kWh\_per\_t0, knobs.ccus\_energy\_improve\_pct,

knobs.power\_price\_usd\_per\_kwh, knobs.grid\_kgCO2\_per\_kwh

)

df = pd.DataFrame({

"Year": years,

"Gross\_Mt": gross,

"Captured\_Mt": captured,

"Net\_Mt": net,

"Atmospheric\_CO2\_ppm": ppm\_vals,

"CCUS\_Cost\_USD\_per\_t": cost\_per\_t,

"CCUS\_Energy\_kWh\_per\_t": kwh\_per\_t,’

"CCUS\_Tech\_Cost\_USD\_B": tech\_cost\_b,

"CCUS\_Energy\_TWh": energy\_twh,

"CCUS\_Energy\_Bill\_USD\_B": energy\_bill\_b,

"Energy\_Emissions\_Mt": energy\_emis\_mt,

})

df["Effective\_Net\_Mt"] = df["Net\_Mt"] + df["Energy\_Emissions\_Mt"]

df["CCUS\_Total\_Spend\_USD\_B"] = df["CCUS\_Tech\_Cost\_USD\_B"] + df["CCUS\_Energy\_Bill\_USD\_B"]

return df

## Overarching explanation

Represents the world as a single emissions system. Each year, gross emissions shrink by a decline multiplier (e.g., 0.98 for −2%/yr) and CCUS capture grows by a growth multiplier (e.g., 1.20 for +20%/yr). Capture is capped at gross. Net = gross − capture. Net is converted to ppm; capture maps to cost and energy.

## Narrative walkthrough

The function builds a list of years, initializes `g` and `c` with starting values, and computes `decline` and `growth` multipliers from percentages. It loops over the years using `enumerate(years)`. On the first iteration (`i == 0`) it preserves the starting values. From the second iteration onward (`i > 0`), `g` is multiplied by `decline` and `c` by `growth`, compounding both series. It stores yearly gross and captured in lists, converts them to NumPy arrays, computes `net = gross - captured`, then calls helpers for ppm and costs.

## Worked numeric example

With gross\_start=30 Mt, decline=0.98, ccus\_start=2 Mt, growth=1.5 over 2025–2027: 2025 gross=30, capture=2 → net=28; 2026 gross=29.4, capture=3 → net=26.4; 2027 gross≈28.812, capture=4.5 → net≈24.312.
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## Chapter 3a — Quiz

Q1. Why does the code use `if i > 0` before applying decline/growth?  
Q2. What does 0.98 represent when applied each year to gross?  
Q3. Why must capture be capped at gross?

# Chapter 3b — ABM (Agent‑Based) Simulator

## Full Code

ABM\_SECTORS = ["Power","Industry","Transport","Buildings","Other"]

def simulate\_abm\_with\_cost\_energy(start\_year, end\_year,

sector\_gross\_start\_mt: dict, sector\_decline\_pct: dict,

ccus\_start\_mt, ccus\_growth\_rate\_pct,

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

knobs: CostEnergyKnobs) -> pd.DataFrame:

years = list(range(int(start\_year), int(end\_year)+1))

current = {s: float(sector\_gross\_start\_mt[s]) for s in ABM\_SECTORS}

declines = {s: 1.0 - float(sector\_decline\_pct[s])/100.0 for s in ABM\_SECTORS}

c = float(ccus\_start\_mt)

growth = 1.0 + float(ccus\_growth\_rate\_pct)/100.0

gross\_list, captured\_list, net\_list = [], [], []

for i, \_ in enumerate(years):

if i > 0:

for s in ABM\_SECTORS:

current[s] \*= declines[s]

c \*= growth

g\_total = sum(current.values())

gross\_list.append(g\_total)

captured\_list.append(c)

net\_list.append(g\_total - c)

gross = np.array(gross\_list, dtype=float)

captured = np.array(captured\_list, dtype=float)

net = np.array(net\_list, dtype=float)

ppm\_vals = \_ppm\_from\_net\_series(net, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2)

(cost\_per\_t, kwh\_per\_t, tech\_cost\_b,

energy\_twh, energy\_bill\_b, energy\_emis\_mt) = \_cost\_energy\_from\_captured(

captured, knobs,

knobs.ccus\_cost\_usd\_per\_t0, knobs.ccus\_learning\_rate\_pct,

knobs.ccus\_energy\_kWh\_per\_t0, knobs.ccus\_energy\_improve\_pct,

knobs.power\_price\_usd\_per\_kwh, knobs.grid\_kgCO2\_per\_kwh

)

df = pd.DataFrame({

"Year": years,

"Gross\_Mt": gross,

"Captured\_Mt": captured,

"Net\_Mt": net,

"Atmospheric\_CO2\_ppm": ppm\_vals,

"CCUS\_Cost\_USD\_per\_t": cost\_per\_t,

"CCUS\_Energy\_kWh\_per\_t": kwh\_per\_t,

"CCUS\_Tech\_Cost\_USD\_B": tech\_cost\_b,

"CCUS\_Energy\_TWh": energy\_twh,

"CCUS\_Energy\_Bill\_USD\_B": energy\_bill\_b,

"Energy\_Emissions\_Mt": energy\_emis\_mt,

})

df["Effective\_Net\_Mt"] = df["Net\_Mt"] + df["Energy\_Emissions\_Mt"]

df["CCUS\_Total\_Spend\_USD\_B"] = df["CCUS\_Tech\_Cost\_USD\_B"] + df["CCUS\_Energy\_Bill\_USD\_B"]

return df

## Overarching explanation

Splits emissions into sectors (Power, Industry, Transport, Buildings, Other). Each sector declines at its own rate. Each year, sector emissions compound down, are summed to total gross, capture grows, cap is applied, net is computed, then ppm and costs are derived.

## Narrative walkthrough

The function creates dictionaries `current` (sector → current gross) and `declines` (sector → multiplier). In each year after the first, it multiplies each `current[s]` by `declines[s]` and scales `c` by `growth`. It sums `current.values()` to get `g\_total`, appends gross/captured/net to lists, and after the loop converts lists to arrays. Helpers compute ppm and costs before assembling a DataFrame.

## Worked numeric example

With Power=10 (0.95), Industry=20 (0.90), ccus\_start=2 (1.5 growth) over 2025–2027: 2025 gross=30, capture=2 → net=28; 2026 gross=27.5, capture=3 → net=24.5; 2027 gross≈25.225, capture=4.5 → net≈20.725.
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## Chapter 3b — Quiz

Q1. What does `current[s] \*= declines[s]` do conceptually?  
Q2. If a sector declines 10%/yr, what is the yearly multiplier?  
Q3. Why is capture compared to the sum of sectors (total gross), not to a single sector?

# Chapter 4 — Widgets & UI

## Full Code

# ---------- widgets ----------

mode\_dd = Dropdown(options=["Default scenario (live)", "Agent-based (live)"],

value="Default scenario (live)")

start\_year = IntSlider(min=2020, max=2030, step=1, value=2025)

end\_year = IntSlider(min=2030, max=2060, step=1, value=2050)

gross\_start\_mt = IntSlider(min=10000, max=60000, step=500, value=35000)

gross\_decline\_rate\_pct = FloatSlider(min=0.0, max=5.0, step=0.1, value=0.7)

ccus\_start\_mt = IntSlider(min=0, max=500, step=5, value=40)

ccus\_growth\_rate\_pct = FloatSlider(min=0.0, max=50.0, step=0.5, value=15.0)

sector\_start = {s: IntSlider(min=0, max=30000, step=250, value=v) for s, v in

zip(ABM\_SECTORS, [12000, 9000, 7000, 5000, 2000])}

sector\_decl = {s: FloatSlider(min=0.0, max=10.0, step=0.1, value=v) for s, v in

zip(ABM\_SECTORS, [2.5, 1.5, 1.0, 1.8, 0.5])}

starting\_ppm = FloatSlider(min=350, max=500, step=1, value=420)

preindustrial\_ppm = FloatSlider(min=250, max=300, step=0.5, value=280)

k\_sink = FloatSlider(min=0.0, max=0.05, step=0.001, value=0.012)

ppm\_per\_GtCO2 = FloatSlider(min=0.08, max=0.20, step=0.001, value=1.0/7.8)

ccus\_cost\_usd\_per\_t0 = FloatSlider(min=20, max=600, step=5, value=120)

ccus\_learning\_rate\_pct = FloatSlider(min=0, max=30, step=0.5, value=5.0)

ccus\_energy\_kwh\_per\_t0 = FloatSlider(min=50, max=1200, step=10, value=300)

ccus\_energy\_improve\_pct= FloatSlider(min=0, max=20, step=0.5, value=2.0)

power\_price\_usd\_per\_kwh= FloatSlider(min=0.02,max=0.3, step=0.005,value=0.07)

grid\_kgCO2\_per\_kwh = FloatSlider(min=0.0, max=0.9, step=0.01, value=0.40)

def \_grid\_rows(rows):

children = []

for label, widget in rows:

children += [Label(label), widget]

return GridBox(children=children,

layout=Layout(grid\_template\_columns="220px 520px", grid\_gap="6px 12px", width="800px"))

grid\_mode = \_grid\_rows([("Mode:", mode\_dd)])

grid\_default = \_grid\_rows([

("Start year:", start\_year), ("End year:", end\_year),

("Gross start (Mt):", gross\_start\_mt),

("Gross decline %/yr:", gross\_decline\_rate\_pct),

("CCUS start (Mt):", ccus\_start\_mt),

("CCUS growth %/yr:", ccus\_growth\_rate\_pct),

])

grid\_abm = \_grid\_rows(

[("Start year:", start\_year), ("End year:", end\_year)] +

[(f"{s} start (Mt):", sector\_start[s]) for s in ABM\_SECTORS] +

[(f"{s} decline %/yr:", sector\_decl[s]) for s in ABM\_SECTORS] +

[("CCUS start (Mt):", ccus\_start\_mt), ("CCUS growth %/yr:", ccus\_growth\_rate\_pct)]

)

grid\_ppm = \_grid\_rows([

("Start ppm:", starting\_ppm),

("Preindustrial ppm:", preindustrial\_ppm),

("Sink rate /yr:", k\_sink),

("ppm per GtCO₂:", ppm\_per\_GtCO2),

])

grid\_cost = \_grid\_rows([

("CCUS $/t (start):", ccus\_cost\_usd\_per\_t0),

("Learning %/yr:", ccus\_learning\_rate\_pct),

("Energy kWh/t (start):", ccus\_energy\_kwh\_per\_t0),

("Energy improve %/yr:", ccus\_energy\_improve\_pct),

("Power price $/kWh:", power\_price\_usd\_per\_kwh),

("Grid kgCO₂/kWh:", grid\_kgCO2\_per\_kwh),

])

def \_toggle\_grids(\*\_):

if mode\_dd.value == "Default scenario (live)":

grid\_default.layout.display = ""

grid\_abm.layout.display = "none"

else:

grid\_default.layout.display = "none"

grid\_abm.layout.display = ""

mode\_dd.observe(\_toggle\_grids, names="value")

\_toggle\_grids()

def \_read\_sector\_widgets():

sector\_gross = {s: float(sector\_start[s].value) for s in ABM\_SECTORS}

sector\_declp = {s: float(sector\_decl[s].value) for s in ABM\_SECTORS}

return sector\_gross, sector\_declp

def \_ui(mode,

gross\_start\_mt, gross\_decline\_rate\_pct,

ccus\_start\_mt, ccus\_growth\_rate\_pct,

start\_year, end\_year,

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

ccus\_cost\_usd\_per\_t0, ccus\_learning\_rate\_pct,

ccus\_energy\_kwh\_per\_t0, ccus\_energy\_improve\_pct,

power\_price\_usd\_per\_kwh, grid\_kgCO2\_per\_kwh):

knobs = CostEnergyKnobs(

ccus\_cost\_usd\_per\_t0=float(ccus\_cost\_usd\_per\_t0),

ccus\_learning\_rate\_pct=float(ccus\_learning\_rate\_pct),

ccus\_energy\_kWh\_per\_t0=float(ccus\_energy\_kwh\_per\_t0),

ccus\_energy\_improve\_pct=float(ccus\_energy\_improve\_pct),

power\_price\_usd\_per\_kwh=float(power\_price\_usd\_per\_kwh),

grid\_kgCO2\_per\_kwh=float(grid\_kgCO2\_per\_kwh),

)

if mode == "Default scenario (live)":

df = simulate\_default\_with\_cost\_energy(

start\_year, end\_year,

gross\_start\_mt, gross\_decline\_rate\_pct,

ccus\_start\_mt, ccus\_growth\_rate\_pct,

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

knobs

)

used = "default scenario (live)"

else:

sector\_gross, sector\_declp = \_read\_sector\_widgets()

df = simulate\_abm\_with\_cost\_energy(

start\_year, end\_year,

sector\_gross, sector\_declp,

ccus\_start\_mt, ccus\_growth\_rate\_pct,

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

knobs

)

used = "agent-based (live)"

# plot

plt.figure(figsize=(9,5))

ax1 = plt.gca()

ax2 = ax1.twinx()

ax1.plot(df["Year"], df["Gross\_Mt"], label="Gross (Mt)")

ax1.plot(df["Year"], df["Captured\_Mt"], label="Captured (Mt)")

ax1.plot(df["Year"], df["Net\_Mt"], label="Net (Mt)")

ax1.plot(df["Year"], df["Effective\_Net\_Mt"], label="Effective Net (Mt)", linestyle="--")

ax1.set\_xlabel("Year"); ax1.set\_ylabel("Emissions (Mt/yr)"); ax1.grid(True)

ax2.plot(df["Year"], df["Atmospheric\_CO2\_ppm"], label="CO₂ (ppm)")

ax2.set\_ylabel("CO₂ (ppm)")

l1, lab1 = ax1.get\_legend\_handles\_labels()

l2, lab2 = ax2.get\_legend\_handles\_labels()

ax1.legend(l1 + l2, lab1 + lab2, loc="upper right") # combine legends

plt.title(f"Emissions, Effective Net & CO₂ (ppm) — {used}")

plt.show()

last = df.iloc[-1]

print(

f"Final {int(last['Year'])}: "

f"Captured={last['Captured\_Mt']:,.0f} Mt | "

f"CCUS $/t={last['CCUS\_Cost\_USD\_per\_t']:,.0f} | "

f"Tech cost=${last['CCUS\_Tech\_Cost\_USD\_B']:,.2f} B | "

f"Energy={last['CCUS\_Energy\_TWh']:,.1f} TWh | "

f"Energy bill=${last['CCUS\_Energy\_Bill\_USD\_B']:,.2f} B | "

f"Energy emis={last['Energy\_Emissions\_Mt']:,.1f} Mt | "

f"Total spend=${last['CCUS\_Total\_Spend\_USD\_B']:,.2f} B | "

f"ppm={last['Atmospheric\_CO2\_ppm']:,.1f}"

)

# wire sliders -> UI and display

out = interactive\_output(

\_ui,

{

"mode": mode\_dd,

"gross\_start\_mt": gross\_start\_mt,

"gross\_decline\_rate\_pct": gross\_decline\_rate\_pct,

"ccus\_start\_mt": ccus\_start\_mt,

"ccus\_growth\_rate\_pct": ccus\_growth\_rate\_pct,

"start\_year": start\_year,

"end\_year": end\_year,

"starting\_ppm": starting\_ppm,

"preindustrial\_ppm": preindustrial\_ppm,

"k\_sink": k\_sink,

"ppm\_per\_GtCO2": ppm\_per\_GtCO2,

"ccus\_cost\_usd\_per\_t0": ccus\_cost\_usd\_per\_t0,

"ccus\_learning\_rate\_pct": ccus\_learning\_rate\_pct,

"ccus\_energy\_kwh\_per\_t0": ccus\_energy\_kwh\_per\_t0,

"ccus\_energy\_improve\_pct": ccus\_energy\_improve\_pct,

"power\_price\_usd\_per\_kwh": power\_price\_usd\_per\_kwh,

"grid\_kgCO2\_per\_kwh": grid\_kgCO2\_per\_kwh,

}

)

# assemble UI

ui = VBox([grid\_mode, grid\_default, grid\_abm, grid\_ppm, grid\_cost, out])

display(ui)

## Overarching explanation

Defines interactive controls (Dropdowns and Sliders) grouped into grids. A toggle shows either default or ABM inputs. `\_ui` reads values, calls the simulators, plots results, and prints a one‑line summary. Everything is connected with `interactive\_output` and displayed in a vertical layout.

## Narrative walkthrough

The mode dropdown flips which grid is visible via `\_toggle\_grids` and an observer on `mode\_dd`. Sector sliders are created with dictionary comprehensions so each sector has its own start and decline controls. `\_read\_sector\_widgets` converts slider values into dictionaries for the ABM simulator. `\_ui` constructs the `CostEnergyKnobs`, chooses a simulator based on mode, then generates the plot and summary. Finally, `interactive\_output` wires each widget to `\_ui`, and a `VBox` assembles the whole UI.

![](data:image/png;base64,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)

## Chapter 4 — Quiz

Q1. Why attach `mode\_dd.observe(\_toggle\_grids, names='value')`?  
Q2. What data structure does `\_read\_sector\_widgets` return and why?  
Q3. What does `interactive\_output(\_ui, {...})` accomplish?

# Chapter 5 — Plotting & Output

## Code: Plotting & Printout

# plot

plt.figure(figsize=(9,5))

ax1 = plt.gca()

ax2 = ax1.twinx()

ax1.plot(df["Year"], df["Gross\_Mt"], label="Gross (Mt)")

ax1.plot(df["Year"], df["Captured\_Mt"], label="Captured (Mt)")

ax1.plot(df["Year"], df["Net\_Mt"], label="Net (Mt)")

ax1.plot(df["Year"], df["Effective\_Net\_Mt"], label="Effective Net (Mt)", linestyle="--")

ax1.set\_xlabel("Year"); ax1.set\_ylabel("Emissions (Mt/yr)"); ax1.grid(True)

ax2.plot(df["Year"], df["Atmospheric\_CO2\_ppm"], label="CO₂ (ppm)")

ax2.set\_ylabel("CO₂ (ppm)")

l1, lab1 = ax1.get\_legend\_handles\_labels()

l2, lab2 = ax2.get\_legend\_handles\_labels()

ax1.legend(l1 + l2, lab1 + l2, loc="upper right") # combine legends

plt.title(f"Emissions, Effective Net & CO₂ (ppm) — {used}")

plt.show()

last = df.iloc[-1]

print(

f"Final {int(last['Year'])}: "

f"Captured={last['Captured\_Mt']:,.0f} Mt | "

f"CCUS $/t={last['CCUS\_Cost\_USD\_per\_t']:,.0f} | "

f"Tech cost=${last['CCUS\_Tech\_Cost\_USD\_B']:,.2f} B | "

f"Energy={last['CCUS\_Energy\_TWh']:,.1f} TWh | "

f"Energy bill=${last['CCUS\_Energy\_Bill\_USD\_B']:,.2f} B | "

f"Energy emis={last['Energy\_Emissions\_Mt']:,.1f} Mt | "

f"Total spend=${last['CCUS\_Total\_Spend\_USD\_B']:,.2f} B | "

f"ppm={last['Atmospheric\_CO2\_ppm']:,.1f}"

)

## Explanation

Creates a Matplotlib figure, uses `ax1` for emissions (left axis) and `ax2` for CO₂ ppm (right axis). Merges legends, sets labels, adds a title, and renders with `plt.show()`. Obtains the final year row with `df.iloc[-1]` and prints a formatted summary using f‑strings.
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## Chapter 5 — Quiz

Q1. Why use `twinx()`? What does it give you?  
Q2. How are legends from both axes combined?  
Q3. What does `df.iloc[-1]` return and why is it used here?

# Glossary of Python Terms

Function — a reusable block of code that takes inputs (parameters) and can return outputs.  
Loop — repeats a block of code multiple times.  
List — an ordered collection of items, e.g., [1,2,3].  
NumPy array — like a list but optimized for fast math.  
DataFrame — a table with rows and columns (from Pandas).  
Decorator — `@something` that modifies the behavior of a function/class definition.  
Dictionary — key→value map, e.g., {'Power': 10, 'Industry': 20}.  
Observer — a callback tied to a widget that runs when its value changes.

# Appendix — Quiz Answers

Ch1 A1: `as np` creates a short alias for numpy; you can type `np.array` instead of `numpy.array`.  
Ch1 A2: Dataclasses bundle parameters cleanly and auto‑generate constructors.  
Ch1 A3: Arrays enable fast vectorized math; lists are more general but slower for large numeric ops.  
  
Ch2 A1: To reflect oceans/land absorbing a fraction of excess CO₂ each year.  
Ch2 A2: Multiply by 1e6 (Mt→t) before applying $/t.  
Ch2 A3: Energy emissions drop because each kWh causes fewer kg CO₂.  
  
Ch3a A1: Keeps year‑0 as input values; updates start from year‑1.  
Ch3a A2: A 2% annual decline multiplier; compounding over time.  
Ch3a A3: Prevents net from going negative (physically inconsistent).  
  
Ch3b A1: Applies the sector’s annual decline multiplier to its current value.  
Ch3b A2: 0.90 (since −10%/yr).  
Ch3b A3: Because capture applies to total gross across all sectors.  
  
Ch5 A1: `twinx()` gives a second y‑axis to plot variables with different units/scales.  
Ch5 A2: By concatenating handles/labels from `ax1` and `ax2` and passing to `ax1.legend`.  
Ch5 A3: The last row (final year), used to summarize end‑state values.

CCUS Simulator — Line-by-Line Manual

# Preamble (before first section header)

# === CCUS GUI: Default scenario + Agent-based, with cost & energy, ppm, and live plotting ===

Comment: === CCUS GUI: Default scenario + Agent-based, with cost & energy, ppm, and live plotting ===

import numpy as np

Import: loads NumPy (high‑performance arrays and math). Used for numeric vectors and element‑wise operations.

import pandas as pd

Import: loads Pandas (tables / DataFrames). Used to assemble and return tidy tabular results.

import matplotlib.pyplot as plt

Import: loads Matplotlib's plotting API as `plt` to draw charts (lines, labels, legends).

from dataclasses import dataclass

Import: brings in the `dataclass` decorator, which auto‑generates init and other methods for simple classes.

from ipywidgets import (

Import: loads ipywidgets widgets (sliders, dropdowns) for interactive controls in Jupyter.

FloatSlider, IntSlider, Dropdown, Label, GridBox, Layout,

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

interactive\_output, VBox

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

)

This line contributes to the overall logic using standard Python syntax.

# helpers & data "cards"

Blank line: separates logical blocks to improve readability.

@dataclass

Decorator: marks the following class as a dataclass; Python will auto‑create boilerplate like the constructor.

class CostEnergyKnobs:

Class definition: creates a custom data structure (fields defined on the following indented lines).

ccus\_cost\_usd\_per\_t0: float = 120.0 # starting $/t captured (tech-only)

Assignment: sets `ccus\_cost\_usd\_per\_t0: float` to `120.0 # starting $/t captured (tech-only)` to store an intermediate or final value.

ccus\_learning\_rate\_pct: float = 5.0 # cost ↓ %/yr

Assignment: sets `ccus\_learning\_rate\_pct: float` to `5.0 # cost ↓ %/yr` to store an intermediate or final value.

ccus\_energy\_kWh\_per\_t0: float = 300.0 # kWh per t captured (start)

Assignment: sets `ccus\_energy\_kWh\_per\_t0: float` to `300.0 # kWh per t captured (start)` to store an intermediate or final value.

ccus\_energy\_improve\_pct: float = 2.0 # energy ↓ %/yr

Assignment: sets `ccus\_energy\_improve\_pct: float` to `2.0 # energy ↓ %/yr` to store an intermediate or final value.

power\_price\_usd\_per\_kwh: float = 0.07 # $/kWh

Assignment: sets `power\_price\_usd\_per\_kwh: float` to `0.07 # $/kWh` to store an intermediate or final value.

grid\_kgCO2\_per\_kwh: float = 0.40 # kg CO2 / kWh

Assignment: sets `grid\_kgCO2\_per\_kwh: float` to `0.40 # kg CO2 / kWh` to store an intermediate or final value.

Blank line: separates logical blocks to improve readability.

def \_ppm\_from\_net\_series(net\_mt\_series, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2):

Function definition: declares a reusable block of code. Parameters in parentheses are the inputs.

ppm\_vals, ppm\_now = [], float(starting\_ppm)

Assignment: sets `ppm\_vals, ppm\_now` to `[], float(starting\_ppm)` to store an intermediate or final value.

for net\_mt in np.asarray(net\_mt\_series, dtype=float):

Loop: repeats the indented block for each item or while a condition holds.

add\_ppm = (net\_mt / 1000.0) \* ppm\_per\_GtCO2

Assignment: sets `add\_ppm` to `(net\_mt / 1000.0) \* ppm\_per\_GtCO2` to store an intermediate or final value.

excess = ppm\_now - preindustrial\_ppm

Assignment: sets `excess` to `ppm\_now - preindustrial\_ppm` to store an intermediate or final value.

sink = k\_sink \* excess

Assignment: sets `sink` to `k\_sink \* excess` to store an intermediate or final value.

ppm\_now = ppm\_now + add\_ppm - sink

Assignment: sets `ppm\_now` to `ppm\_now + add\_ppm - sink` to store an intermediate or final value.

ppm\_vals.append(ppm\_now)

This line contributes to the overall logic using standard Python syntax.

return np.array(ppm\_vals, dtype=float)

Return: sends a value back to the caller and exits the function.

Blank line: separates logical blocks to improve readability.

def \_cost\_energy\_from\_captured(captured\_mt, knobs: CostEnergyKnobs,

Function definition: declares a reusable block of code. Parameters in parentheses are the inputs.

cost0, learn\_pct, kwh0, improve\_pct, power\_price, grid\_kg\_per\_kwh):

This line contributes to the overall logic using standard Python syntax.

cap = np.asarray(captured\_mt, dtype=float)

Assignment: sets `cap` to `np.asarray(captured\_mt, dtype=float)` to store an intermediate or final value.

n = len(cap)

Assignment: sets `n` to `len(cap)` to store an intermediate or final value.

cost\_per\_t = cost0 \* (1.0 - learn\_pct/100.0) \*\* np.arange(n)

Assignment: sets `cost\_per\_t` to `cost0 \* (1.0 - learn\_pct/100.0) \*\* np.arange(n)` to store an intermediate or final value.

kwh\_per\_t = kwh0 \* (1.0 - improve\_pct/100.0) \*\* np.arange(n)

Assignment: sets `kwh\_per\_t` to `kwh0 \* (1.0 - improve\_pct/100.0) \*\* np.arange(n)` to store an intermediate or final value.

tech\_cost\_usd\_b = cap \* cost\_per\_t / 1e6

Assignment: sets `tech\_cost\_usd\_b` to `cap \* cost\_per\_t / 1e6` to store an intermediate or final value.

energy\_twh = cap \* kwh\_per\_t / 1000.0

Assignment: sets `energy\_twh` to `cap \* kwh\_per\_t / 1000.0` to store an intermediate or final value.

energy\_bill\_usd\_b = (cap \* kwh\_per\_t \* power\_price) / 1e9

Assignment: sets `energy\_bill\_usd\_b` to `(cap \* kwh\_per\_t \* power\_price) / 1e9` to store an intermediate or final value.

energy\_emis\_mt = cap \* kwh\_per\_t \* grid\_kg\_per\_kwh / 1000.0

Assignment: sets `energy\_emis\_mt` to `cap \* kwh\_per\_t \* grid\_kg\_per\_kwh / 1000.0` to store an intermediate or final value.

return (cost\_per\_t, kwh\_per\_t, tech\_cost\_usd\_b, energy\_twh, energy\_bill\_usd\_b, energy\_emis\_mt)

Return: sends a value back to the caller and exits the function.

# simulators

Blank line: separates logical blocks to improve readability.

def simulate\_default\_with\_cost\_energy(start\_year, end\_year,

Function definition: declares a reusable block of code. Parameters in parentheses are the inputs.

gross\_start\_mt, gross\_decline\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

ccus\_start\_mt, ccus\_growth\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

This line contributes to the overall logic using standard Python syntax.

knobs: CostEnergyKnobs) -> pd.DataFrame:

Pandas: constructs a DataFrame (table) from a dictionary of column name → data series.

years = list(range(int(start\_year), int(end\_year)+1))

Assignment: builds a list of integer years from start to end inclusive.

g = float(gross\_start\_mt)

Assignment: sets `g` to `float(gross\_start\_mt)` to store an intermediate or final value.

c = float(ccus\_start\_mt)

Assignment: sets `c` to `float(ccus\_start\_mt)` to store an intermediate or final value.

decline = 1.0 - float(gross\_decline\_rate\_pct)/100.0

Assignment: computes `decline` as a yearly multiplier (1.0 - float(gross\_decline\_rate\_pct)/100.0); e.g., 0.98 for −2%/yr or 1.20 for +20%/yr.

growth = 1.0 + float(ccus\_growth\_rate\_pct)/100.0

Assignment: computes `growth` as a yearly multiplier (1.0 + float(ccus\_growth\_rate\_pct)/100.0); e.g., 0.98 for −2%/yr or 1.20 for +20%/yr.

Blank line: separates logical blocks to improve readability.

gross, captured = [], []

Assignment: sets `gross, captured` to `[], []` to store an intermediate or final value.

for i, \_ in enumerate(years):

Loop: iterates over the sequence with both index and value. `enumerate` yields (index, value).

if i > 0:

Conditional: runs the following indented block only if this condition is True.

g \*= decline

In‑place multiplication: updates `g` by multiplying it by `decline` (compounding effect across iterations).

c \*= growth

In‑place multiplication: updates `c` by multiplying it by `growth` (compounding effect across iterations).

gross.append(g)

This line contributes to the overall logic using standard Python syntax.

captured.append(c)

This line contributes to the overall logic using standard Python syntax.

gross = np.array(gross, dtype=float)

NumPy: converts a Python list into a NumPy array (fast numeric container). `dtype=float` ensures floating‑point math.

captured = np.array(captured, dtype=float)

NumPy: converts a Python list into a NumPy array (fast numeric container). `dtype=float` ensures floating‑point math.

net = gross - captured

Assignment: `net` stores a series used in the simulation.

Blank line: separates logical blocks to improve readability.

ppm\_vals = \_ppm\_from\_net\_series(net, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2)

Assignment: sets `ppm\_vals` to `\_ppm\_from\_net\_series(net, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2)` to store an intermediate or final value.

Blank line: separates logical blocks to improve readability.

(cost\_per\_t, kwh\_per\_t, tech\_cost\_b,

This line contributes to the overall logic using standard Python syntax.

energy\_twh, energy\_bill\_b, energy\_emis\_mt) = \_cost\_energy\_from\_captured(

Assignment: sets `energy\_twh, energy\_bill\_b, energy\_emis\_mt)` to `\_cost\_energy\_from\_captured(` to store an intermediate or final value.

captured, knobs,

This line contributes to the overall logic using standard Python syntax.

knobs.ccus\_cost\_usd\_per\_t0, knobs.ccus\_learning\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

knobs.ccus\_energy\_kWh\_per\_t0, knobs.ccus\_energy\_improve\_pct,

This line contributes to the overall logic using standard Python syntax.

knobs.power\_price\_usd\_per\_kwh, knobs.grid\_kgCO2\_per\_kwh

This line contributes to the overall logic using standard Python syntax.

)

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

df = pd.DataFrame({

Pandas: constructs a DataFrame (table) from a dictionary of column name → data series.

"Year": years,

This line contributes to the overall logic using standard Python syntax.

"Gross\_Mt": gross,

This line contributes to the overall logic using standard Python syntax.

"Captured\_Mt": captured,

This line contributes to the overall logic using standard Python syntax.

"Net\_Mt": net,

This line contributes to the overall logic using standard Python syntax.

"Atmospheric\_CO2\_ppm": ppm\_vals,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Cost\_USD\_per\_t": cost\_per\_t,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Energy\_kWh\_per\_t": kwh\_per\_t,’

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Tech\_Cost\_USD\_B": tech\_cost\_b,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Energy\_TWh": energy\_twh,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Energy\_Bill\_USD\_B": energy\_bill\_b,

This line contributes to the overall logic using standard Python syntax.

"Energy\_Emissions\_Mt": energy\_emis\_mt,

This line contributes to the overall logic using standard Python syntax.

})

This line contributes to the overall logic using standard Python syntax.

df["Effective\_Net\_Mt"] = df["Net\_Mt"] + df["Energy\_Emissions\_Mt"]

Assignment: sets `df["Effective\_Net\_Mt"]` to `df["Net\_Mt"] + df["Energy\_Emissions\_Mt"]` to store an intermediate or final value.

df["CCUS\_Total\_Spend\_USD\_B"] = df["CCUS\_Tech\_Cost\_USD\_B"] + df["CCUS\_Energy\_Bill\_USD\_B"]

Assignment: sets `df["CCUS\_Total\_Spend\_USD\_B"]` to `df["CCUS\_Tech\_Cost\_USD\_B"] + df["CCUS\_Energy\_Bill\_USD\_B"]` to store an intermediate or final value.

return df

Return: sends a value back to the caller and exits the function.

Blank line: separates logical blocks to improve readability.

ABM\_SECTORS = ["Power","Industry","Transport","Buildings","Other"]

Assignment: sets `ABM\_SECTORS` to `["Power","Industry","Transport","Buildings","Other"]` to store an intermediate or final value.

Blank line: separates logical blocks to improve readability.

def simulate\_abm\_with\_cost\_energy(start\_year, end\_year,

Function definition: declares a reusable block of code. Parameters in parentheses are the inputs.

sector\_gross\_start\_mt: dict, sector\_decline\_pct: dict,

This line contributes to the overall logic using standard Python syntax.

ccus\_start\_mt, ccus\_growth\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

This line contributes to the overall logic using standard Python syntax.

knobs: CostEnergyKnobs) -> pd.DataFrame:

Pandas: constructs a DataFrame (table) from a dictionary of column name → data series.

years = list(range(int(start\_year), int(end\_year)+1))

Assignment: builds a list of integer years from start to end inclusive.

current = {s: float(sector\_gross\_start\_mt[s]) for s in ABM\_SECTORS}

Dictionary comprehension: creates a dictionary in one expression by looping and assigning key→value pairs.

declines = {s: 1.0 - float(sector\_decline\_pct[s])/100.0 for s in ABM\_SECTORS}

Dictionary comprehension: creates a dictionary in one expression by looping and assigning key→value pairs.

c = float(ccus\_start\_mt)

Assignment: sets `c` to `float(ccus\_start\_mt)` to store an intermediate or final value.

growth = 1.0 + float(ccus\_growth\_rate\_pct)/100.0

Assignment: computes `growth` as a yearly multiplier (1.0 + float(ccus\_growth\_rate\_pct)/100.0); e.g., 0.98 for −2%/yr or 1.20 for +20%/yr.

Blank line: separates logical blocks to improve readability.

gross\_list, captured\_list, net\_list = [], [], []

Assignment: sets `gross\_list, captured\_list, net\_list` to `[], [], []` to store an intermediate or final value.

for i, \_ in enumerate(years):

Loop: iterates over the sequence with both index and value. `enumerate` yields (index, value).

if i > 0:

Conditional: runs the following indented block only if this condition is True.

for s in ABM\_SECTORS:

Loop: repeats the indented block for each item or while a condition holds.

current[s] \*= declines[s]

In‑place multiplication: updates `current[s]` by multiplying it by `declines[s]` (compounding effect across iterations).

c \*= growth

In‑place multiplication: updates `c` by multiplying it by `growth` (compounding effect across iterations).

g\_total = sum(current.values())

Assignment: sets `g\_total` to `sum(current.values())` to store an intermediate or final value.

gross\_list.append(g\_total)

This line contributes to the overall logic using standard Python syntax.

captured\_list.append(c)

This line contributes to the overall logic using standard Python syntax.

net\_list.append(g\_total - c)

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

gross = np.array(gross\_list, dtype=float)

NumPy: converts a Python list into a NumPy array (fast numeric container). `dtype=float` ensures floating‑point math.

captured = np.array(captured\_list, dtype=float)

NumPy: converts a Python list into a NumPy array (fast numeric container). `dtype=float` ensures floating‑point math.

net = np.array(net\_list, dtype=float)

NumPy: converts a Python list into a NumPy array (fast numeric container). `dtype=float` ensures floating‑point math.

Blank line: separates logical blocks to improve readability.

ppm\_vals = \_ppm\_from\_net\_series(net, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2)

Assignment: sets `ppm\_vals` to `\_ppm\_from\_net\_series(net, starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2)` to store an intermediate or final value.

Blank line: separates logical blocks to improve readability.

(cost\_per\_t, kwh\_per\_t, tech\_cost\_b,

This line contributes to the overall logic using standard Python syntax.

energy\_twh, energy\_bill\_b, energy\_emis\_mt) = \_cost\_energy\_from\_captured(

Assignment: sets `energy\_twh, energy\_bill\_b, energy\_emis\_mt)` to `\_cost\_energy\_from\_captured(` to store an intermediate or final value.

captured, knobs,

This line contributes to the overall logic using standard Python syntax.

knobs.ccus\_cost\_usd\_per\_t0, knobs.ccus\_learning\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

knobs.ccus\_energy\_kWh\_per\_t0, knobs.ccus\_energy\_improve\_pct,

This line contributes to the overall logic using standard Python syntax.

knobs.power\_price\_usd\_per\_kwh, knobs.grid\_kgCO2\_per\_kwh

This line contributes to the overall logic using standard Python syntax.

)

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

df = pd.DataFrame({

Pandas: constructs a DataFrame (table) from a dictionary of column name → data series.

"Year": years,

This line contributes to the overall logic using standard Python syntax.

"Gross\_Mt": gross,

This line contributes to the overall logic using standard Python syntax.

"Captured\_Mt": captured,

This line contributes to the overall logic using standard Python syntax.

"Net\_Mt": net,

This line contributes to the overall logic using standard Python syntax.

"Atmospheric\_CO2\_ppm": ppm\_vals,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Cost\_USD\_per\_t": cost\_per\_t,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Energy\_kWh\_per\_t": kwh\_per\_t,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Tech\_Cost\_USD\_B": tech\_cost\_b,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Energy\_TWh": energy\_twh,

This line contributes to the overall logic using standard Python syntax.

"CCUS\_Energy\_Bill\_USD\_B": energy\_bill\_b,

This line contributes to the overall logic using standard Python syntax.

"Energy\_Emissions\_Mt": energy\_emis\_mt,

This line contributes to the overall logic using standard Python syntax.

})

This line contributes to the overall logic using standard Python syntax.

df["Effective\_Net\_Mt"] = df["Net\_Mt"] + df["Energy\_Emissions\_Mt"]

Assignment: sets `df["Effective\_Net\_Mt"]` to `df["Net\_Mt"] + df["Energy\_Emissions\_Mt"]` to store an intermediate or final value.

df["CCUS\_Total\_Spend\_USD\_B"] = df["CCUS\_Tech\_Cost\_USD\_B"] + df["CCUS\_Energy\_Bill\_USD\_B"]

Assignment: sets `df["CCUS\_Total\_Spend\_USD\_B"]` to `df["CCUS\_Tech\_Cost\_USD\_B"] + df["CCUS\_Energy\_Bill\_USD\_B"]` to store an intermediate or final value.

return df

Return: sends a value back to the caller and exits the function.

# widgets

Blank line: separates logical blocks to improve readability.

mode\_dd = Dropdown(options=["Default scenario (live)", "Agent-based (live)"],

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

value="Default scenario (live)")

Assignment: sets `value` to `"Default scenario (live)")` to store an intermediate or final value.

Blank line: separates logical blocks to improve readability.

start\_year = IntSlider(min=2020, max=2030, step=1, value=2025)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

end\_year = IntSlider(min=2030, max=2060, step=1, value=2050)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

Blank line: separates logical blocks to improve readability.

gross\_start\_mt = IntSlider(min=10000, max=60000, step=500, value=35000)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

gross\_decline\_rate\_pct = FloatSlider(min=0.0, max=5.0, step=0.1, value=0.7)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

ccus\_start\_mt = IntSlider(min=0, max=500, step=5, value=40)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

ccus\_growth\_rate\_pct = FloatSlider(min=0.0, max=50.0, step=0.5, value=15.0)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

Blank line: separates logical blocks to improve readability.

sector\_start = {s: IntSlider(min=0, max=30000, step=250, value=v) for s, v in

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

zip(ABM\_SECTORS, [12000, 9000, 7000, 5000, 2000])}

This line contributes to the overall logic using standard Python syntax.

sector\_decl = {s: FloatSlider(min=0.0, max=10.0, step=0.1, value=v) for s, v in

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

zip(ABM\_SECTORS, [2.5, 1.5, 1.0, 1.8, 0.5])}

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

starting\_ppm = FloatSlider(min=350, max=500, step=1, value=420)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

preindustrial\_ppm = FloatSlider(min=250, max=300, step=0.5, value=280)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

k\_sink = FloatSlider(min=0.0, max=0.05, step=0.001, value=0.012)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

ppm\_per\_GtCO2 = FloatSlider(min=0.08, max=0.20, step=0.001, value=1.0/7.8)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

Blank line: separates logical blocks to improve readability.

ccus\_cost\_usd\_per\_t0 = FloatSlider(min=20, max=600, step=5, value=120)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

ccus\_learning\_rate\_pct = FloatSlider(min=0, max=30, step=0.5, value=5.0)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

ccus\_energy\_kwh\_per\_t0 = FloatSlider(min=50, max=1200, step=10, value=300)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

ccus\_energy\_improve\_pct= FloatSlider(min=0, max=20, step=0.5, value=2.0)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

power\_price\_usd\_per\_kwh= FloatSlider(min=0.02,max=0.3, step=0.005,value=0.07)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

grid\_kgCO2\_per\_kwh = FloatSlider(min=0.0, max=0.9, step=0.01, value=0.40)

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

Blank line: separates logical blocks to improve readability.

def \_grid\_rows(rows):

Function definition: declares a reusable block of code. Parameters in parentheses are the inputs.

children = []

Assignment: sets `children` to `[]` to store an intermediate or final value.

for label, widget in rows:

Loop: repeats the indented block for each item or while a condition holds.

children += [Label(label), widget]

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

return GridBox(children=children,

Return: sends a value back to the caller and exits the function.

layout=Layout(grid\_template\_columns="220px 520px", grid\_gap="6px 12px", width="800px"))

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

Blank line: separates logical blocks to improve readability.

grid\_mode = \_grid\_rows([("Mode:", mode\_dd)])

Assignment: sets `grid\_mode` to `\_grid\_rows([("Mode:", mode\_dd)])` to store an intermediate or final value.

Blank line: separates logical blocks to improve readability.

grid\_default = \_grid\_rows([

Assignment: sets `grid\_default` to `\_grid\_rows([` to store an intermediate or final value.

("Start year:", start\_year), ("End year:", end\_year),

This line contributes to the overall logic using standard Python syntax.

("Gross start (Mt):", gross\_start\_mt),

This line contributes to the overall logic using standard Python syntax.

("Gross decline %/yr:", gross\_decline\_rate\_pct),

This line contributes to the overall logic using standard Python syntax.

("CCUS start (Mt):", ccus\_start\_mt),

This line contributes to the overall logic using standard Python syntax.

("CCUS growth %/yr:", ccus\_growth\_rate\_pct),

This line contributes to the overall logic using standard Python syntax.

])

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

grid\_abm = \_grid\_rows(

Assignment: sets `grid\_abm` to `\_grid\_rows(` to store an intermediate or final value.

[("Start year:", start\_year), ("End year:", end\_year)] +

This line contributes to the overall logic using standard Python syntax.

[(f"{s} start (Mt):", sector\_start[s]) for s in ABM\_SECTORS] +

List comprehension: creates a list from an expression applied to each item in a loop.

[(f"{s} decline %/yr:", sector\_decl[s]) for s in ABM\_SECTORS] +

List comprehension: creates a list from an expression applied to each item in a loop.

[("CCUS start (Mt):", ccus\_start\_mt), ("CCUS growth %/yr:", ccus\_growth\_rate\_pct)]

This line contributes to the overall logic using standard Python syntax.

)

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

grid\_ppm = \_grid\_rows([

Assignment: sets `grid\_ppm` to `\_grid\_rows([` to store an intermediate or final value.

("Start ppm:", starting\_ppm),

This line contributes to the overall logic using standard Python syntax.

("Preindustrial ppm:", preindustrial\_ppm),

This line contributes to the overall logic using standard Python syntax.

("Sink rate /yr:", k\_sink),

This line contributes to the overall logic using standard Python syntax.

("ppm per GtCO₂:", ppm\_per\_GtCO2),

This line contributes to the overall logic using standard Python syntax.

])

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

grid\_cost = \_grid\_rows([

Assignment: sets `grid\_cost` to `\_grid\_rows([` to store an intermediate or final value.

("CCUS $/t (start):", ccus\_cost\_usd\_per\_t0),

This line contributes to the overall logic using standard Python syntax.

("Learning %/yr:", ccus\_learning\_rate\_pct),

This line contributes to the overall logic using standard Python syntax.

("Energy kWh/t (start):", ccus\_energy\_kwh\_per\_t0),

This line contributes to the overall logic using standard Python syntax.

("Energy improve %/yr:", ccus\_energy\_improve\_pct),

This line contributes to the overall logic using standard Python syntax.

("Power price $/kWh:", power\_price\_usd\_per\_kwh),

This line contributes to the overall logic using standard Python syntax.

("Grid kgCO₂/kWh:", grid\_kgCO2\_per\_kwh),

This line contributes to the overall logic using standard Python syntax.

])

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

def \_toggle\_grids(\*\_):

Function definition: declares a reusable block of code. Parameters in parentheses are the inputs.

if mode\_dd.value == "Default scenario (live)":

Conditional: runs the following indented block only if this condition is True.

grid\_default.layout.display = ""

Widget layout: configures how a widget is displayed (e.g., show/hide with `display` or set grid width).

grid\_abm.layout.display = "none"

Widget layout: configures how a widget is displayed (e.g., show/hide with `display` or set grid width).

else:

Conditional (else): runs if none of the prior conditions were True.

grid\_default.layout.display = "none"

Widget layout: configures how a widget is displayed (e.g., show/hide with `display` or set grid width).

grid\_abm.layout.display = ""

Widget layout: configures how a widget is displayed (e.g., show/hide with `display` or set grid width).

mode\_dd.observe(\_toggle\_grids, names="value")

Observer: when the dropdown changes, call the given function to show/hide relevant grids.

\_toggle\_grids()

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

def \_read\_sector\_widgets():

Function definition: declares a reusable block of code. Parameters in parentheses are the inputs.

sector\_gross = {s: float(sector\_start[s].value) for s in ABM\_SECTORS}

Dictionary comprehension: creates a dictionary in one expression by looping and assigning key→value pairs.

sector\_declp = {s: float(sector\_decl[s].value) for s in ABM\_SECTORS}

Dictionary comprehension: creates a dictionary in one expression by looping and assigning key→value pairs.

return sector\_gross, sector\_declp

Return: sends a value back to the caller and exits the function.

Blank line: separates logical blocks to improve readability.

def \_ui(mode,

Function definition: declares a reusable block of code. Parameters in parentheses are the inputs.

gross\_start\_mt, gross\_decline\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

ccus\_start\_mt, ccus\_growth\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

start\_year, end\_year,

This line contributes to the overall logic using standard Python syntax.

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

This line contributes to the overall logic using standard Python syntax.

ccus\_cost\_usd\_per\_t0, ccus\_learning\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

ccus\_energy\_kwh\_per\_t0, ccus\_energy\_improve\_pct,

This line contributes to the overall logic using standard Python syntax.

power\_price\_usd\_per\_kwh, grid\_kgCO2\_per\_kwh):

This line contributes to the overall logic using standard Python syntax.

knobs = CostEnergyKnobs(

Assignment: sets `knobs` to `CostEnergyKnobs(` to store an intermediate or final value.

ccus\_cost\_usd\_per\_t0=float(ccus\_cost\_usd\_per\_t0),

Assignment: sets `ccus\_cost\_usd\_per\_t0` to `float(ccus\_cost\_usd\_per\_t0),` to store an intermediate or final value.

ccus\_learning\_rate\_pct=float(ccus\_learning\_rate\_pct),

Assignment: sets `ccus\_learning\_rate\_pct` to `float(ccus\_learning\_rate\_pct),` to store an intermediate or final value.

ccus\_energy\_kWh\_per\_t0=float(ccus\_energy\_kwh\_per\_t0),

Assignment: sets `ccus\_energy\_kWh\_per\_t0` to `float(ccus\_energy\_kwh\_per\_t0),` to store an intermediate or final value.

ccus\_energy\_improve\_pct=float(ccus\_energy\_improve\_pct),

Assignment: sets `ccus\_energy\_improve\_pct` to `float(ccus\_energy\_improve\_pct),` to store an intermediate or final value.

power\_price\_usd\_per\_kwh=float(power\_price\_usd\_per\_kwh),

Assignment: sets `power\_price\_usd\_per\_kwh` to `float(power\_price\_usd\_per\_kwh),` to store an intermediate or final value.

grid\_kgCO2\_per\_kwh=float(grid\_kgCO2\_per\_kwh),

Assignment: sets `grid\_kgCO2\_per\_kwh` to `float(grid\_kgCO2\_per\_kwh),` to store an intermediate or final value.

)

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

if mode == "Default scenario (live)":

Conditional: runs the following indented block only if this condition is True.

df = simulate\_default\_with\_cost\_energy(

Assignment: sets `df` to `simulate\_default\_with\_cost\_energy(` to store an intermediate or final value.

start\_year, end\_year,

This line contributes to the overall logic using standard Python syntax.

gross\_start\_mt, gross\_decline\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

ccus\_start\_mt, ccus\_growth\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

This line contributes to the overall logic using standard Python syntax.

knobs

This line contributes to the overall logic using standard Python syntax.

)

This line contributes to the overall logic using standard Python syntax.

used = "default scenario (live)"

Assignment: sets `used` to `"default scenario (live)"` to store an intermediate or final value.

else:

Conditional (else): runs if none of the prior conditions were True.

sector\_gross, sector\_declp = \_read\_sector\_widgets()

Assignment: sets `sector\_gross, sector\_declp` to `\_read\_sector\_widgets()` to store an intermediate or final value.

df = simulate\_abm\_with\_cost\_energy(

Assignment: sets `df` to `simulate\_abm\_with\_cost\_energy(` to store an intermediate or final value.

start\_year, end\_year,

This line contributes to the overall logic using standard Python syntax.

sector\_gross, sector\_declp,

This line contributes to the overall logic using standard Python syntax.

ccus\_start\_mt, ccus\_growth\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

starting\_ppm, preindustrial\_ppm, k\_sink, ppm\_per\_GtCO2,

This line contributes to the overall logic using standard Python syntax.

knobs

This line contributes to the overall logic using standard Python syntax.

)

This line contributes to the overall logic using standard Python syntax.

used = "agent-based (live)"

Assignment: sets `used` to `"agent-based (live)"` to store an intermediate or final value.

Blank line: separates logical blocks to improve readability.

# plot

Comment: plot

plt.figure(figsize=(9,5))

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

ax1 = plt.gca()

Assignment: sets `ax1` to `plt.gca()` to store an intermediate or final value.

ax2 = ax1.twinx()

Matplotlib: creates a second y‑axis sharing the same x‑axis, useful for plotting variables with different units.

ax1.plot(df["Year"], df["Gross\_Mt"], label="Gross (Mt)")

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

ax1.plot(df["Year"], df["Captured\_Mt"], label="Captured (Mt)")

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

ax1.plot(df["Year"], df["Net\_Mt"], label="Net (Mt)")

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

ax1.plot(df["Year"], df["Effective\_Net\_Mt"], label="Effective Net (Mt)", linestyle="--")

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

ax1.set\_xlabel("Year"); ax1.set\_ylabel("Emissions (Mt/yr)"); ax1.grid(True)

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

ax2.plot(df["Year"], df["Atmospheric\_CO2\_ppm"], label="CO₂ (ppm)")

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

ax2.set\_ylabel("CO₂ (ppm)")

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

l1, lab1 = ax1.get\_legend\_handles\_labels()

Assignment: sets `l1, lab1` to `ax1.get\_legend\_handles\_labels()` to store an intermediate or final value.

l2, lab2 = ax2.get\_legend\_handles\_labels()

Assignment: sets `l2, lab2` to `ax2.get\_legend\_handles\_labels()` to store an intermediate or final value.

ax1.legend(l1 + l2, lab1 + l2, loc="upper right") # combine legends

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

plt.title(f"Emissions, Effective Net & CO₂ (ppm) — {used}")

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

plt.show()

Matplotlib plotting: configures the figure, axes, lines, labels, legend, grid, and rendering.

Blank line: separates logical blocks to improve readability.

last = df.iloc[-1]

Assignment: sets `last` to `df.iloc[-1]` to store an intermediate or final value.

print(

Output: prints a formatted summary line using f‑strings (values inserted inside {} with numeric formatting).

f"Final {int(last['Year'])}: "

Output: prints a formatted summary line using f‑strings (values inserted inside {} with numeric formatting).

f"Captured={last['Captured\_Mt']:,.0f} Mt | "

Assignment: sets `f"Captured` to `{last['Captured\_Mt']:,.0f} Mt | "` to store an intermediate or final value.

f"CCUS $/t={last['CCUS\_Cost\_USD\_per\_t']:,.0f} | "

Assignment: sets `f"CCUS $/t` to `{last['CCUS\_Cost\_USD\_per\_t']:,.0f} | "` to store an intermediate or final value.

f"Tech cost=${last['CCUS\_Tech\_Cost\_USD\_B']:,.2f} B | "

Assignment: sets `f"Tech cost` to `${last['CCUS\_Tech\_Cost\_USD\_B']:,.2f} B | "` to store an intermediate or final value.

f"Energy={last['CCUS\_Energy\_TWh']:,.1f} TWh | "

Assignment: sets `f"Energy` to `{last['CCUS\_Energy\_TWh']:,.1f} TWh | "` to store an intermediate or final value.

f"Energy bill=${last['CCUS\_Energy\_Bill\_USD\_B']:,.2f} B | "

Assignment: sets `f"Energy bill` to `${last['CCUS\_Energy\_Bill\_USD\_B']:,.2f} B | "` to store an intermediate or final value.

f"Energy emis={last['Energy\_Emissions\_Mt']:,.1f} Mt | "

Assignment: sets `f"Energy emis` to `{last['Energy\_Emissions\_Mt']:,.1f} Mt | "` to store an intermediate or final value.

f"Total spend=${last['CCUS\_Total\_Spend\_USD\_B']:,.2f} B | "

Assignment: sets `f"Total spend` to `${last['CCUS\_Total\_Spend\_USD\_B']:,.2f} B | "` to store an intermediate or final value.

f"ppm={last['Atmospheric\_CO2\_ppm']:,.1f}"

Assignment: sets `f"ppm` to `{last['Atmospheric\_CO2\_ppm']:,.1f}"` to store an intermediate or final value.

)

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

# wire sliders -> UI and display

Comment: wire sliders -> UI and display

out = interactive\_output(

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

\_ui,

This line contributes to the overall logic using standard Python syntax.

{

This line contributes to the overall logic using standard Python syntax.

"mode": mode\_dd,

This line contributes to the overall logic using standard Python syntax.

"gross\_start\_mt": gross\_start\_mt,

This line contributes to the overall logic using standard Python syntax.

"gross\_decline\_rate\_pct": gross\_decline\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

"ccus\_start\_mt": ccus\_start\_mt,

This line contributes to the overall logic using standard Python syntax.

"ccus\_growth\_rate\_pct": ccus\_growth\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

"start\_year": start\_year,

This line contributes to the overall logic using standard Python syntax.

"end\_year": end\_year,

This line contributes to the overall logic using standard Python syntax.

"starting\_ppm": starting\_ppm,

This line contributes to the overall logic using standard Python syntax.

"preindustrial\_ppm": preindustrial\_ppm,

This line contributes to the overall logic using standard Python syntax.

"k\_sink": k\_sink,

This line contributes to the overall logic using standard Python syntax.

"ppm\_per\_GtCO2": ppm\_per\_GtCO2,

This line contributes to the overall logic using standard Python syntax.

"ccus\_cost\_usd\_per\_t0": ccus\_cost\_usd\_per\_t0,

This line contributes to the overall logic using standard Python syntax.

"ccus\_learning\_rate\_pct": ccus\_learning\_rate\_pct,

This line contributes to the overall logic using standard Python syntax.

"ccus\_energy\_kwh\_per\_t0": ccus\_energy\_kwh\_per\_t0,

This line contributes to the overall logic using standard Python syntax.

"ccus\_energy\_improve\_pct": ccus\_energy\_improve\_pct,

This line contributes to the overall logic using standard Python syntax.

"power\_price\_usd\_per\_kwh": power\_price\_usd\_per\_kwh,

This line contributes to the overall logic using standard Python syntax.

"grid\_kgCO2\_per\_kwh": grid\_kgCO2\_per\_kwh,

This line contributes to the overall logic using standard Python syntax.

}

This line contributes to the overall logic using standard Python syntax.

)

This line contributes to the overall logic using standard Python syntax.

Blank line: separates logical blocks to improve readability.

# assemble UI

Comment: assemble UI

ui = VBox([grid\_mode, grid\_default, grid\_abm, grid\_ppm, grid\_cost, out])

ipywidgets: builds UI controls or layout. Sliders have min/max/step/value. Layout widgets arrange controls on screen.

display(ui)

This line contributes to the overall logic using standard Python syntax.