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# Abstract

# Introduction

Every four summers, the Olympic Games become the center of the world’s attention, as elite athletes seek honor for both themselves and for their countries. Many countries associate tremendous national pride with their medal counts, since a nation’s athletic competence also projects its soft power.

Given the fierce competition and high profile nature of medal counts, one may wonder what factors influence the number of medals that a country wins at the summer Olympics. Certainly countries with the largest economies and populations, such as the United States and China, commonly dominate the top of the billboard. However, Azerbaijan, which ranks 91st in population and 72nd in total GDP, also ranked in the top 20 countries by total medal count in the 2016 Summer Olympics.

Our team will develop multiple regression models using predictors like GDP per Capita, Population, whether a country is a host country, and whether a country is a former soviet or communist state. We will use these factors to predict medal count, and examine how these each of these factors influences medal count. We will build the model on countries’ total medal count for the 1996, 2004, 2008, and 2012 Olympics, and then project the model onto the 2016 Olympics to understand the accuracy of the model’s predictions.

# Methods and Materials

## Data

The purpose of this research is to determine whether there is a predictive relationship between population, GDP per capita, being a host nation, or at one point being a Communist nation or a member of the Soviet Union and number of medals won at the Olympics in the associated year by country.

### EDA

As we can see in table 1, the average number of medals won by a country in a year is 11.79 medals and the minimum number of medals is 1. This is meaningful because this shows that we are only assessing countries that have won at least one medal in at least one of the years we are analyzing.

We can also see in Figure 1 that the medal count is distributed exponentially, which could indicate a need to transform the response variable if we need to fit a linear regression model.

: This variable indicates population of people in the country in the associated year. In figure 2, we can see a histogram of the population data. On the left, is the original distribution of the data points and on the right, we’ve transformed the data to look more normally distributed This should allow for a cleaner regression model, although interpretation of parameters may be slightly more difficult.

: This variable indicates GDP per capita in the associated year. These data show a similar distribution to the population variable, so we again decided to transform this variable, for the same reasons.

: This is a binary predictor variable that indicates with a 1 if a country has or will host the Olympics within the 16 years surrounding the Olympics in question. Of all the data points, 25 are classified as a host by this measure, which is consistent with the definition of the variable, and the number of years in the data set.

: This binary predictor variable indicates whether the country was once a member of the Soviet Union or if they were indicated as ever being a Communist country. From \_\_\_\_\_\_\_\_\_\_ we aggregated a binary predictor variable that identifies countries that were once members of the Soviet Union or at one time classified as communist countries. 111 data points are classified as former Soviet Union or Communist.(INSERT SOURCE AGAIN???)

To properly determine an ideal model for the data, we need to address the relationships between variables. We can do this be analyzing both the scatter plot matrix of variables and the correlation matrix.

The scatter plot matrix in Figure 3 does not obviously show us many strong relationships between the predictor variables and their effect on the response variable. While there might be a relationship between the log of the population and the medal count, it is difficult to determine from the plot if this is a linear relationship. Additional information can be collected from the correlation matrix below.

This correlation matrix in Table 3 suggests that collinearity between variables will not be a significant issue. The most significant correlation between predictor variables is between the log of the GDP per capita and the indicator of Communism or Soviet Union inclusion variable. However, the correlation coefficient is only -0.2989. This suggests that multicollinearity should not be much of an issue.

## Model Building and Selection

### Linear Model

According to the selected model diagnostics shown in Table 3, the model with the smallest statistic, largest adjusted value, smallest AIC and smallest PRESS value is the model that includes all four predictor variables. We constructed a linear model (shown below), using the natural log to transform the count data. We decided to transform the count data to get the response variable to look more normally distributed so that it would follow the linear regression assumption that the response variable needs to be approximately normally distributed.

According to the Normal Q-Q plot (Figure X), it is reasonable to assume the residuals follow a normal distribution. Hoever, the Residuals vs Fitted plot indicates possible heteroskedasticity or non-constant variance of the errors. The Breusch-Pagan test will help us determine if heteroskedasticity is affecting the model.

Assuming such that :

At significance level , if the p-value of the Breusch-Pagan test is less than then we reject and accept , otherwise we fail to reject . Accepting means we accept that the variance is non-constant.

The p-value , therefore we accept the alternative hypothesis that our variance is not constant.

At significance level , if the p-value is less than then we accept and reject , otherwise we fail to reject .

The p-value, thus we fail to reject . Therefore, it is reasonable to assume that the error terms are distributed normally.

We attempt to correct for non-constant variance and outliers by using robust linear regression, with Huber and Bisquare weights. As shown in table 6, the coefficients generated through robust linear regression, using Bisquare weights, fall within +/- 5% of the corresponding OLS regressions. The robust regression’s standard errors are slightly larger than those of the OLS regression. We find similar results when using Huber weights. Re-running the Breusch-Pagan test results in a p-value of 0.002, which means we would still reject the null hypothesis of homoskedasticity at = 0.05 level, and conclude that the robust regression still exhibits non-constant variance.

#### Influential Cases

Appendix C summarizes the influential cases in our model. We can see from the list that high populous countries, such as the United States, China, and India are influential on our model. Additionally, many of the influential cases are identified as being host nations. We wanted to identify these influential cases for the sake of full analysis, but we are choosing to not delete them from the model because they are important data points. It would not be feasible to delete 37 points and high populous countries are important to the analysis.

### Generalized Linear Model

The first choice for a glm is typically a Poisson model, which may provide a reasonable model for these data. This generalized model was created with the same variables as the linear model; population, GDP per capita, the host dummy variable, and the communist/soviet dummy variable.

Like the linear model, the population and GDP per capita were log-transformed, but in this model it is unnecessary to transform the medal count. The full poisson model showed highly significant parameters, but the dispersion of this model was much greater than 1 (disp. = 6.621). This is a violation of the assumptions of a Poisson regression model, so a negative binomial model would likely provide a better fit for these data.

A negative binomial regression model assumes that dispersion is greater than 1, which is consistent with these data. Therefore, it allows for more accurate tests of the parameters. Among the negative binomial models, the best model again proved to be the full model, after a comparison of AIC between all subsets of variables (Table X).

Independence among observations constitutes a key assumption for the Poisson and negative binomial regressions. Since our model uses panel data, observations over time for the same country will exhibit serial autocorrelation, thereby violating the independence assumption. Moreover, the medal counts among countries within a given year are not completely independent, because of the fixed total number of medals awarded in a single Olympic year.

To address the above non-independence, we tried adding year and country fixed effects to the negative binomial regression. The models take the form:

where and represent dummies for year and country , respectively. The year fixed effect accounts for changing number of sports and number of country participants. The country fixed effect accounts for unobservable factors that vary little over time, such as a country’s investment in national sports teams, cultural attitude toward the Olympics, etc.

# Results

2016 Out-of-sample Projection:

As part of the data collection process, information for the year 2016 was also researched, but left out of the original analysis. Therefore, because the data was not part of the training set, we can use it as a testing set. The medal count data for 2016 is similarly distributed to the overal training data, so testing on it is a feasible plan.

To determine the accuracy of each of our models we determined 95% prediction intervals for each of the 81 points in the 2016 medal count data. Then we calculated the ratio of data points that had their actual counts within their respective prediction intervals to total number of data points. For our estimated linear regression function,

74 out of 81 points had medal counts within their respective 95% prediction intervals.

# Discussion and Conclusions
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# Appendix A

Summary of Count Variable

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Min. | 1st Qu. | Median | Mean | 3rd Qu. | Max |
| 1 | 2 | 5 | 11.78811 | 12.5 | 110 |
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Histogram of the Population Variables
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Scatter Matrix

Correlation Matrix

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | count | log\_pop | log\_gdp\_per\_cap | host | comm\_soviet |
| count | 1.0000000 | 0.4839466 | 0.2291600 | 0.4594891 | 0.0871524 |
| log\_pop | 0.4839466 | 1.0000000 | -0.1901839 | 0.2548345 | -0.1480479 |
| log\_gdp\_per\_cap | 0.2291600 | -0.1901839 | 1.0000000 | 0.1636597 | -0.2989122 |
| host | 0.4594891 | 0.2548345 | 0.1636597 | 1.0000000 | -0.0736893 |
| comm\_soviet | 0.0871524 | -0.1480479 | -0.2989122 | -0.0736893 | 1.0000000 |
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Exploratory Linear Model Plots

Model Selection for Linear Model

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | Cp | aR2 | AIC | PRESS |
| 1 | 1 | 0 | 0 | 0 | 250.23 | 0.22 | 2165.40 | 481.0928 |
| 1 | 0 | 0 | 1 | 0 | 319.74 | 0.13 | 2176.89 | 532.7428 |
| 1 | 0 | 1 | 0 | 0 | 357.45 | 0.09 | 2247.80 | 561.6892 |
| 1 | 0 | 0 | 0 | 1 | 418.54 | 0.01 | 2265.72 | 608.1812 |
| 2 | 1 | 1 | 0 | 0 | 123.00 | 0.38 | 2109.14 | 498.7497 |
| 2 | 1 | 0 | 1 | 0 | 197.75 | 0.29 | 2100.94 | 384.4047 |
| 2 | 1 | 0 | 0 | 1 | 220.38 | 0.26 | 2154.15 | 458.7142 |
| 2 | 0 | 1 | 1 | 0 | 273.23 | 0.19 | 2166.76 | 498.7497 |
| 2 | 0 | 0 | 1 | 1 | 302.56 | 0.16 | 2171.60 | 520.7314 |
| 2 | 0 | 1 | 0 | 1 | 317.78 | 0.14 | 2238.77 | 532.9378 |
| 3 | 1 | 1 | 0 | 1 | 23.77 | 0.50 | 2059.22 | 366.8114 |
| 3 | 1 | 1 | 1 | 0 | 100.33 | 0.41 | 2061.48 | 309.0094 |
| 3 | 1 | 0 | 1 | 1 | 164.64 | 0.33 | 2084.38 | 416.4538 |
| 3 | 0 | 1 | 1 | 1 | 230.32 | 0.25 | 2153.04 | 466.7762 |
| 4 | 1 | 1 | 1 | 1 | 5.00 | 0.53 | 2008.82 | 294.4012 |

Model Selection Diagnostics for a Negative Binomial Model

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Pop | GDP/C | Host | Soviet | Parameters | Cp.nb | AIC.nb |
| 1 | 0 | 0 | 0 | 2 | 198.46 | 2497.82 |
| 0 | 0 | 1 | 0 | 2 | 215.98 | 2633.68 |
| 0 | 1 | 0 | 0 | 2 | 336.41 | 2658.69 |
| 0 | 0 | 0 | 1 | 2 | 370.52 | 2695.53 |
| 1 | 0 | 1 | 0 | 3 | 108.70 | 2474.29 |
| 1 | 1 | 0 | 0 | 3 | 119.18 | 2428.33 |
| 1 | 0 | 0 | 1 | 3 | 180.88 | 2489.15 |
| 0 | 1 | 1 | 0 | 3 | 199.48 | 2601.80 |
| 0 | 0 | 1 | 1 | 3 | 206.80 | 2626.84 |
| 0 | 1 | 0 | 1 | 3 | 318.21 | 2614.08 |
| 1 | 1 | 0 | 1 | 4 | 58.39 | 2338.79 |
| 1 | 1 | 1 | 0 | 4 | 60.95 | 2417.52 |
| 1 | 0 | 1 | 1 | 4 | 87.77 | 2457.19 |
| 0 | 1 | 1 | 1 | 4 | 178.38 | 2556.83 |
| 1 | 1 | 1 | 1 | 5 | 5.00 | 2319.23 |

Linear vs GLM Model Comparison

|  |  |  |
| --- | --- | --- |
|  | AIC | MSE |
| Linear | 2008.82 | 0.7510000 |
| Negative Binomial | 2319.23 | 0.8220021 |

![Comparison of Predicted vs. Actual](data:image/png;base64,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)

Comparison of Predicted vs. Actual

Coefficient Comparison

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Linear | Robust (Bisquare) | Poisson | Neg Binom | Neg Binom (fixed effects |
| Intercept | -9.63 (0.638) | -10.04 (0.67) | -11.23 (0.254) | -10.17 (0.647) | -10.57 (0.641) |
| log(GDP/Cap) | 0.408 (0.032) | 0.412 (0.034) | 0.521 (0.014) | 0.402 (0.029) | 0.452 (0.033) |
| log(Pop) | 0.443 (0.029) | 0.464 (0.031) | 0.505 (0.010) | 0.498 (0.032) | 0.506 (0.028) |
| Host | 0.867 (0.190) | 0.829 (0.199) | 0.311 (0.042) | 0.693 (0.159) | 0.608 (0.153) |
| Soviet/Comm | 1.033 (0.105) | 1.04 (0.110) | 1.02 (0.037) | 1.03 (0.098) | 1.08 (0.097) |

# Appendix B

knitr::opts\_chunk$set(echo = FALSE, comment = NA)  
base <-read.csv('data/base\_data.csv', stringsAsFactors = F)  
P\_\_disp <- function(x) {  
 pr <- sum(residuals(x, type="pearson")^2)  
 dispersion <- pr/x$df.residual  
 c(pr, dispersion)  
}  
library(dplyr)  
library(qpcR)  
library(MuMIn)  
base.total = base[which(base$year!=2016),]  
Olympic = base.total[,c(2,3,4,5,6,7,8)]  
#Clean the data (Mary to add)  
#Make new dataframe with GDP / capita  
Olympic\_v2 <- data.frame(year = Olympic$year, country = Olympic$country, count = Olympic$count, log\_pop = log(Olympic$pop), log\_gdp\_per\_cap = log(Olympic$gdp/Olympic$pop), host = Olympic$host, comm\_soviet = Olympic$comm\_soviet, log\_count = log(Olympic$count))  
library(knitr)  
summary(base$count)  
hist(base$count)  
hist(base[which(base$year == c("2008")),c("count")])  
summary(base$gdp)  
summary(base$pop)  
sum(base$comm\_soviet)  
nrow(base)-sum(base$comm\_soviet)  
sum(base$host)  
par(mfrow=c(1,2))  
#Histogram Population  
hist(base$pop,main = "Untransformed",xlab = "Population")  
#Histogram log(Population)  
hist(log(base$pop),main = "Transformed",xlab = "log(Population)")  
#Log(GDP)  
boxplot(log(base$gdp),ylab = "log(GDP)")  
#log(Population)  
boxplot(log(base$pop),ylab = "log(Population)")  
pairs(Olympic[,c(2,4,5,6,7)])  
kable(cor(Olympic[,c(2,4,5,6,7)]))  
library(leaps)  
#CP  
olympic.leapCP <- leaps(y=log(Olympic\_v2$count), x=Olympic\_v2[,4:7])  
#R2a  
olympic.leapR2a <- leaps(y=log(Olympic\_v2$count), x=Olympic\_v2[,4:7], method = 'adjr2')  
 ### Code for AIC  
xList <- names(Olympic\_v2)[4:7]  
 #### Remove the last row that has all False's  
vec <- olympic.leapCP$which  
 ### Name the columns in the grid  
names(vec) <- paste("X", 1:4, sep="")  
 #### Build matrix of formula for every row  
allModelsList <- apply(vec, 1, function(x) as.formula(  
 paste(c("count ~ 1", xList[x]), collapse = "+")))  
 ### Calculate the coefficients for all 16 models  
allModelsResults.lm <- lapply(allModelsList,   
 function(x) lm(x, data=Olympic\_v2))  
olympic.lmfinal <- lm(log\_count ~ log\_pop + log\_gdp\_per\_cap + host + comm\_soviet, data = Olympic\_v2)  
par(mfrow=c(2,2))  
plot(olympic.lmfinal)  
library(lmtest)  
bptest(log\_count ~ log\_pop + log\_gdp\_per\_cap + host + comm\_soviet,data = Olympic\_v2,studentize = FALSE)  
library(nortest)  
lillie.test(olympic.lmfinal$residuals)  
olympic.lm\_inf[idx,]  
Olympic.pois<-glm(count~log\_pop + log\_gdp\_per\_cap + host + comm\_soviet, data = Olympic\_v2, family = poisson)  
P\_\_disp(Olympic.pois)  
library(MASS)  
olympic.nb <- glm.nb(count~log\_pop + log\_gdp\_per\_cap + host + comm\_soviet, data = Olympic\_v2)  
library(leaps)  
olympic.nb\_leap <- leaps(y=Olympic\_v2$count, x=Olympic\_v2[,4:7])  
Cp.nb<-round(olympic.nb\_leap$Cp, 2)  
which<-olympic.nb\_leap$which  
rownames(which) <-NULL  
colnames(which)<-c('Pop', 'GDP/C', 'Host', 'Soviet')  
xList <- names(Olympic\_v2)[4:7]  
vec <- olympic.nb\_leap$which  
#Name the columns in the grid  
names(vec) <- paste("X", 1:4, sep="")  
#Build matrix of formula for every row  
allModelsList <- apply(vec, 1, function(x) as.formula(  
 paste(c("count ~ 1", xList[x]), collapse = "+")))  
#Calculate the coefficients for all 16 models  
allModelsResults <- lapply(allModelsList,   
 function(x) glm.nb(x, data=Olympic\_v2))  
AIC.nb<-matrix(unlist(lapply(allModelsResults, function(x) round(extractAIC(x),2))), ncol = 2, byrow = T)[,2]  
library(knitr)  
df\_1<-data.frame(matrix(summary(Olympic\_v2$count), ncol = 6))  
colnames(df\_1)<-c('Min.', '1st Qu.','Median', 'Mean', '3rd Qu.', 'Max')  
kable(df\_1, caption = 'Summary of Count Variable')  
plot(density(Olympic\_v2$count), lwd = 4, xlab = '', main = '')  
par(mfrow=c(1,2))  
#Histogram Population  
hist(base$pop,main = "Untransformed",xlab = "Population")  
#Histogram log(Population)  
hist(log(base$pop),main = "Transformed",xlab = "log(Population)")  
plot(Olympic\_v2[,c(3,4,5,6,7)])  
kable(cor(Olympic\_v2[,c(3,4,5,6,7)]), caption = 'Correlation Matrix')  
#PRESS (Non-Mac)  
library(qpcR)  
olympic.lm = PRESS(lm(log\_count~log\_pop+log\_gdp\_per\_cap+host+comm\_soviet, data = Olympic\_v2))  
olympic.lmX1 = PRESS(lm(log\_count~log\_pop, data = Olympic\_v2))  
olympic.lmX2 = PRESS(lm(log\_count~log\_gdp\_per\_cap, data = Olympic\_v2))  
olympic.lmX3 = PRESS(lm(log\_count~host, data = Olympic\_v2))  
olympic.lmX4 = PRESS(lm(log\_count~comm\_soviet, data = Olympic\_v2))  
olympic.lmX1X2 = PRESS(lm(log\_count~log\_pop+log\_gdp\_per\_cap, data = Olympic\_v2))  
olympic.lmX1X3 = PRESS(lm(log\_count~log\_gdp\_per\_cap+host, data = Olympic\_v2))  
olympic.lmX1X4 = PRESS(lm(log\_count~log\_pop+comm\_soviet, data = Olympic\_v2))  
olympic.lmX2X3 = PRESS(lm(log\_count~log\_gdp\_per\_cap+host, data = Olympic\_v2))  
olympic.lmX2X4 = PRESS(lm(log\_count~log\_gdp\_per\_cap+comm\_soviet, data = Olympic\_v2))  
olympic.lmX3X4 = PRESS(lm(log\_count~host+comm\_soviet, data = Olympic\_v2))  
olympic.lmX1X2X3 = PRESS(lm(log\_count~log\_pop+log\_gdp\_per\_cap+host, data = Olympic\_v2))  
olympic.lmX1X2X4 = PRESS(lm(log\_count~log\_pop+log\_gdp\_per\_cap+comm\_soviet, data = Olympic\_v2))  
olympic.lmX2X3X4 = PRESS(lm(log\_count~log\_gdp\_per\_cap+host+comm\_soviet, data = Olympic\_v2))  
olympic.lmX1X3X4 = PRESS(lm(log\_count~log\_pop+host+comm\_soviet, data = Olympic\_v2))  
olympic.lm\_press <- rbind(olympic.lmX1$stat,  
 olympic.lmX3$stat,  
 olympic.lmX2$stat,  
 olympic.lmX4$stat,  
 olympic.lmX1X3$stat,  
 olympic.lmX1X2$stat,  
 olympic.lmX1X4$stat,  
 olympic.lmX2X3$stat,  
 olympic.lmX3X4$stat,  
 olympic.lmX2X4$stat,  
 olympic.lmX1X2X3$stat,  
 olympic.lmX1X2X4$stat,  
 olympic.lmX1X3X4$stat,  
 olympic.lmX2X3X4$stat,  
 olympic.lm$stat)  
#Summary  
Diagnostics = cbind(olympic.leapCP$which, Cp=round(olympic.leapCP$Cp,2), aR2=round(olympic.leapR2a$adjr2,2),  
 AIC=matrix(unlist(lapply(allModelsResults.lm, function(x) round(extractAIC(x),2))), ncol=2, byrow=TRUE)[,2], PRESS = olympic.lm\_press)  
#PRESS wasn't showing as column name  
colnames(Diagnostics) = c("1","2","3","4","Cp","aR2","AIC","PRESS")  
par(mfrow=c(2,2))  
plot(olympic.lmfinal)  
kable(Diagnostics, caption = 'Model Selection for Linear Model')  
kable(cbind(which, Parameters = olympic.nb\_leap$size, Cp.nb, AIC.nb), caption = 'Model Selection Diagnostics for a Negative Binomial Model', format.args = list(justify = 'centre'))  
df\_20<-data.frame(matrix(c(2008.82, 0.751, 2319.23, 0.8220021), nrow = 2, byrow = T))  
colnames(df\_20)<-c('AIC', 'MSE')  
rownames(df\_20)<-c('Linear', 'Negative Binomial')  
kable(df\_20, caption = 'Linear vs GLM Model Comparison')  
par(mfrow=c(1,2))  
plot(x=Olympic\_v2$count, y = exp(olympic.lmfinal$fitted.values), col='blue', pch=20, xlab='Actual',  
 ylab='Predicted', main='OLS Linear Regression')  
abline(a=0,b=1, col='red')  
plot(x=Olympic\_v2$count, y = olympic.nb$fitted.values, col='blue', pch=20, xlab='Actual',  
 ylab='Predicted', main='Negative Binomial Regression')  
abline(a=0,b=1, col='red')  
df\_133<-data.frame(matrix(c(  
'-9.63 (0.638)', '-10.04 (0.67)','-11.23 (0.254)','-10.17 (0.647)','-10.57 (0.641)',  
'0.408 (0.032)','0.412 (0.034)','0.521 (0.014)','0.402 (0.029)','0.452 (0.033)',  
'0.443 (0.029)','0.464 (0.031)','0.505 (0.010)','0.498 (0.032)','0.506 (0.028)',  
'0.867 (0.190)','0.829 (0.199)','0.311 (0.042)','0.693 (0.159)','0.608 (0.153)',  
'1.033 (0.105)','1.04 (0.110)','1.02 (0.037)','1.03 (0.098)','1.08 (0.097)'  
), ncol = 5, byrow = T))  
colnames(df\_133)<-c(  
'Linear',  
'Robust (Bisquare)',  
'Poisson',  
'Neg Binom',  
'Neg Binom (fixed effects')  
rownames(df\_133)<-c('Intercept','log(GDP/Cap)','log(Pop)','Host','Soviet/Comm')  
kable(df\_133, caption = 'Coefficient Comparison')  
#Influential cases  
olympic.lm\_inf=influence.measures(olympic.lmfinal)$is.inf  
idx=which(apply(olympic.lm\_inf,1,any))  
#Influential Cases  
Olympic[idx,]  
#Inluential Cases by Test  
olympic.lm\_inf[idx,]

# Appendix C: Influential Cases