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1. Implementation of memcpy and strcmp with void pointers

[https://elixir.bootlin.com/linux/v6.10/source/lib/string.c](https://elixir.bootlin.com/linux/v6.10/source/lib/string.c" \t "https://lms.vectorinstitute.in/mod/assign/_blank)

#include <stdio.h>

// Implementation of memcpy

void \*memcpy(void \*dest, const void \*src, int n)

{

    char \*dest\_ptr = (char \*)dest;

    const char \*src\_ptr = (const char \*)src;

    for (int i = 0; i < n; i++)

    {

        dest\_ptr[i] = src\_ptr[i];

    }

    return dest;

}

// Implementation of strcmp

int strcmp(const void \*s1, const void \*s2)

{

    const char \*str1 = (const char \*)s1;

    const char \*str2 = (const char \*)s2;

    while (\*str1 != '\0' && \*str2 != '\0')

    {

        if (\*str1 < \*str2)

            return -1;

        else if (\*str1 > \*str2)

            return 1;

        str1++;

        str2++;

    }

    if (\*str1 == '\0' && \*str2 != '\0')

        return -1;

    else if (\*str1 != '\0' && \*str2 == '\0')

        return 1;

    else

        return 0;

}

int main()

{

    char src[] = "Hello, World!";

    char dest[20];

    // Test memcpy

    memcpy(dest, src, sizeof(src));

    printf("Copied string: %s\n", dest);

    // Test strcmp

    char str1[] = "Hello";

    char str2[] = "World";

    int result = strcmp(str1, str2);

    printf("Comparison result: %d\n", result); // output -1

    return 0;

}

Output:
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1. what is dynamic initalization in C++, how it is possible in C++ during runtime

Dynamic initialization in C++ refers to the process of initializing variables during runtime, as opposed to compile-time initialization. This is particularly useful when the value of a variable is not known until the program executes.

Dynamic initialization is possible in C++ through various mechanisms, such as:

* **Constructor Initialization**: Objects can be dynamically initialized when their constructors are called, which might include reading data from files, user input, or performing calculations.
* **Dynamic Memory Allocation**: Using dynamic memory allocation (new and delete), you can create and initialize objects or variables at runtime.

#include <iostream>

class Example {

public:

    int x;

    Example(int val) : x(val) {  // Constructor initializing dynamically

        std::cout << "Initialized x to " << x << std::endl;

    }

};

int main() {

    int userInput;

    std::cout << "Enter a value: ";

    std::cin >> userInput;

    Example obj(userInput);  // Object is dynamically initialized with runtime input

    return 0;

}

1. Implement stack data structure by using template class.

#include <iostream>

using namespace std;

template <class T>

class Stack

{

private:

    int top;

    int capacity;

    T \*arr;

public:

    Stack(int size = 10) : top(-1), capacity(size), arr(new T[capacity]) {}

    ~Stack() { delete[] arr; }

    void push(T st);

    T pop();

    T topElement();

    bool isEmpty();

    bool isFull();

};

template <class T>

void Stack<T>::push(T st)

{

    if (isFull())

    {

        T \*newArr = new T[capacity \* 2];

        if (!newArr)

        {

            throw runtime\_error("Memory allocation failed");

        }

        for (int i = 0; i < capacity; i++)

        {

            newArr[i] = arr[i];

        }

        delete[] arr;

        arr = newArr;

        capacity \*= 2;

    }

    arr[++top] = st;

}

template <class T>

T Stack<T>::pop()

{

    if (isEmpty())

    {

        throw runtime\_error("Stack is empty");

    }

    return arr[top--];

}

template <class T>

T Stack<T>::topElement()

{

    if (isEmpty())

    {

        throw runtime\_error("Stack is empty");

    }

    return arr[top];

}

template <class T>

bool Stack<T>::isEmpty()

{

    return top == -1;

}

template <class T>

bool Stack<T>::isFull()

{

    return top == capacity - 1;

}

int main()

{

    try

    {

        Stack<int> intStack;

        Stack<double> doubleStack;

        Stack<char> charStack;

        // Push some elements onto the stacks

        intStack.push(1);

        intStack.push(2);

        intStack.push(3);

        doubleStack.push(3.14);

        doubleStack.push(2.71);

        charStack.push('a');

        charStack.push('b');

        charStack.push('c');

        // Pop elements from the stacks

        cout << "Popped from intStack: " << intStack.pop() << endl;

        cout << "Popped from doubleStack: " << doubleStack.pop() << endl;

        cout << "Popped from charStack: " << charStack.pop() << endl;

    }

    catch (const runtime\_error &e)

    {

        cerr << "Error: " << e.what() << endl;

        return 1;

    }

    return 0;

}

Output:

![](data:image/png;base64,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)

4. C/C++ files vs Database software tools usage

|  |  |  |
| --- | --- | --- |
| **Feature** | **C/C++ Files** | **Database Software Tools** |
| **Data Storage Method** | Directly stores data in text or binary files | Stores data in tables with structured queries (SQL/NoSQL) |
| **Complexity** | Simple, direct file I/O (Input/Output) | More complex, requires setup and management of DBMS |
| **Data Size** | Suitable for small or moderate datasets | Designed for large-scale datasets |
| **Data Integrity** | No built-in data integrity checks | Built-in mechanisms for data integrity (ACID properties) |
| **Concurrency** | Limited support, prone to conflicts | Strong concurrency handling, supports multiple users |
| **Security** | Requires custom implementation for encryption and access control | Built-in security features such as authentication and access control |
| **Efficiency** | Efficient for simple, small-scale applications | Optimized for complex queries and large datasets |
| **Scalability** | Poor scalability for large datasets and multi-user environments | Highly scalable, suited for growing datasets and concurrent users |
| **Querying Data** | Manual parsing and handling | Advanced querying capabilities (SQL/NoSQL languages) |
| **Setup & Maintenance** | Minimal setup, no external software needed | Requires installation, configuration, and maintenance of a DBMS |
| **Use Case** | Best for small applications with simple data storage needs | Best for applications that require complex data management and multi-user support |
| **When to use** | Small and simple data storage requirements.  Minimal data manipulation and no need for advanced queries.  Single-user applications or lightweight systems. | Applications with large datasets.  Need for data integrity, security, and multi-user access.  Complex data relationships and querying requirements. |