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## Цель работы

Изучить основные управляющие конструкции языка Python. Написать программу, состоящую из трёх задач. Каждую задачу вывести в отдельную функцию.

**Задание**

Задача 1

Оформите решение в виде отдельной функции check\_collision. На вход функции подаются два ndarray -- коэффициенты bot1, bot2 уравнений прямых bot1 = (a1, b1, c1), bot2 = (a2, b2, c2) (уравнение прямой имеет вид ax+by+c=0).

Функция должна возвращать точку пересечения траекторий (кортеж из 2 значений), предварительно округлив координаты до 2 знаков после запятой с помощью round(value, 2).

Задача 2

Оформите задачу как отдельную функцию check\_surface, на вход которой передаются координаты 3 точек (3 ndarray 1 на 3): point1, point2, point3.

Функция должна возвращать коэффициенты a, b, с в виде ndarray для уравнения плоскости вида ax+by+c=z. Перед возвращением результата выполнение округление каждого коэффициента до 2 знаков после запятой с помощью round(value, 2).

Задача 3

Оформите задачу как отдельную функцию check\_surface, на вход которой передаются координаты 3 точек (3 ndarray 1 на 3): point1, point2, point3.

Функция должна возвращать коэффициенты a, b, с в виде ndarray для уравнения плоскости вида ax+by+c=z. Перед возвращением результата выполнение округление каждого коэффициента до 2 знаков после запятой с помощью round(value, 2).

## Выполнение работы

Для работы были использованы библиотеки numpy и math.

1. Оформить решение в виде отдельной функции check\_collision(bot1, bot2). На вход функции подаются два ndarray – коэффициенты bot1, bot2 уравнений прямых bot1 = (a1, b1, c1) bot2 = (a2, b2, c2). Функция возвращает точку пересечений траекторий, округлив координаты до 2 знаков после запятой с помощью round(value, 2).
2. Решение оформлено как отдельная функция check\_surface(point1, point2, point3). На вход функции передаются координаты 3 точек (point1, point2, point3). Функция возвращает коэффициенты a, b, c в виде массива для уравнения плоскости вида ax + by + c = z. Результат так же нужно округлить до 2 знаков после запятой.
3. Решение третьей задачи оформлено в отдельной функции check\_rotation(coordinates, radians). На вход функции подается массив координат и угол поворота в радианах. Нужно вывести повёрнутые координаты, каждая из которых округлена до 2 знаков после запятой. Поворот выполняется относительно оси z, используя (рис. 1) подставляем значения получаем координаты поворота.

![](data:image/png;base64,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)

## Тестирование

Результаты тестирования представлены в табл. 1.

Таблица 1 – Результаты тестирования

|  |  |  |  |
| --- | --- | --- | --- |
| № п/п | Входные данные | Выходные данные | Комментарии |
|  | check\_collision(([-3, -6, 9]), ([8, -7, 0])) | (0.91, 1.04) | Верный вывод |
|  | check\_surface(([1, -6, 1]), ([0, -3, 2]), ([-3, 0, -1])) | [2. 1. 5.] | Верный вывод |
|  | check\_rotation([1, -2, 3], 1.57) | [2. 1. 3.] | Верный вывод |

## Выводы

Был создан файл main.py с решением поставленных задач. Я научился использовать основные управляющие конструкции языка python.

# Приложение А Исходный код программы

Название файла: main.py

import numpy as np

from math import \*

def check\_collision(bot1, bot2):    #print(check\_collision(([-3, -6, 9]), ([8, -7, 0])))

    a1, a2, a3 = map(int, bot1)

    b1, b2, b3 = map(int, bot2)

    array1 = np.array([[a1, a2], [b1, b2]])

    array2 = np.array([-a3, -b3])

    if np.linalg.matrix\_rank(array1) < 2:

        return None

    answer = np.linalg.solve(array1, array2)

    return (round(answer[0], 2), round(answer[1], 2))

def check\_surface(point1, point2, point3):  #print(check\_surface(([1, -6,  1]), ([0, -3,  2]), ([-3,  0, -1])))

    a1, b1, c1 = map(int, point1)

    a2, b2, c2 = map(int, point2)

    a3, b3, c3 = map(int, point3)

    array1 = ([[a1, b1, 1], [a2, b2, 1], [a3, b3, 1]])

    array2 = ([c1, c2, c3])

    if np.linalg.matrix\_rank(array1) < 3:

        return None

    answer = np.linalg.solve(array1, array2)

    return (np.array([round(answer[0], 2), round(answer[1], 2), round(answer[2], 2)]))

def check\_rotation(coordinates, radiants):  #print(check\_rotation([1, -2, 3], 1.57))

    array = np.array([[cos(radiants), -sin(radiants), 0], [sin(radiants), cos(radiants), 0], [0, 0, 1]])

    answer = np.dot(array, coordinates)

    return (np.array([round(answer[0], 2), round(answer[1], 2), round(answer[2], 2)]))