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## Цель работы

Изучить основы программирования, включая работу с классами, исключениями и их применение в Python. Затем написать программу для создания экземпляров этих классов.

## Задание

Вариант 4.

Базовый класс — печатное издание Edition:

Поля объекта класса Edition:

* название (строка);
* цена (в руб., целое положительное число);
* возрастное ограничение (в годах, целое положительное число);
* стиль (значение может быть одной из строк: c (color), b (black));

При создании экземпляра класса Edition необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

Класс книга – Book наследуется от класса Edition.

Поля объекта класс Book:

* название (строка);
* цена (в руб., целое положительное число);
* возрастное ограничение (в годах, целое положительное число);
* стиль (значение может быть одной из строк: c (color), b (black));
* автор (фамилия, в виде строки);
* твердый переплет (значениями могут быть или True, или False);
* количество страниц (целое положительное число);

При создании экземпляра класса Book необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

* Метод \_\_str\_\_(): Преобразование к строке вида: Book: название <название>, цена <цена>, возрастное ограничение <возрастное ограничение>, стиль <стиль>, автор <автор>, твердый переплет <твердый переплет>, количество страниц <количество страниц>.
* Метод \_\_eq\_\_(): Метод возвращает True, если два объекта класса равны и False иначе. Два объекта типа Book равны, если равны их название и автор.

Класс газета – Newspaper наследуется от класса Edition.

Поля объекта класс Newspaper:

* название (строка);
* цена (в руб., целое положительное число);
* возрастное ограничение (в годах, целое положительное число);
* стиль (значение может быть одной из строк: c (color), b (black));
* интернет-издание (значениями могут быть или True, или False);
* страна (строка);
* периодичность (период выпуска газеты в днях, целое положительное число);

При создании экземпляра класса Newspaper необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

* Метод \_\_str\_\_(): Преобразование к строке вида: Newspaper: название <название>, цена <цена>, возрастное ограничение <возрастное ограничение>, стиль <стиль>, интернет-издание <интернет издание>, страна <страна>, периодичность <периодичность>.
* Метод \_\_eq\_\_(): Метод возвращает True, если два объекта класса равны и False иначе. Два объекта типа Newspaper равны, если равны их название и страна.

Необходимо определить список list для работы с печатным изданием:

Книги:

class BookList – список книг - наследуется от класса list.

Конструктор:

1. Вызвать конструктор базового класса.
2. Передать в конструктор строку name и присвоить её полю name созданного объекта

Необходимо реализовать следующие методы:

* Метод append(p\_object): Переопределение метода append() списка. В случае, если p\_object - книга, элемент добавляется в список, иначе выбрасывается исключение TypeError с текстом: Invalid type <тип\_объекта p\_object> (результат вызова функции type)
* Метод total\_pages(): Метод возвращает сумму всех страниц всех имеющихся книг.
* Метод print\_count(): Вывести количество книг.

Газеты:

class NewspaperList – список газет - наследуется от класса list.

Конструктор:

Вызвать конструктор базового класса.

Передать в конструктор строку name и присвоить её полю name созданного объекта.

Необходимо реализовать следующие методы:

* Метод extend(iterable): Переопределение метода extend() списка. В случае, если элемент iterable - объект класса Newspaper, этот элемент добавляется в список, иначе не добавляется.
* Метод print\_age(): Вывести самое низкое возрастное ограничение среди всех газет.
* Метод print\_total\_price(): Посчитать и вывести общую цену всех газет.

## Выполнение работы

Наследование классов (см. рис. 1) и (см. рис. 2).

![](data:image/png;base64,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)

Рисунок – 1 наследование классов Book и Newspaper от родительского класса Edition.
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Рисунок – 2 наследование классов BookList и NewspaperList от родительского класса List.

Класс Edition имеет конструктор, который принимает параметры name, price, age\_limit и style для названия, цены, возрастного ограничения и стиля соответственно. Значения этих параметров присваиваются соответствующим полям класса. Все параметры проходят проверку на тип данных, а также на допустимые значения: цена должна быть положительным числом, а стиль должен быть либо "с", либо "b". Если значения не соответствуют заданным требованиям, вызывается исключение ValueError с сообщением “Invalid value”.

Класс Book наследует класс Edition. В конструкторе класса Book принимаются параметры name, price, age\_limit, style, author, hardcover и pages для названия, цены, возрастного ограничения, стиля, автора, типа обложки (мягкий/твердый) и количества страниц соответственно. Поля name, price, age\_limit, style передаются конструктору родительского класса. При инициализации происходит проверка типов оставшихся параметров, а также на положительное количество страниц. В случае несоответствия заданным требованиям, вызывается исключение ValueError с сообщением: “Invalid value”.

Далее атрибуты author, hardcover и pages устанавливаются для полей класса. Метод \_\_str\_\_() переопределен для конвертации класса в строку, что позволяет корректно выводить экземпляр класса с помощью функции print(). Также переопределен метод \_\_eq\_\_(), в котором происходит сравнение авторов и стран издания объектов для определения, являются ли эти экземпляры одними объектами по смыслу.

Класс Newspaper наследуется от класса Edition. В конструкторе класса передаются следующие параметры: name, price, age\_limit, style, online\_edition, country, frequency, которые соответствуют названию, цене, возрастному ограничению, стилю, наличию онлайн-издания, стране и частоте выпуска соответственно. Поля name, price, age\_limit и style передаются конструктору родительского класса. При создании экземпляра производится проверка соответствия типам остальных параметров и положительности значения частоты издания. Если параметры не соответствуют указанным требованиям, будет сгенерировано исключение ValueError с сообщением: “Invalid value”.

Затем значения параметров online\_edition, country и frequency назначаются соответствующим полям класса. Метод str переопределяется для конвертации класса в строковый тип, чтобы, например, при использовании экземпляра класса в функции print(). Также переопределяется метод eq, в котором происходит сравнение авторов и стран издания объектов для понимания, являются ли эти экземпляры одними объектами по своему содержанию.

Класс BookList является подклассом класса list. В его конструкторе передается имя списка, в котором сначала вызывается конструктор родительского класса, а затем присваивается параметр name. Метод append переопределяется таким образом, что он проверяет тип добавляемого объекта: если тип не соответствует ожидаемому, возникает ошибка TypeError, в противном случае вызывается метод append у родительского класса. Метод total\_pages возвращает общее количество страниц всех книг в списке. Метод print\_count выводит на экран количество книг в списке.

Класс NewspaperList унаследован от класса list. При создании экземпляра передается имя списка, которое затем присваивается переменной name. Переопределен метод extend, который в цикле проверяет все элементы итерируемого объекта на соответствие определенному типу; если какие-то элементы не соответствуют, метод завершает свою работу, в противном случае вызывается родительский метод extend. Метод print\_age выводит минимальное требуемое возрастное ограничение для всех элементов списка. Метод print\_total\_price выводит общую стоимость всех газет в списке.

Разработанный программный код см. в приложении А.

## Выводы

Были исследованы парадигмы программирования. Была разработана программа, в которой применяются основные принципы и концепции ООП.

ПРИЛОЖЕНИЕ А  
ИСХОДНЫЙ КОД ПРОГРАММЫ

Название файла: main.py

class Edition:

def \_\_init\_\_(self, name, price, age\_limit, style):

if isinstance(name, str) and (isinstance(price, int) and price > 0) and (isinstance(age\_limit, int) and age\_limit > 0) and isinstance(style, str) and (style == 'c' or style == 'b'):

self.name = name

self.price = price

self.age\_limit = age\_limit

self.style = style

else:

raise ValueError("Invalid value")

class Book(Edition):

def \_\_init\_\_(self, name, price, age\_limit, style, author, hardcover, pages):

super().\_\_init\_\_(name, price, age\_limit, style)

if isinstance(author, str) and isinstance(hardcover, bool) and (isinstance(pages, int) and pages > 0):

self.author = author

self.hardcover = hardcover

self.pages = pages

else:

raise ValueError("Invalid value")

def \_\_str\_\_(self):

return f'Book: название {self.name}, цена {self.price}, возрастное ограничение {self.age\_limit}, стиль {self.style}, автор {self.author}, твердый переплет {self.hardcover}, количество страниц {self.pages}.'

def \_\_eq\_\_(self, other):

return self.name == other.name and self.author == other.author

class Newspaper(Edition):

def \_\_init\_\_(self, name, price, age\_limit, style, online\_edition, country, frequency):

super().\_\_init\_\_(name, price, age\_limit, style)

if isinstance(online\_edition, bool) and isinstance(country, str) and (isinstance(frequency, int) and frequency > 0):

self.online\_edition = online\_edition

self.country = country

self.frequency = frequency

else:

raise ValueError("Invalid value")

def \_\_str\_\_(self):

return f'Newspaper: название {self.name}, цена {self.price}, возрастное ограничение {self.age\_limit}, стиль {self.style}, интернет издание {self.online\_edition}, страна {self.country}, периодичность {self.frequency}.'

def \_\_eq\_\_(self, other):

return self.name == other.name and self.country == other.country

class BookList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def append(self, p\_object):

try:

if isinstance(p\_object, Book):

super().append(p\_object)

else:

raise TypeError

except TypeError:

raise TypeError(f'Invalid type {type(p\_object)}')

def total\_pages(self):

return sum(i.pages for i in self)

def print\_count(self):

print(len(self))

class NewspaperList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def extend(self, iterable):

super().extend([i for i in iterable if isinstance(i, Newspaper)])

def print\_age(self):

print(min(i.age\_limit for i in self))

def print\_total\_price(self):

print(sum(i.price for i in self))