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## Цель работы

Изучение основ работы с классами в языке Python. Реализация наследования классов, определение\переопределение «магических» и пользовательских методов.

## Задание

Даны фигуры в двумерном пространстве.

Базовый класс - фигура ***Figure***:

Поля объекта класса *Figure*:

* периметр фигуры(в сантиметрах, целое положительное число)
* площадь фигуры(в квадратных сантиметрах, целое положительное число)
* цвет фигуры(значение может быть одной из строк: 'r', 'b', 'g').

При создании экземпляра класса *Figure* необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение *ValueError* с текстом 'Invalid value'.

Многоугольник — ***Polygon***: (Наследуется от класса *Figure*)

Поля объекта класса *Polygon*:

* периметр фигуры(в сантиметрах, целое положительное число)
* площадь фигуры(в квадратных сантиметрах, целое положительное число)
* цвет фигуры(значение может быть одной из строк: 'r', 'b', 'g')
* количество углов(неотрицательное значение, больше 2)
* равносторонний(значениями могут быть или True, или False)
* самый большой угол(или любого угла, если многоугольник равносторонний) (целое положительное число)

При создании экземпляра класса *Polygon* необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение *ValueError* с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

1. Метод *\_\_str\_\_()*:

Преобразование к строке вида: Polygon: Периметр <периметр>, площадь <площадь>, цвет фигуры <цвет фигуры>, количество углов <кол-во углов>, равносторонний <равносторонний>, самый большой угол <самый большой угол>.

1. Метод *\_\_add\_\_()*:

Сложение площади и периметра многоугольника. Возвращает число, полученное при сложении площади и периметра многоугольника.

1. Метод *\_\_eq\_\_()*:

Метод возвращает True, если два объекта класса равны и False иначе. Два объекта типа *Polygon* равны, если равны их периметры, площади и количество углов.

Окружность — ***Circle***: (Наследуется от класса *Figure*)

Поля объекта класса *Circle*:

* периметр фигуры(в сантиметрах, целое положительное число)
* площадь фигуры(в квадратных сантиметрах, целое положительное число)
* цвет фигуры(значение может быть одной из строк: 'r', 'b', 'g').
* радиус(целое положительное число)
* диаметр(целое положительное число, равен двум радиусам)

При создании экземпляра класса *Circle* необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение *ValueError* с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

1. Метод *\_\_str\_\_():*

Преобразование к строке вида: Circle: Периметр <периметр>, площадь <площадь>, цвет фигуры <цвет фигуры>, радиус <радиус>, диаметр <диаметр>.

1. Метод *\_\_add\_\_():*

Сложение площади и периметра окружности. Возвращает число, полученное при сложении площади и периметра окружности.

1. Метод *\_\_eq\_\_():*

Метод возвращает True, если два объекта класса равны и False иначе. Два объекта типа *Circle* равны, если равны их радиусы.

Необходимо определить список *list* для работы с фигурами:

**Многоугольники *(class PolygonList)***:

Конструктор:

* Вызвать конструктор базового класса.
* Передать в конструктор строку name и присвоить её полю name созданного объекта

Необходимо реализовать следующие методы:

1. Метод *append(p\_object):*

Переопределение метода *append()* списка. В случае, если *p\_object* - многоугольник (объект класса *Polygon*), элемент добавляется в список, иначе выбрасывается исключение *TypeError* с текстом: Invalid type <тип\_объекта p\_object>

1. Метод *print\_colors():*

Вывести цвета всех многоугольников в виде строки (нумерация начинается с 1):

<i> многоугольник: <color[i]>

<j> многоугольник: <color[j]> ...

1. Метод *print\_count():*

Вывести количество многоугольников в списке.

**Окружности** (***class CircleList***):

Конструктор:

* Вызвать конструктор базового класса.
* Передать в конструктор строку name и присвоить её полю name созданного объекта

Необходимо реализовать следующие методы:

1. Метод *extend(iterable):*

Переопределение метода extend() списка. В качестве аргумента передается итерируемый объект iterable, в случае, если элемент iterable - объект класса Circle, этот элемент добавляется в список, иначе не добавляется.

1. Метод *print\_colors():*

Вывести цвета всех окружностей в виде строки (нумерация начинается с 1):

<i> окружность: <color[i]>

<j> окружность: <color[j]> ...

1. Метод *total\_area():*

Посчитать и вывести общую площадь всех окружностей.

## Выполнение работы

Требовалось реализовать 2 класса, которые наследовались от пользовательского класса, и 2 класса, которые наследовались от встроенного класса list.

Каждый из классов при инициализации экземпляра сохраняет входящие данные в защищенные атрибуты. Для доступа к этим атрибутам были реализованы геттеры и сеттеры через декоратор свойства (@*property*).

В классе *Figure* были переопределены следующие методы класса *object*: *\_\_init\_\_, \_\_str\_\_, \_\_add\_\_, \_\_eq\_\_*. Последние два метода дочерние классы использовали без переопределения. Методы *\_\_str\_\_* и *\_\_init\_\_* класса *Figure* вызываются в и дочерних классах (работа родительского метода дополняется в каждом из дочерних классов по-разному), это сделано во избежание дублирования кода.![](data:image/png;base64,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)

Если метод *\_\_init\_\_* используется единожды для инициализации значениями нового экземпляра класса, то метод *\_\_str\_\_* используется для «неформального» строкового представления экземпляра класса. Данный метод неявно вызывается, например, при передаче экземпляра в функцию *print()*. Метод *\_\_add\_\_* неявно вызывается при использовании оператора «+», когда объект класса стоит слева от знака сложения. Сам метод описывает логику сложения.

При наследовании от класса *list*, переопределяя метод append, использовалась функция *super()* с вызовом родительского метода *append* для того, чтобы возможно было добавить элемент в пользовательский список, при этом избежав рекурсивных вызовов (это произошло бы, если, например, при переопределении метода append в его теле использовалась не строка *super().append(),* а *self.append()*). Но для *CircleList* мы имели право использовать последний вариант написания, т.к *self.append()* вызывался при переопределении метода *extend()*. В этой ситуации вызывается родительский метод *append()* для экземпляра класса *CircleList*.

## Тестирование

Результаты тестирования содержатся в таблице 1.

Таблица 1 – Результаты тестирования

| № п/п | Входные данные | Выходные данные | Комментарии |
| --- | --- | --- | --- |
|  | polygon = Polygon(10,25,'g',4, True, 90)  polygon2 = Polygon(10,25,'g',4, True, 90)  print(polygon.perimeter, polygon.area, polygon.color, polygon.angle\_count, polygon.equilateral, polygon.biggest\_angle)  print(polygon.\_\_str\_\_())  print(polygon.\_\_add\_\_())  print(polygon.\_\_eq\_\_(polygon2))  polygon\_list = PolygonList(Polygon)  polygon\_list.append(polygon)  polygon\_list.append(polygon2)  polygon\_list.print\_colors()  polygon\_list.print\_count() | 10 25 g  10 25 g 4 True 90  Polygon: Периметр 10, площадь 25, цвет фигуры g, количество углов 4, равносторонний True, самый большой угол 90.  35  True  1 многоугольник: g  2 многоугольник: g  2 | Тесты с экземплярами класса Polygon и работа со списком PolygonList |

## Выводы

В результате работы были изучены классы в Python и способы работы с ними: наследование, переопределение методов, особенности работы «магических» методов.

# Приложение А Исходный код программы

Название файла: main.py

class Figure:

def \_\_init\_\_(self, perimeter, area, color):

if not isinstance(perimeter, int) or not isinstance(area, int) or not isinstance(color, str) or perimeter <= 0 or area <= 0 or color not in 'rgb':

raise ValueError('Invalid value')

self.perimeter = perimeter

self.area = area

self.color = color

class Polygon(Figure):

def \_\_init\_\_(self, perimeter, area, color, angle\_count, equilateral, biggest\_angle):

super().\_\_init\_\_(perimeter, area, color)

if not isinstance(angle\_count, int) or not isinstance(equilateral, bool) or not isinstance(biggest\_angle, int) or angle\_count <= 2 or biggest\_angle <= 0:

raise ValueError('Invalid value')

self.angle\_count = angle\_count

self.equilateral = equilateral

self.biggest\_angle = biggest\_angle

def \_\_str\_\_(self):

return f'Polygon: Периметр {self.perimeter}, площадь {self.area}, цвет фигуры {self.color}, ' \

f'количество углов {self.angle\_count}, равносторонний {self.equilateral}, самый большой угол {self.biggest\_angle}.'

def \_\_add\_\_(self):

return self.perimeter + self.area

def \_\_eq\_\_(self, other):

return isinstance(other, Polygon) and self.perimeter == other.perimeter \

and self.area == other.area and self.angle\_count == other.angle\_count

class Circle(Figure):

def \_\_init\_\_(self, perimeter, area, color, radius, diametr):

super().\_\_init\_\_(perimeter, area, color)

if not isinstance(radius, int) or not isinstance(diametr, int) or diametr != 2 \* radius:

raise ValueError('Invalid value')

self.radius = radius

self.diametr = diametr

def \_\_str\_\_(self):

return f'Circle: Периметр {self.perimeter}, площадь {self.area}, цвет фигуры {self.color}, ' \

f'радиус {self.radius}, диаметр {self.diametr}.'

def \_\_add\_\_(self):

return self.perimeter + self.area

def \_\_eq\_\_(self, other):

return isinstance(other, Circle) and self.radius == other.radius

class PolygonList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def append(self, p\_object):

if isinstance(p\_object, Polygon):

super().append(p\_object)

else:

raise TypeError(f'Invalid type {type(p\_object)}')

def print\_colors(self):

count = 0

for p in self:

count += 1

print(f'{count} многоугольник: {p.color}')

def print\_count(self):

print(len(self))

class CircleList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def extend(self, iterable):

for item in iterable:

if isinstance(item, Circle):

self.append(item)

def print\_colors(self):

count = 0

for c in self:

count += 1

print(f'{count} окружность: {c.color}')

def total\_area(self):

total = sum(c.area for c in self)

print(total)

@color.setter  
 def color(self, value):  
 if value in ('r', 'g', 'b'):  
 self.\_color = value  
 else:  
 raise ValueError('Invalid value')  
  
 def \_\_str\_\_(self):  
 return f'{self.\_\_class\_\_.\_\_name\_\_}: Периметр {self.perimeter}, площадь {self.area}, цвет фигуры {self.color}, '  
  
 def \_\_add\_\_(self):  
 return self.area + self.perimeter  
  
 def \_\_eq\_\_(self, other):  
 if isinstance(other, Polygon):  
 return (self.perimeter == other.perimeter) and (self.area == other.area) and (self.angle\_count == other.angle\_count)  
 if isinstance(other, Circle):  
 return self.radius == other.radius  
  
  
class Polygon(Figure):  
 def \_\_init\_\_(self, perimeter, area, color, angle\_count, equilateral, biggest\_angle):  
 super().\_\_init\_\_(perimeter, area, color)  
 self.angle\_count = angle\_count  
 self.equilateral = equilateral  
 self.biggest\_angle = biggest\_angle  
  
 @property  
 def angle\_count(self):  
 return self.\_angle\_count  
  
 @angle\_count.setter  
 def angle\_count(self, value):  
 if isinstance(value, int) and value > 2:  
 self.\_angle\_count = value  
 else:  
 raise ValueError('Invalid value')  
  
 @property  
 def equilateral(self):  
 return self.\_equilateral  
  
 @equilateral.setter  
 def equilateral(self, value):  
 if isinstance(value, bool):  
 self.\_equilateral = value  
 else:  
 raise ValueError('Invalid value')  
  
 @property  
 def biggest\_angle(self):  
 return self.\_biggest\_angle  
  
 @biggest\_angle.setter  
 def biggest\_angle(self, value):  
 if isinstance(value, int) and value > 0:  
 self.\_biggest\_angle = value  
 else:  
 raise ValueError('Invalid value')  
  
 def \_\_str\_\_(self):  
 return super().\_\_str\_\_() + f'количество углов {self.angle\_count}, равносторонний {self.equilateral}, самый большой угол {self.biggest\_angle}.'  
  
  
class Circle(Figure):  
 def \_\_init\_\_(self, perimeter, area, color, radius, diametr):  
 super().\_\_init\_\_(perimeter, area, color)  
 self.radius = radius  
 self.diametr = diametr  
  
 @property  
 def radius(self):  
 return self.\_radius  
  
 @radius.setter  
 def radius(self, value):  
 if isinstance(value, int) and value > 0:  
 self.\_radius = value  
 else:  
 raise ValueError('Invalid value')  
  
 @property  
 def diametr(self):  
 return self.\_diametr  
  
 @diametr.setter  
 def diametr(self, value):  
 if isinstance(value, int) and value > 0 and value == self.radius \* 2:  
 self.\_diametr = value  
 else:  
 raise ValueError('Invalid value')  
  
 def \_\_str\_\_(self):  
 return super().\_\_str\_\_() + f'радиус {self.radius}, диаметр {self.diametr}.'  
  
  
class PolygonList(list):  
 def \_\_init\_\_(self, name):  
 super().\_\_init\_\_()  
 self.name = name  
  
 @property  
 def name(self):  
 return self.\_name  
  
 @name.setter  
 def name(self, value):  
 self.\_name = value  
  
 def append(self, \_\_object):  
 if isinstance(\_\_object, Polygon):  
 super().append(\_\_object)  
 else:  
 raise TypeError(f'Invalid type {\_\_object.\_\_class\_\_}')  
  
 def print\_colors(self):  
 for obj\_num in range(len(self)):  
 print(f'{obj\_num + 1} многоугольник: {self[obj\_num].color}')  
  
 def print\_count(self):  
 print(len(self))  
  
  
class CircleList(list):  
 def \_\_init\_\_(self, name):  
 super().\_\_init\_\_()  
 self.name = name  
  
 @property  
 def name(self):  
 return self.\_name  
  
 @name.setter  
 def name(self, value):  
 self.\_name = value  
  
 def extend(self, \_\_iterable):  
 for obj in \_\_iterable:  
 if isinstance(obj, Circle):  
 self.append(obj)  
  
 def print\_colors(self):  
 for obj\_num in range(len(self)):  
 print(f'{obj\_num + 1} окружность: {self[obj\_num].color}')  
  
 def total\_area(self):  
 print(reduce(lambda x, y: x + y.area, self, 0))