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**Цель работы**

Изучить и научиться применять принципы объектно-ориентированного программирования для написания программы с использованием нескольких классов. Использовать классы для решения поставленных задач, а так же обработать исключения.

**Задание**

Вариант 3.

Базовый класс - транспорт Transport:

class Transport:

Поля объекта класс Transport:

* cредняя скорость (в км/ч, положительное целое число)
* максимальная скорость (в км/ч, положительное целое число)
* цена (в руб., положительное целое число)
* грузовой (значениями могут быть или True, или False)
* цвет (значение может быть одной из строк: w (white), g(gray), b(blue)).

При создании экземпляра класса Transport необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

Автомобиль - Car:

class Car: #Наследуется от класса Transport

Поля объекта класс Car:

* cредняя скорость (в км/ч, положительное целое число)
* максимальная скорость (в км/ч, положительное целое число)
* цена (в руб., положительное целое число)
* грузовой (значениями могут быть или True, или False)
* цвет (значение может быть одной из строк: w (white), g(gray), b(blue)).
* мощность (в Вт, положительное целое число)
* количество колес (положительное целое число, не более 10)

При создании экземпляра класса Car необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

Метод \_\_str\_\_(): Преобразование к строке вида: Car: средняя скорость <средняя скорость>, максимальная скорость <максимальная скорость>, цена <цена>, грузовой <грузовой>, цвет <цвет>, мощность <мощность>, количество колес <количество колес>.

Метод \_\_add\_\_(): Сложение средней скорости и максимальной скорости автомобиля. Возвращает число, полученное при сложении средней и максимальной скорости.

Метод \_\_eq\_\_(): Метод возвращает True, если два объекта класса равны, и False иначе. Два объекта типа Car равны, если равны количество колес, средняя скорость, максимальная скорость и мощность.

Самолет - Plane:

class Plane: #Наследуется от класса Transport

Поля объекта класс Plane:

* cредняя скорость (в км/ч, положительное целое число)
* максимальная скорость (в км/ч, положительное целое число)
* цена (в руб., положительное целое число)
* грузовой (значениями могут быть или True, или False)
* цвет (значение может быть одной из строк: w (white), g(gray), b(blue)).
* грузоподъемность (в кг, положительное целое число)
* размах крыльев (в м, положительное целое число)

При создании экземпляра класса Plane необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

Метод \_\_str\_\_(): Преобразование к строке вида: Plane: средняя скорость <средняя скорость>, максимальная скорость <максимальная скорость>, цена <цена>, грузовой <грузовой>, цвет <цвет>, грузоподъемность <грузоподъемность>, размах крыльев <размах крыльев>.

Метод \_\_add\_\_(): Сложение средней скорости и максимальной скорости самолета. Возвращает число, полученное при сложении средней и максимальной скорости.

Метод \_\_eq\_\_(): Метод возвращает True, если два объекта класса равны по размерам, и False иначе. Два объекта типа Plane равны по размерам, если равны размах крыльев.

Корабль - Ship:

class Ship: #Наследуется от класса Transport

Поля объекта класс Ship:

* cредняя скорость (в км/ч, положительное целое число)
* максимальная скорость (в км/ч, положительное целое число)
* цена (в руб., положительное целое число)
* грузовой (значениями могут быть или True, или False)
* цвет (значение может быть одной из строк: w (white), g(gray), b(blue)).
* длина (в м, положительное целое число)
* высота борта (в м, положительное целое число)

При создании экземпляра класса Ship необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

Метод \_\_str\_\_(): Преобразование к строке вида: Ship: средняя скорость <средняя скорость>, максимальная скорость <максимальная скорость>, цена <цена>, грузовой <грузовой>, цвет <цвет>, длина <длина>, высота борта <высота борта>.

Метод \_\_add\_\_(): Сложение средней скорости и максимальной скорости корабля. Возвращает число, полученное при сложении средней и максимальной скорости.

Метод \_\_eq\_\_(): Метод возвращает True, если два объекта класса равны по размерам, и False иначе. Два объекта типа Ship равны по размерам, если равны их длина и высота борта.

Необходимо определить список list для работы с транспортом:

Автомобили:

class CarList – список автомобилей - наследуется от класса list.

Конструктор:

* Вызвать конструктор базового класса.
* Передать в конструктор строку name и присвоить её полю name созданного объекта

Необходимо реализовать следующие методы:

Метод append(p\_object): Переопределение метода append() списка. В случае, если p\_object - автомобиль, элемент добавляется в список, иначе выбрасывается исключение TypeError с текстом: Invalid type <тип\_объекта p\_object> (результат вызова функции type)

Метод print\_colors(): Вывести цвета всех автомобилей в виде строки (нумерация начинается с 1):

<i> автомобиль: <color[i]>

<j> автомобиль: <color[j]> ...

Метод print\_count(): Вывести количество автомобилей.

Самолеты:

class PlaneList – список самолетов - наследуется от класса list.

Конструктор:

* Вызвать конструктор базового класса.
* Передать в конструктор строку name и присвоить её полю name созданного объекта

Необходимо реализовать следующие методы:

Метод extend(iterable): Переопределение метода extend() списка. В случае, если элемент iterable - объект класса Plane, этот элемент добавляется в список, иначе не добавляется.

Метод print\_colors(): Вывести цвета всех самолетов в виде строки (нумерация начинается с 1):

<i> самолет: <color[i]>

<j> самолет: <color[j]> ...

Метод total\_speed(): Посчитать и вывести общую среднюю скорость всех самолетов.

Корабли:

class ShipList – список кораблей - наследуется от класса list.

Конструктор:

* Вызвать конструктор базового класса.
* Передать в конструктор строку name и присвоить её полю name созданного объекта

Необходимо реализовать следующие методы:

Метод append(p\_object): Переопределение метода append() списка. В случае, если p\_object - корабль, элемент добавляется в список, иначе выбрасывается исключение TypeError с текстом: Invalid type <тип\_объекта p\_object>

Метод print\_colors(): Вывести цвета всех кораблей в виде строки (нумерация начинается с 1):

<i> корабль: <color[i]>

<j> корабль: <color[j]> ...

Метод print\_ship(): Вывести те корабли, чья длина больше 150 метров, в виде строки:

Длина корабля №<i> больше 150 метров

Длина корабля №<j> больше 150 метров ...

## Выполнение работы

Описание методов классов:

* Transport
  + \_\_init\_\_(self, average\_speed, max\_speed, price, cargo, color): создает экземпляр класса с полями, заданными аргументами, проверяя их значения на допустимые.
* Car. Родительский класс - Transport
  + \_\_init\_\_(self, average\_speed, max\_speed, price, cargo, color, power, wheels): создает экземпляр класса с полями, заданными аргументами, проверяя их значения на допустимые.
  + \_\_str\_\_(self): вызывается, когда требуется строковое представление объекта.
  + \_\_add\_\_(self): возвращает результат сложения значений полей average\_speed и max\_speed.
  + \_\_eq\_\_(car1, car2): используется для сравнения двух объектов класса, возвращает True, если они равны.
* Plane. Родительский класс - Transport
  + \_\_init\_\_(self, average\_speed, max\_speed, price, cargo, color, load\_capacity, wingspan): создает экземпляр класса с полями, заданными аргументами, проверяя их значения на допустимые.
  + \_\_str\_\_(self): вызывается, когда требуется строковое представление объекта.
  + \_\_add\_\_(self): возвращает результат сложения значений полей average\_speed и max\_speed.
  + \_\_eq\_\_(car1, car2): используется для сравнения двух объектов класса, возвращает True, если они равны.
* Ship. Родительский класс - Transport
  + \_\_init\_\_(self, average\_speed, max\_speed, price, cargo, color, length, side\_height): создает экземпляр класса с полями, заданными аргументами, проверяя их значения на допустимые.
  + \_\_str\_\_(self): вызывается, когда требуется строковое представление объекта.
  + \_\_add\_\_(self): возвращает результат сложения значений полей average\_speed и max\_speed.
  + \_\_eq\_\_(car1, car2): используется для сравнения двух объектов класса, возвращает True, если они равны.
* CarList. Родительский класс - list
  + \_\_init\_\_(self, name): создает экземпляр класса list, добавляя к нему поле name.
  + append(self, p\_object): добавляет в список новый элемент, если тот является экземпляром класса Car.
  + print\_colors(self): выводит значение поля color для всех элементов списка.
  + print\_count(self): выводит количество элементов в списке.
* PlaneList. Родительский класс - list
  + \_\_init\_\_(self, name): создает экземпляр класса list, добавляя к нему поле name.
  + extend(self, iterable): добавляет в список несколько элементов, если те являются экземплярами класса Plane.
  + print\_colors(self): выводит значение поля color для всех элементов списка.
  + total\_speed(self): подсчитывает и выводит среднее значение поля average\_speed всех элементов списка.
* ShipList. Родительский класс - list
  + \_\_init\_\_(self, name): создает экземпляр класса list, добавляя к нему поле name.
  + append(self, p\_object): добавляет в список новый элемент, если тот является экземпляром класса Ship.
  + print\_colors(self): выводит значение поля color для всех элементов списка.
  + print\_ship(self): выводит элементы списка, у которых значение поля length больше 150.

Переопределенные методы класса list для CarList, PlaneList и ShipList будут работать, т. к. родительский метод вызывается с помощью функции super(). Так, например, метод append(self, p\_object) класса ShipList только проверяет класс добавляемого элемента, после чего вызывает метод append() класса list.

![](data:image/png;base64,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)Рисунок 1 - Иерархия классов

Разработанный программный код см. в приложении А.

## Тестирование

Результаты тестирования представлены в табл. 1.

Таблица 1 – Результаты тестирования

|  |  |  |  |
| --- | --- | --- | --- |
| № п/п | Входные данные | Выходные данные | Комментарии |
|  | transport = Transport(70, 200, 50000, True, 'w') #транспорт  car1 = Car(70, 200, 50000, True, 'w', 100, 4) #авто  car2 = Car(70, 200, 50000, True, 'w', 100, 4)  car\_list = CarList(Car) #список авто  car\_list.append(car1)  car\_list.append(car2)  car\_list.print\_colors()  car\_list.print\_count() | 1 автомобиль: w  2 автомобиль: w  2 | Выходные данные соответствуют ожиданиям. |
|  | try: #неправильные данные для транспорта  transport = Transport(-70, 200, 50000, True, 'w')  except (TypeError, ValueError):  print('OK') | ОК | Выходные данные соответствуют ожиданиям. |
|  | plane1 = Plane(70, 200, 50000, True, 'w', 1000, 150)  plane2 = Plane(70, 200, 50000, True, 'w', 1000, 150)  print(plane1.average\_speed, plane1.max\_speed, plane1.price, plane1.cargo, plane1.color, plane1.load\_capacity, plane1.wingspan)  print(plane1.\_\_str\_\_())  print(plane1.\_\_add\_\_())  print(plane1.\_\_eq\_\_(plane2)) | Plane: средняя скорость 70, максимальная скорость 200, цена 50000, грузовой True, цвет w, грузоподъемность 1000, размах крыльев 150.  270  True | Выходные данные соответствуют ожиданиям. |

## Выводы

В ходе выполнения лабораторной работы были изучены и освоены необходимые навыки для реализации программы, используя принципы объектно-ориентированного программирования. Были написаны классы и обработаны исключения.

# Приложение А Исходный код программы

Название файла: main.py

class Transport:

def \_\_init\_\_(self, average\_speed, max\_speed, price, cargo, color):

if not isinstance(average\_speed, int) or not isinstance(max\_speed, int) or not isinstance(price, int) or not isinstance(cargo, bool):

raise ValueError("Invalid value")

if average\_speed <= 0 or max\_speed <= 0 or price <= 0 or color not in "wgb":

raise ValueError("Invalid value")

self.average\_speed = average\_speed

self.max\_speed = max\_speed

self.price = price

self.cargo = cargo

self.color = color

class Car(Transport):

def \_\_init\_\_(self, average\_speed, max\_speed, price, cargo, color, power, wheels):

super().\_\_init\_\_(average\_speed, max\_speed, price, cargo, color)

if not isinstance(power, int) or not isinstance(wheels, int):

raise ValueError("Invalid value")

if power <= 0 or wheels <= 0 or wheels > 10:

raise ValueError("Invalid value")

self.power = power

self.wheels = wheels

def \_\_str\_\_(self):

return f"Car: средняя скорость {self.average\_speed}, максимальная скорость {self.max\_speed}, цена {self.price}, грузовой {self.cargo}, цвет {self.color}, мощность {self.power}, количество колес {self.wheels}."

def \_\_add\_\_(self):

return self.average\_speed + self.max\_speed

def \_\_eq\_\_(car1, car2):

if car1.wheels == car2.wheels and car1.average\_speed == car2.average\_speed and car1.max\_speed == car2.max\_speed and car1.power == car2.power:

return True

return False

class Plane(Transport):

def \_\_init\_\_(self, average\_speed, max\_speed, price, cargo, color, load\_capacity, wingspan):

super().\_\_init\_\_(average\_speed, max\_speed, price, cargo, color)

if not isinstance(load\_capacity, int) or not isinstance(wingspan, int):

raise ValueError("Invalid value")

if load\_capacity <= 0 or wingspan <= 0:

raise ValueError("Invalid value")

self.load\_capacity = load\_capacity

self.wingspan = wingspan

def \_\_str\_\_(self):

return f"Plane: средняя скорость {self.average\_speed}, максимальная скорость {self.max\_speed}, цена {self.price}, грузовой {self.cargo}, цвет {self.color}, грузоподъемность {self.load\_capacity}, размах крыльев {self.wingspan}."

def \_\_add\_\_(self):

return self.average\_speed + self.max\_speed

def \_\_eq\_\_(plane1, plane2):

return plane1.wingspan == plane2.wingspan

class Ship(Transport):

def \_\_init\_\_(self, average\_speed, max\_speed, price, cargo, color, length, side\_height):

super().\_\_init\_\_(average\_speed, max\_speed, price, cargo, color)

if not isinstance(length, int) or not isinstance(side\_height, int):

raise ValueError("Invalid value")

if length <= 0 or side\_height <= 0:

raise ValueError("Invalid value")

self.length = length

self.side\_height = side\_height

def \_\_str\_\_(self):

return f"Ship: средняя скорость {self.average\_speed}, максимальная скорость {self.max\_speed}, цена {self.price}, грузовой {self.cargo}, цвет {self.color}, длина {self.length}, высота борта {self.side\_height}."

def \_\_add\_\_(self):

return self.average\_speed + self.max\_speed

def \_\_eq\_\_(ship1, ship2):

return ship1.length == ship2.length and ship1.side\_height == ship2.side\_height

class CarList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def append(self, p\_object):

if not isinstance(p\_object, Car):

raise TypeError(f"Invalid type {type(p\_object)}")

super().append(p\_object)

def print\_colors(self):

for i in range(len(self)):

print(f"{i+1} автомобиль: {self[i].color}")

def print\_count(self):

print(len(self))

class PlaneList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def extend(self, iterable):

if len([i for i in iterable if isinstance(i, Plane)]) == len(iterable):

super().extend(iterable)

def print\_colors(self):

for i in range(len(self)):

print(f"{i+1} самолет: {self[i].color}")

def total\_speed(self):

speed = 0

for i in self:

speed += int(i.average\_speed)

print(speed)

class ShipList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def append(self, p\_object):

if not isinstance(p\_object, Ship):

raise TypeError(f"Invalid type {type(p\_object)}")

super().append(p\_object)

def print\_colors(self):

for i in range(len(self)):

print(f"{i+1} корабль: {self[i].color}")

def print\_ship(self):

for i in range(len(self)):

if self[i].length > 150:

print(f"Длина корабля №{i+1} больше 150 метров")