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## Цель работы

Изучение парадигм программирования, создание программы на языке программирования Python, в которой реализуются несколько классов фигур и списков для них.

## 

## Задание

Вариант 1. Даны фигуры в двумерном пространстве. Базовый класс – фигура Figure, многоугольник – Polygon, окружность – Circle:

class Figure

Поля объекта класса Figure: периметр фигуры (в сантиметрах, целое положительное число), площадь фигуры (в квадратных сантиметрах, целое положительное число), цвет фигуры (значение может быть одной из строк: 'r', 'b', 'g').

При создании экземпляра класса Figure необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

class Polygon

Поля объекта класса Polygon: периметр фигуры (в сантиметрах, целое положительное число), площадь фигуры (в квадратных сантиметрах, целое положительное число), цвет фигуры (значение может быть одной из строк: 'r', 'b', 'g'), количество углов (неотрицательное значение, больше 2), равносторонний (значениями могут быть или True, или False), самый большой угол (или любого угла, если многоугольник равносторонний) (целое положительное число).

При создании экземпляра класса Polygon необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

Метод \_\_str\_\_(): Преобразование к строке вида: Polygon: Периметр <периметр>, площадь <площадь>, цвет фигуры <цвет фигуры>, количество углов <кол-во углов>, равносторонний <равносторонний>, самый большой угол <самый большой угол>.

Метод \_\_add\_\_(): Сложение площади и периметра многоугольника. Возвращает число, полученное при сложении площади и периметра многоугольника.

Метод \_\_eq\_\_(): Метод возвращает True, если два объекта класса равны и False иначе. Два объекта типа Polygon равны, если равны их периметры, площади и количество углов.

class Circle:

Поля объекта класса Circle: периметр фигуры (в сантиметрах, целое положительное число), площадь фигуры (в квадратных сантиметрах, целое положительное число), цвет фигуры (значение может быть одной из строк: 'r', 'b', 'g'), радиус (целое положительное число), диаметр (целое положительное число, равен двум радиусам).

При создании экземпляра класса Circle необходимо убедиться, что переданные в конструктор параметры удовлетворяют требованиям, иначе выбросить исключение ValueError с текстом 'Invalid value'.

В данном классе необходимо реализовать следующие методы:

Метод \_\_str\_\_(): Преобразование к строке вида: Circle: Периметр <периметр>, площадь <площадь>, цвет фигуры <цвет фигуры>, радиус <радиус>, диаметр <диаметр>.

Метод \_\_add\_\_(): Сложение площади и периметра окружности. Возвращает число, полученное при сложении площади и периметра окружности.

Метод \_\_eq\_\_(): Метод возвращает True, если два объекта класса равны и False иначе. Два объекта типа Circle равны, если равны их радиусы.

Необходимо определить список list для работы с фигурами:

class PolygonList – список многоугольников – наследуется от класса list.

Конструктор:

Вызвать конструктор базового класса. Передать в конструктор строку name и присвоить её полю name созданного объекта.

Необходимо реализовать следующие методы:

Метод append(p\_object): Переопределение метода append() списка. В случае, если p\_object - многоугольник (объект класса Polygon), элемент добавляется в список, иначе выбрасывается исключение TypeError с текстом: Invalid type <тип\_объекта p\_object>

Метод print\_colors(): Вывести цвета всех многоугольников в виде строки (нумерация начинается с 1): <i> многоугольник: <color[i]> <j> многоугольник: <color[j]> …

Метод print\_count(): Вывести количество многоугольников в списке.

class CircleList – список окружностей – наследуется от класса list.

Конструктор:

Вызвать конструктор базового класса. Передать в конструктор строку name и присвоить её полю name созданного объекта.

Необходимо реализовать следующие методы:

Метод extend(iterable): Переопределение метода extend() списка. В качестве аргумента передается итерируемый объект iterable, в случае, если элемент iterable - объект класса Circle, этот элемент добавляется в список, иначе не добавляется.

Метод print\_colors(): Вывести цвета всех окружностей в виде строки (нумерация начинается с 1): <i> окружность: <color[i]> <j> окружность: <color[j]> …

Метод total\_area(): Посчитать и вывести общую площадь всех окружностей.

В отчете укажите:

1. Изображение иерархии описанных вами классов.

2. Методы, которые вы переопределили (в том числе методы класса object).

3. В каких случаях будут использованы методы \_\_str\_\_() и \_\_add\_\_().

4. Будут ли работать переопределенные методы класса list для PolygonList и CircleList? Объясните почему и приведите примеры.

## Выполнение работы

Иерархия описанных в задании классов.

![](data:image/png;base64,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)Рисунок 1 – Изображение иерархии классов

В рамках выполнения работы в классах Circle и Polygon были переопределены методы \_\_str\_\_(), \_\_add\_\_(), \_\_eq\_\_(). При вызове \_\_str\_\_(self) будет использоваться возвращаемое значение в переопределенном методе. Оператор == в вызывает метод \_\_eq\_\_(self,obj), который определяет поведение оператора равенства для объектов данного класса. Метод \_\_add\_\_(self) будет вызываться при сложении двух экземпляров класса. В классах CircleList и PolygonList унаследованных от класса List, были переопределены методы append(self,p\_object), extend(self,iterable). Благодаря тому, что родительский метод вызывается с помощью функции super().

Разработанный программный код см. в приложении А.

## 

## Выводы

В ходе лабораторной работы были изучены виды парадигм программирования, создана программа на языке программирования Python, реализующая несколько классов фигур и списков для них.

# Приложение А Исходный код программы

class Figure:

def \_\_init\_\_(self, perimeter, area, color):

clr = "rbg"

self.perimeter = perimeter

self.area = area

self.color = color

if not(isinstance(perimeter, int)) or (self.area <= 0) or (self.perimeter <= 0) or not(isinstance(area, int)) or (color not in clr):

raise ValueError('Invalid value')

class Polygon(Figure): #Наследуется от класса Figure

def \_\_init\_\_(self, perimeter, area, color, angle\_count, equilateral, biggest\_angle):

super().\_\_init\_\_(perimeter, area, color)

self.angle\_count = angle\_count

self.equilateral = equilateral

self.biggest\_angle = biggest\_angle

if not(isinstance(angle\_count, int)) or (angle\_count <= 2) or (self.biggest\_angle <= 0) or (self.angle\_count <= 0) or not(isinstance(equilateral, bool)) or not(isinstance(biggest\_angle, int)) or (biggest\_angle < 0):

raise ValueError('Invalid value')

def \_\_str\_\_(self):

return f'Polygon: Периметр {self.perimeter}, площадь {self.area}, цвет фигуры {self.color}, количество углов {self.angle\_count}, равносторонний {self.equilateral}, самый большой угол {self.biggest\_angle}.'

def \_\_add\_\_(self):

summ = self.perimeter + self.area

return summ

def \_\_eq\_\_(self, obj):

if (self.area == obj.area) and (self.perimeter == obj.perimeter) and (self.angle\_count == obj.angle\_count):

return True

else:

return False

class Circle(Figure):

def \_\_init\_\_(self, perimeter, area, color, radius, diametr):

super().\_\_init\_\_(perimeter, area, color)

self.radius = radius

self.diametr = diametr

if not(isinstance(radius, int)) or not(isinstance(diametr, int)) or (self.diametr <= 0) or (self.diametr != 2 \* self.radius) or (self.radius <= 0):

raise ValueError('Invalid value')

def \_\_str\_\_(self):

return f'Circle: Периметр {self.perimeter}, площадь {self.area}, цвет фигуры {self.color}, радиус {self.radius}, диаметр {self.diametr}.'

def \_\_add\_\_(self):

summ = self.perimeter + self.area

return summ

def \_\_eq\_\_(self, obj):

if (self.radius == obj.radius) and (self.diametr == obj.diametr):

return True

else:

return False

class PolygonList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def append(self, p\_object):

if isinstance(p\_object, Polygon):

super().append(p\_object)

else:

raise TypeError("Invalid type <тип\_объекта p\_object>")

def print\_colors(self):

for i in range(len(self)):

print(f'{1 + i} многоугольник: {self[i].color}')

def print\_count(self):

print(len(self))

class CircleList(list):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def extend(self, iterable):

if isinstance(iterable, list):

for el in iterable:

if isinstance(el, Circle):

self.append(el)

else:

raise TypeError("Invalid type <тип\_объекта p\_object>")

def print\_colors(self):

for i in range(len(self)):

print(f'{1 + i} окружность: {self[i].color}')

def total\_area(self):

smm = 0

for i in self:

smm += i.area

print(smm)